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An efficient and lightweight embedded Web server
for Web-based network element management

By Hong-Taek Ju,Ł Mi-Joung Choi and James W. Hong

An Embedded Web Server (EWS) is a Web server which runs on an
embedded system with limited computing resources to serve embedded
Web documents to a Web browser. By embedding a Web server into a
network device, it is possible to provide a Web-based management user
interface, which are user-friendly, inexpensive, cross-platform, and
network-ready. This article explores the topic of an efficient and
lightweight embedded Web server for Web-based network element
management. Copyright  2000 John Wiley & Sons, Ltd.

Introduction

A s the World-Wide Web (or Web) contin-
ues to evolve, it is clear that its under-
lying technologies are useful for much

more than just browsing the Web. Web browsers
have become the de facto standard user interface
for a variety of applications. This is because Web
browsers can provide a GUI interface to var-
ious client/server applications without a client
application. An increasing number of Web tech-
nologies can also be applied to network element
management.

Web-based network element management gives
an administrator the ability to configure and
monitor network devices over the Internet using a
Web browser. The most direct way to accomplish
this is to embed a Web server into a network
device and use that server to provide a Web-
based management user interface constructed
using HTML,5 graphics and other features common
to Web browsers.4 Information is provided to the
user by simply retrieving pages, and information
is sent back to the device using forms that the user
completes. Web-based management user interfaces
(WebMUIs) through embedded Web servers have
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262 H.-T. JU ET AL.

many advantages: ubiquity, user-friendliness, low
development cost and high maintainability.

Embedded Web Servers (EWSs)1 – 3 have different
requirements, such as low resource utility, high
reliability, security and portability, for which
general Web server technologies are unsuitable.
Above all, due to resource scarcity in embedded
systems it is important to make EWSs efficient
and lightweight. There are also design issues such
as HTTP6,7 and embedded application interface.
In embedded Web server usage, Java applets can
play an important role for making embedded Web
servers truly useful for management applications.

In this paper, we present our research to develop
an efficient and lightweight EWS for Web-based
network element management. We first propose
the architecture of an embedded Web server that
can provide a simple but powerful application
interface for network element management. We
then present the design and implementation of
POS-EWS, an embedded Web server that we
have developed for Web-based network element
management. Finally, we present the results of
POS-EWS’s performance and EWS optimization
methods for making an efficient and lightweight
EWS. There are many commercial EWS products
on the market for Web appliances, but our work is a
good example of making an efficient EWS suitable
for Web-based network element management.

The organization of the paper is as follows.
In the second section we present an overview
of EWSs, and describe the EWS-WebMUI and
EWS requirements. In the next two sections we
present the EWS design and implementation of
our proposed EWS architecture, respectively. In the
fifth section we evaluate POS-EWS’s performance
and explain our methods for optimizing POS-
EWS. In the sixth section we briefly investigate
the available offerings of EWS products focusing
on their features and the approximate code size
needed. In the final section we summarize our
work and discuss possible future work.

Embedded Web Servers and
Web-based Management User

Interface
In this section, we briefly overview embedded

Web servers, comparing them with general Web
servers. Also, we describe the EWS-WebMUI and

EWS requirements that we must consider during
development.

—Embedded Web Server—

General Web servers, which were developed for
general-purpose computers such as NT servers
or Unix and Linux workstations, typically require
megabytes of memory, a fast processor, a pre-
emptive multitasking operating system, and other
resources. A Web server can be embedded in a
device to provide remote access to the device from
a Web browser if the resource requirements of
the Web server are reduced. The end result of this
reduction is typically a portable set of code that can
run on embedded systems with limited computing
resources. The embedded system can be utilized
to serve the embedded Web documents, including
static and dynamic information about embedded
systems, to Web browsers. This type of Web server
is called an Embedded Web Server (EWS).1 – 3

EWSs are used to convey the state informa-
tion of embedded systems, such as a system’s
working statistics, current configuration and oper-
ation results, to a Web browser. EWSs are also
used to transfer user commands from a Web
browser to an embedded system. The state infor-
mation is extracted from an embedded system
application and the control command is imple-
mented through the embedded system application.
In many instances, it is advisable for embed-
ded Web software to be a lightweight version
of Web software. For network devices, such as
routers, switches and hubs, it is possible to place
an EWS directly in the devices without additional
hardware.

—EWS-WebMUI—

WebMUI and EWS-WebMUI—The rapid
proliferation of Web-based management makes
it clear that schemes using HTTP and standard
Web browsers provide benefits to both users and
developers. Most Web-based management appli-
cations provide an interface to the status reporting,
configuration, and control features of managed
objects. Several such Web management approaches
have been proposed thus far. Sun Micro-systems
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AN EMBEDDED WEB SERVER 263

is pushing its Java Management eXtension (JMX)8

and Microsoft, Compaq and Intel are touting Web-
based Enterprise Management (WBEM).9 How-
ever, both approaches are sufficiently complex that
many small network devices would find it very
difficult to implement them.

By embedding a Web server, Web documents
and management applications into an embedded
system, a Web-based Management User Interface
(WebMUI) can be provided directly to system
administrators (an EWS-WebMUI). Therefore, an
EWS-WebMUI is the direct result of embedding
a Web server, Web documents and management
applications into an embedded system. The Web
documents give a display form of management
information, a collection of manageable data that
is monitored or configured for managing an
embedded system.

B y embedding a Web server in a network
device, the device can serve up Web

documents to any Web browser.

Advantages of EWS-WebMUI—By embed-
ding a Web server in a network device, the device
can serve up Web documents to any Web browser.
These Web documents become the GUI inter-
face to the device. Consequently, few techniques
need to be learned for management interface of
the new device. Because Web documents can be
displayed directly from files that may be edited
with either ordinary text editors (for HTML) or
specialized authoring tools, it is easy to quickly
prototype the look and feel of a WebMUI. Alterna-
tives can be explored and reviewed without ever
actually embedding the interface into the system.
If the mechanisms used to embed the interface are
properly designed, changes made to the Web doc-
uments can be quickly imported to the embedded
system with little or no change to the management
application code. This translates into the potential
for better, more useful interfaces in less develop-
ment time.

EWS-WebMUIs also have the advantage of a
platform independent graphical user interface. The
SNMP10 management scheme usually consists of
an SNMP based Network Management System
(NMS). Most NMSs give users the option of using

a graphical interface based on MS-Windows or
X-Window as opposed to the command line inter-
face. Most NMS users demand specific platforms,
such as OS, or computer hardware in order to
install and execute the NMS. By contrast, an EWS-
WebMUI does not demand any specific platform
because Web browsers are available for virtually
all computers.

While the EWS-WebMUI concept appears stra-
ightforward and perhaps even commonplace, the
implications are deeper than first appears. By plac-
ing the GUI within the device itself, the device
is now self-contained and need not be matched
with a corresponding version of a user manage-
ment application program; the problems inherent
in providing separate user interface software dis-
appears; there is no risk of the user having an
old version of the user application software that
does not support all the features of latest devices;
and users can upgrade some systems to the latest
release without having to change the management
software they use because the necessary part of
upgrade is only the EWS-WebMUI. Consequently,
there are no porting or distribution efforts for the
user application program.

Additionally, it is usually possible to upload
Web documents to the embedded system so that a
device can receive an upgrade to its management
interface from a remote location on the network.
This feature makes it possible for developers to
upgrade all devices over the network from the one
point. High maintainability for EWS-WebMUI is a
direct result of ease of Web document development
and one point upgrade.

Design
In this section, we present our design result that

includes a functional architecture and a process
structure of EWS.

—EWS Architecture—

We have designed an EWS that consists of five
parts: an HTTP engine, an application interface
module, a virtual file system, a configuration
module, and a security module. The design
architecture of our EWS is illustrated in Figure 1.

The most important part of the EWS is an
HTTP engine, which serves a client’s request. The
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Figure 1. EWS architecture

minimum requirement for an HTTP engine is that
it must be compliant with HTTP specifications.
Unlike general Web servers that start a new
thread or process whenever a new connection is
made, normally an HTTP engine supports multiple
simultaneous users while running as a single
process. The number of processes that the server
requires can impact on both RAM usage, due to
the stack space per task, and CPU usage. Next, we
explain an HTTP transaction process using a state
transition diagram.

In an EWS, the application interface module
enables developers to add new management func-
tionality. With any off-the-shelf Web authoring
tool, it can merge Web documents with manage-
ment application programs to generate specific
dynamic management information. This module
provides mechanisms for interacting with the
embedded application. Embedded Web server
software must provide mechanisms for the embed-
ded application to generate and serve Web pages
to the browser, and to process HTML form data
submitted by the browser. One possible solution
is modeled after the Common Gateway Interface
(CGI)15 found in many traditional Web servers.
In this model, each URL16 is mapped to a CGI
script that generates the Web page. In a typical
embedded system, the script would actually be
implemented by a function call to the embedded
application. The application could then send raw
HTML or other types of data to the browser by
using an interface provided by the embedded Web
server software.

Another solution is to use Server-Side Include
(SSI).5 With this approach, Web pages are first
developed and prototyped using conventional
Web authoring tools and browsers. Next, propri-
etary markup tags that define server-side scripts
are inserted into the Web pages. The marked-up
Web pages are then stored in the device. When
a marked-up Web page is served, the embedded
Web server interprets and executes the script to
interface with the embedded application. In order
to offload substantial Web server processing from
the embedded system at run time, a preproces-
sor tool can be used. The preprocessor enables
sophisticated dynamic Web-page capabilities by
performing complex tasks up front and generating
an efficient and tightly integrated representation
of the Web pages and interfaces in the embedded
system.

The virtual file system (VFS) provides the EWS
with virtual file services, which are file open for
opening the file, file read for reading the file, and
file close for closing the file after reading. The file
system has a data structure storing file information
such as file size, last modified date, etc. The data
structure for an HTML documents file needing
dynamic information must store the pointer of the
script and the function name called by the script.
To construct this VFS we need a Web compiler.
The Web compiler supports any format, such as
Java, GIF, JPEG, PDF, TIFF, HTML, text, etc. It
compiles these files into intermediate C-codes and
then compiles & links them with the Web Server
codes. The resulting structure does not require a
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