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## ABSTRACT

A wireless radio modem that may be incorporated into a host system or connected through a PCMCIA or similar port to a host system includes radio frequency modulation/ demodulation circuitry employing electronic device elements that operate in a frequency range that minimizes the RF interference between the radio modem and the host system. Radio modem power conservation is maximized by 1) simplifying signal modulation processing by use of a two-point waveform transition table. thereby reducing processing requirements; and 2)incorporating a "sleep mode" feature in which all non-timer circuitry is powered-down when not in use.

12 Claims, 8 Drawing Sheets
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## WIRELESS RADIO MODEM WITH MINIMAL INTER-DEVICE RF INTERFERENCE

This application is a continuation-in-part of U.S. patent application Ser. No. 08/337.841, filed Nov. 14. 1994 entitled "Wireless Radio Modem With Minimal Interdevice RF Interference", now issued as U.S. Pat. No. 5,619,531 on Apr. 8. 1997.

## COPYRIGHT NOTICE

Portions of the disclosure of this patent document, including the appendices, contain material that is subject to copyright protection. The copyright owner has no objection to the facsimile reproduction by anyone of the patent document or the patent disclosure as it appears in the Patent and Trademark Office patent file or records. but otherwise reserves all copyright rights whatsoever.

## TECHNICAL FIELD OF THE INVENTION

This invention relates generally to data communication at radio frequencies in a wireless environment and, in particular, to a method of wireless data communication and to a device that can be imbedded within a host data processing or communications unit (such as a PC. a laptop. a workstation, a personal digital assistant (PDA), a two-way pager or other equipment for data communications or processing) or attached directly through an external data interface, such as one that is constructed and controlled in a manner that meets the standards set forth in two documents entitled "PC Card Standard." Release 2.0, and "Socket Services Interface Specification." Release 1.01. both published by the Personal Computer Memory Card International Association (PCMCIA), in September 1991. As will be appreciated by reference to the specification that follows. although communication through a PCMCIA interface is preferable, the invention is not restricted to a particular communication interface and may be connected in any manner to a host data processing or communications unit (either, a "host unit"), or integrated into such a unit. The method and device enables a host unit to transmit data to and receive data from a communication network wirelessly so that the RF interference between the host unit and the radio modem is minimized and power consumption is at a reduced level. It is envisioned that in its preferred use, the invention will be used to communicate between a host unit and a remote data processing or communications device, either directly or via a network through a data transmission/ reception network station.

## BACKGROUND OF THE INVENTION

Wireless radio modems are used to permit remotely located computers and other data communications equipment to communicate with one or more other computers or equipment for data communications, usually as part of a computer network. Over the past several years, a number of efforts have been undertaken to reduce the size, weight. power consumption and portability of radio modems in order to increase their attractiveness to both the technical community and the consuming public. In spite of advances in technology, most state of the art radio modem designs usually involve a flexible cable connection to the host unit and a bulky external battery pack to supply the necessary power. Previous attempts to incorporate a radio modem within a host unit or to connect a radio modem through a PCMCIA interface have resulted in extremely poor operat-
ing performance predominately as a result of radio frequency interference caused by electrical noise generated by the host unit.

## SUMMARY OF THE INVENTION

The present invention has utility in allowing a host unit to communicate with a wireless network. The present invention is a wireless radio modem that is designed to be located within a host unit, or connected to a host unit through an external port. such as a PCMCIA interface, so that the host unit can communicate with other units for data processing or communication via a wireless data network. In its preferred embodiment. the radio modem is designed to operate in a wireless data network that uses packet-switched communication such as a network that uses the Mobitex ${ }^{\text {TM }}$ network protocol, the Ardis ${ }^{\text {TM }}$ network protocol or the Celluar Digital Packet Data (CDPD) wireless network protocol. The radio modem design allows different network protocols to be supported by software changes only (i.e.. with no substantive hardware modifications), so the scope of the invention is not limited to any specific protocol. For the preferred embodiments, however, reference is made to the Mobitex ${ }^{\text {TM }}$ standard, which is a published communications standard for the Mobitex ${ }^{\text {TM }}$ wireless network. The references herein to the standard shall mean the Mobitex Interface Specification, Rev. 3A, published September 1994 and available from RAM Mobile Data, 10 Woodbridge Center Drive. Woodbridge, N.J. 07095.

The radio modem is preferably designed to be built into a host unit (the OEM version) or to be directly connected to a host unit through a PCMCIA interface (the PCMCIA version), although the design may be incorporated into a stand-alone modem separate from the host unit. Both the size and performance of the present invention represent a significant improvement over the state of the art.

The radio modem hardware and software of both the OEM version and the PCMCIA version are carefully designed to minimize power consumption. In the preferred embodiments. each version can be configured in one of two forms: (i) with an on-board microprocessor that provides overall control of the operation of the various subsystems of the radio modem (the "on-board processor form") or (ii) without an on-board processor. whereby the essential control functions that are performed by the microprocessor in the on-board processor form are performed by the host unit microprocessor (the "microprocessor-less form"). To reduce power consumption significantly in each version, the key power-consuming components are placed into lower power modes when they are not needed and are placed in a higher power mode only when data that the radio modem is to process are detected or when a predetermined period time has elapsed from the point the components have been put into a lower power or a "sleep" mode. As one of ordinary skill in the art of digital communications equipment design will appreciate, the microprocessor is one of the key powerconsuming components in the on-board processor form. In addition to the power management circuitry, the method of operation of each version of the radio modem was optimized to reduce power consumption using low-power components and power-efficient design where possible.

Operational performance is also enhanced over the state of the art because both versions of the radio modem are designed to operate in the high electrical noise environment present within. or immediately proximate to a host unit. The major electrical noise immunity strategy employed is the use of circuitry designed to operate outside the electrically noisy
frequency bands that are present within an operating data processing unit. Among the features that enable the modem to avoid the RF interference of its host data processing unit is the implementation of frequency discrimination at an intermediate frequency (at or above 10.7 MHz ) that is well above the noise frequencies emanating from the operation of a host unit.
In order to generate the intermediate frequency at which discrimination takes place, the receiver circuitry uses a single intermediate frequency down conversion step. In the preferred embodiment. the intermediate frequency is 45 MHz . After down conversion the signal is channel filtered and then demodulated and digitized. The resulting digitized signal is then conveyed to a digital signal processor ("DSP") where the data is recovered and conveyed to the host unit.
On the transmission side, the transmitter circuitry accepts data from the host unit. via the DSP, in a pre-modulated form. In the preferred embodiment. the data received by the transmitter is modulated using either quadrature modulation or baseband modulation. although one of ordinary skill in the art will appreciate that various modulation techniques could be applied to modulate the signal received from the DSP.

## Quadrature Modulation

In the implementation in which the data are quadrature modulated. the DSP presents the signal to the modulation circuitry in in-phase and quadrature phase components. The signal is then modulated directly, using quadrature modulation. and is filtered. amplified. upconverted. filtered and then amplified again before being conveyed, via a transmitreceive switch. to an antenna for propagation.
Baseband Modulation
In the implementation in which the data is baseband modulated. the DSP presents the signal to the modulation circuitry in the form of two modulation voltage signals for the Voltage Controlled Temperature Compensated Crystal Oscillator (VCTCXO) and Voltage Controlled Oscillator (VCO). The signal is then frequency modulated, using baseband modulation and is filtered and then amplified before being conveyed, via a transmit/receive switch, to an antenna for propagation.

Modulation Lookup Tables
The modulation scheme, in the preferred embodiment. relies upon pre-calculated wave segments that are pieced together at run time to produce smooth Gaussian Minimum Shift Keyed (GMSK) or GMSK Inphase (I) and Quadature Phase (Q) modulated waveforms. For efficiency purposes and to reduce the processing time required to modulate the signal (and thus the processing power required), a look-up table stored preferably in DSP memory is employed as a part of the modulation process.
In the case of quadrature modulation, the look-up table provides precalculated waveform segments that are pieced together, taking into account the interrelationship of a digital four bit transmission stream on the waveform shape associated with the second bit of the four bit stream. Simple transforms are used to phase shift this signal by steps of 90 degrees, to compensate for the different phases that the I and Q channels may be in at the start of the segment.

In the case of baseband modulation. instead of using the I and Q channels, baseband signals are encoded. Thus, it is only necessary to have one channel instead of two. as both channels are either the same, or related by a constant multiple. The need to shift the signal by 90 degrees is no longer necessary in baseband, as there is no need to use accumulated phase from previous bits.

The modulation tables, in the preferred embodiment, were generated by a program called MODTAB. MODTAB.C. the main c source file found in Appendix A, contains the mathematics to generate the modulation tables. The formulas in this code implement the modulation scheme in a simplified form and the source code is structured in such a manner that certain of its modules can be used to generate tables for quadrature phase modulation and not used when baseband modulation tables are desired.

For both types of modulation, the GMSK wave form is first calculated and used to generate a baseband modulated wave form. To FM modulate the baseband GMSK signal into I and Q signals for quadrature phase modulation, a phase accumulator is used. Because frequency is a rate of phase change, the baseband values from the GMSK wave form represent the rate of change of the phase accumulator. The Sine and COSINE of value in the phase accumulator is then used to calculate the I and Q signals. Optionally, the effect of an RC filter on the $I$ and $Q$ signals can be compensated for by applying the inverse function of an RC filter to the I and Q signals. Thus, the output of the RC filter can be forced to correspond with the desired wave form. The math is performed in a laborious manner, using floating point evaluation. For each possible combination of four bits, all the shapes for all four bits are generated. To build the tables. the interval between the centers of bits $\mathbf{2}$ and $\mathbf{3}$ is then bracketed. extracted and placed in the table.

When generating tables for baseband code, the phase accumulator and SINE/COSINE calculation steps are skipped. and the baseband wave forms are placed in the tables directly. There is also no need to compensate for RC filter effects in the development of the baseband table. When the tables are generated and stored, modulation can be accomplished through application of the table data.
The object of the demodulation scheme is to provide a nearly optimal method for decoding bits accurately, while using as little processing power and additional hardware as possible. in order to keep power consumption and cost to a minimum. In order to eliminate the need for sophisticated hardware filters, the incoming signal is sampled at a rate that is a multiple of the bit rate. In the preferred embodiment. the sampling rate is six times the GMSK bit rate. A Finite Impulse Response (FIR) filter is applied to the signal every n samples, where n is the number of analog to digital converter (A/D) samples per GMSK bit. This implements a decimating filter. producing output samples at a rate equal to the bit rate. The FIR filter cuts off sharply after a frequency equal to half the bit rate, thus keeping to a minimum the amount of aliasing resulting from the decimation. This technique takes advantage of the Nyquist sampling theorem. fully capturing a bandwidth of half the sampling rate by taking periodic samples.

Even though the effective sampling rate is equal to the bit rate, repetitious patterns of seemingly lower bit rates, such as a GMSK Bitsync of the pattern 110011001100, can nevertheless be recognized, as such a patters produces a wave form similar to a sinusoid at a frequency of one fourth the bit rate. A series of increasingly stringent criteria is used to determine whether the received signal is a bit sync pattern. When all the criteria are satisfied. preferably 12 samples of the bit sync are correlated to SNE and COSINE functions. Because 12 samples represent three complete periods of the sinusoid. compensating for different direct current (DC) levels is not necessary. Because the SINE and COSINE functions need only be evaluated at 90 degree intervals. this process is trivial. The SINE function, for example, takes on values of $0.1,0,-1,0,1,0,-1,0 \ldots$ etc.. The
two resulting correlations of the SINE and COSNNE functions are then combined to form a Cartesian vector and mathematically transformed through rotations of 90 degrees to be within an angle of $+/-45$ degrees. A cubic function of the slope of this vector is then used to approximate the arctangent of the resultant vector. The difference between the resultant angle and 45 degrees (or -45 degrees, whichever is closer). divided by 90 degrees is the fraction of a bit by which the sampling point in the decimation filter must be adjusted to be coincident with the center of the GMSK bit. In the preferred embodiment, for ease of implementation, the adjustment is rounded to the nearest $\mathrm{A} / \mathrm{D}$ sample. As one of ordinary shill in the art will appreciate, however, enhanced accuracy can be obtained by varying the shape of the FIR filter to accomplish shifts of less than one A/D sample. When the adjustment is performed, samples coincide with the centers of bits, so bit decoding can be done using a threshold that is a function of a DC level calculated from the 12 samples used for bit synchronization, as well as the value of the previous bit.

## OBJECTS OF THE INVENTION

Accordingly, it is an object of the invention to provide a radio modem with modulation/ demodulation means that incorporates circuit elements that operate at frequencies outside the frequency range of the RF noise associated with the host unit in which the radio modem is installed.

It is a another object of the invention to provide a radio modem in which frequency discrimination occurs at a data discrimination frequency of 10.7 MHz or higher.
It is a further object of the invention to perform FM frequency discrimination through the use of one or more piezoelectric phase-shift devices. such as surface acoustic wave ("SAW") filters, surface transverse wave ("STW") filters, surface skimming bulk wave ("SSBW") filters, leaky SAW filters or crystal filters such that the frequency discrimination takes place outside the RF noise frequencies generated by the host unit associated with the radio modem.
It is a yet further object of the invention to provide a stored waveform transition table as part of the digital signal processing circuitry to minimize processing time and power consumption during the digital signal processing phase of the operation of the radio modem.
It is another object of the invention to provide circuitry for minimizing power consumption in a radio modem that permits the major power-consuming components of the radio modem to enter into an inactive or lower-powered state and to be later activated or repowered by the detection of data communications or by the expiration of a predetermined period of time, whichever occurs first.
These objects as well as others appreciated by those of ordinary shill in the art will become apparent from the detailed description and in reference to the drawings that follow. The specific examples that are set forth in the detailed description of the preferred embodiment should be understood to be given for illustrative purposes only and are not intended to limit the spirit and scope of the invention.

## BRIEF DESCRIPTION OF FIGURES

FIG. $1 a$ is a block diagram of the hardware layout for the on-board processor form of the radio modem using quadrature modulation and two local oscillators.

FIG. $1 b$ is a block diagram of the hardware layout for an alternative embodiment of the on-board processor form of 6 the radio modem using quadrature modulation and a single local oscillator.

FIG. 2 is a block diagram of the hardware layout for the on-board processor form of the radio modem using baseband modulation.

FIG. 3 is a block diagram of the hardware layout for the microprocessor-less version of the radio modem using baseband modulation and an external interface to the host unit. such as a PCMCIA interface.
FIG. 4 is a block diagram of the operation of the interrupt handler for the power management hardware.

FIG. 5 is a schematic of circuitry that provides a "soft turn-on".

FIG. 6 is timing diagram for the soft turn-on function.
FIGS. $7 a$ and $7 b$ relate to the operation of the premodulated waveform segment lookup table.

## DESCRIPIION OF THE PREFERRED EMBODIMENTS

The preferred embodiments of the present invention are radio modems that can be built into the host unit or attached to a host unit through a PCMCIA or similar port. Each radio modem generally comprises transmission/reception means and a modulation/demodulation means.
With reference to FIG. $1 a$, the received signal is conveyed from an antenna (1) via a transmit/receive switch (2) to a bandpass filter (3), which is preferably an electronicallycoupled piezoelectric device such as an acoustic wave device and more specifically a SAW, an STW filter. an SSBW filter or what has been commonly referred to a leaky SAW filter. The filtered signal is conveyed to a low-noise amplifier (4) and image filter (5), and to the downconverter (6). In the preferred embodiments, bandpass filters (3) and (5) are SAW filters. Within the downconverter, the signal amplified by a linear amplifier (7) is mixed with a signal (50) from a local oscillator (39) at the mixer (8) to produce a signal (51) at an intermediate frequency greater than or equal to 10.7 Mhz . Signal (51) is conditioned by the intermediate frequency (IF) channel filter (9) and is amplified by the IF gain block (10) then conditioned by a noise filter (11). The resulting intermediate frequency signal is demodulated within the demodulator (12). In the preferred embodiment. the intermediate frequency is 45 MHz .
The demodulator consists of a limiting amplifier (13) to produce a signal having constant amplitude. This signal is split into two parts which are mixed in a mixer (14). with one of the parts shifted in phase relative to the other. The phase shift element (15) is preferably an electronically-coupled piezoelectric device such as surface acoustic wave filter or a crystal filter. The demodulated signal is conditioned and convented to a digital representation before being conveyed to a digital signal processor (DSP) (24). The digital signal processor (24) is preferably an ADSP-2171KST-133 commercially available from Analog Devices. Inc.. Norwood. Mass. The conditioning and conversion to a digital representation is performed by low pass filter (16), amplified by operational amplifier (17), conditioned by anti-aliasing filter (18) and converted to a digital representation by analog to digital converter (19).
The limiting amplifier (13) produces a second signal (52) with a DC voltage proportional to the received signal strength at the input of the limiter. This signal is referred to as the Received Signal Strength Indicator (RSSI) and is conditioned by low pass filter (20), amplified by operational amplifier (21), conditioned by anti-aliasing filter (22) and converted to a digital representation by analog to digital converter (23).

In the on-board processor version, the digital data is conveyed to the host unit via the microprocessor (uP) (26). preferably an Intel SB80L188EB-8 (available from Intel Corporation. Santa Clara, Calif.), and a serial communications controller ("SCC") (27), preferably a Phillips SCC 9291 (available from Phillips Electronics North America Corporation. Sunnyvale. Calif.). In the microprocessor-less version, as seen on FIG. 3, the modem utilizes the microprocessor of the host (200), and thus there is no need to have a microprocessor resident within the externally connected modem, i.e. within the PCMCIA form factor. Additionally, because of the physical connection in the preferred embodiment through the PCMCIA port. the need for an SCC is also eliminated. One of ordinary skill in the art will appreciate that each of the aforementioned components for which particular part numbers are not referenced are well known in the art.
When the radio modem is transmitting, the data to be sent is conveyed from a host data processing unit. via the serial communications controller (27) and the microprocessor (26) to the digital signal processor (24). In the case of quadrature phase modulation, the digital signal processor (24) generates the appropriate in-phase and quadrature-phase modulated waveform segments, which are based on the current and previous bits to be sent. from a precalculated look-up table stored in the associated random-access memory (25). The digital signals are converted to analog signals by two digital-to-analog converters (28) (29). conditioned by two low pass filters (30)(31) and are conveyed to the quadrature modulator (32). Within the quadrature modulator (32) the in-phase signal (53) is mixed in a mixer (33) with the signal from L01 (36), one of two local oscillators, and the quadrature-phase signal (54) is mixed in a mixer (34) with a ninety-degree phase shifted signal from the local oscillator L01 (36) supplied via the phase shift element (35). The emerging modulated signal (55) is passed through a bandpass filter (37), and input to an upconverter mixer (38), where it is mixed with a signal (56) from the local oscillator L02 (39). The resulting signal (57) is amplified by exciter amplifier (40), conditioned by a band-pass filter (41), amplified in a three-stage power amplifier (42) and transmitted from the antenna (1) via the transmit/receive switch (2). As can be seen in FIG. 1b, the two local oscillators of FIG. (1a) can be replaced by a single oscillator (L0) (43) by bypassing the upconversion stage affected by the local oscillators (L01) (36). (L02) (39), the mixer (38) and the band pass filter (37).

As illustrated by FIGS. 2 and 3, in the case of baseband modulation, the digital signal processor (24) similarly generates, from the look-up table store in the associated RAM (25), the appropriate modulation voltage segments for the Voltage Controlled Temperature Compensated Crystal Oscillator (VCTCXO) (201) and the Voltage Controlled Oscillator (VCO) (202). The digital signals thus generated are then converted to modulation voltages by digital to analog converters (28) and (29) and are conditioned by low pass filters (30) and (31). These modulation voltages are applied to the VCO (202) and VCTCXO (201) to shift the local oscillator frequency by a maximum of 2 Khz from its nominal frequency. As one of ordinary skill in the art will appreciate, a single D/A converter may perform the functions of the two converters (28) and (29). The resultant local oscillator signal (210) in the baseband modulation scheme is conveyed by splitter (211) to the exciter amplifier (40), conditioned by a band-pass filter (41), amplified in a threestage power amplifier (42) and is transmitted from the antenna (1) via the transmiUreceive switch (2).

During operation in a baseband modulation configuration. in both the receive and transmit modes, the local oscillator
(L0)(208) comprising VCTCXO (201), VCO (202) and synthesizer (209) operates to pass its output signal (210) to both the receive and transmit section of the radio via splitter (211). If the radio modem is in its receive mode, the signal (212) is "ignored"-the transmit circuitry is not active because of power management and a signal is not conveyed to the antenna (1) as a result of the T/R switch (2). Correspondingly, when the radio modem is in its transmit mode, the L0 signal (213) that is transferred via splitter (211) to the receive side is "ignored"-because the receive circuitry is not active as a result of power management. It should be noted that when the radio modem is in its receive mode, the LO (208) is programmed at the reception frequency, at the beginning of the receive cycle. In the transmit mode, the $\mathbf{L O}$ (208) is continuously updated by the VCO and VCTCXO modulation voltages in order to produce the desired frequency shifts required for modulation.

In greater detail, and again with reference to FIGS. $1 a$ and $1 b, 2$ and 3. frequency modulation discrimination occurs through the employment of an electronically coupled piezoelectric phase shift element (15), such as a crystal filter. The use of this element represents an improvement over the prior art due to the fact that electronically coupled piezoelectric phase-shift devices have a steeper phase slope relative to changing frequency compared to the resistor inductor capacitor (RLC) tank circuits that have been used in the prior art for frequency discrimination. One advantage of the present innovation is that the discriminator can be operated at higher intermediate frequencies, which is of particular importance to this invention. and is discussed in greater detail below. A second advantage is that the steeper phase slope associated with an electronically-coupled phase-shift element makes the resulting discriminator more sensitive. thereby increasing the sensitivity and receiver performance of the radio modem. The use of a frequency modulation discriminator employing an electronically tuned phase shift element is not limited to use within a radio modem. Such means can be used to discriminate any frequency modulated signal in other systems as well. In addition, as one of ordinary skill in the art will appreciate, because of the close relationship between frequency modulation and phase modulation, the frequency modulation discriminator disclosed means could also be used with minor modifications to discriminate a phase modulated signal.
As discussed above, the discriminator disclosed in the present invention is capable of operating with superior performance at higher frequencies than known discriminator designs. An integral part of the innovation for the present invention is preclusion of electrical interference from the host data processing device, such as "software noise". which is a characteristic emission from any running computer. Typically, such noise is of significantly higher amplitude at frequencies less than 10.7 MHz . In the present invention, the received signal is down-converted in a single stage to an intermediate frequency that is above the aforementioned threshold frequency of 10.7 MHz , such as 45 MHz . By this method, the radio modem achieves greater noise immunity over known devices, permitting the radio modem to be integrated within a host data processing device without compromising performance of the radio modem.

Again with reference to FIGS. $1 a$ and $1 b$, in the case of quadrature modulation, in-phase and quadrature-phase modulated waveform segments are generated by the digital signal processor (24). In the case of baseband modulation. the waveform segments generated are the VCO and VCTCXO modulation voltages. In each case, the waveform segments are based on the current bit, previous bits and
future bits to be sent, from a precalculated look-up table stored in the associated random access memory (25). The operation of this method is described below.

As discussed previously, pre-calculated waveforms can be used to eliminate the need to compute complicated formulae at run time. In the case of Gaussian Minimum Phase Shift Keying, as is specified under the Mobitex ${ }^{\text {™ }}$ standard, with a bandwidth time product of 0.3 , the actual waveform used to identify a bit is in excess of three bit periods long, as is shown in FIG. 7a, for the bit sequence 00100 . With reference to FIG. 7a, the bit period a (700) and bit period e (701) are affected by the bit in period c (702). Therefore, to store all possible shapes for any bit period c (702), thirty-two different segments are required to represent all possible values for the five bit periods shown. By realizing that the significant portion of the Gaussian shape is only four bit periods long, and by shifting the waveform by half of one bit. the number of table entries can be reduced by half to sixteen. The segments are centered on one interbit period (703), as shown in FIG. 7b. With reference to FIG. 7b, the bit center (704) is positioned between the bit period c (705) and the bit period d (706). Therefore the value of segment c (705) is only affected by the values of four bits, and therefore has only sixteen possible shapes.

The method described above yields baseband, but not in phase and quadrature phase signals. If baseband modulation is desired. no further calculations are needed. I and $\mathbf{Q}$ signals, however, for quadrature modulation. are readily calculated from the tabulated data described above, using the following approach. The in-phase and quadrature phase signals depend on the initial phase at the beginning of the bit period. This initial phase must be known when the tables are calculated. In the Mobitex ${ }^{\text {TM }}$ system, the modulation is such that the frequency difference between a stream of continuous 1 's and a stream of continuous 0 's is an even fraction of the bit rate constraining the starting phase to one of a discrete set of values. For example, in Mobitex ${ }^{\text {mM }}$, the frequency deviation is 2000 Hz and the baudrate is 8000 bits/second. Thus, a 1 transmitted previously will cause a phase shift in the modulated signal of 90 degrees, whereas a 0 transmitted previously will cause a phase shift of -90 degrees. There are four multiples of 90 degree phase shifts, or four possible distinct starting phases for each wave segment for a given surrounding four bit sequence. The rotation of a Cartesian vector by steps of 90 degrees is a simple operation and can be easily calculated as required. No additional precomputed samples are required to accommodate different starting phases. In particular, only trivial trigonometric calculations or look-up tables are required.

## Power Management

The present invention also employs innovative power management means and methods, in order to minimize power consumption. Although such power management techniques are directed to the on-board processor form of the instant invention, one of ordinary skill in the art could recognize their applicability, albeit with potentially reduced power savings, if the techniques were incorporated into the form of the microprocessor-less form of the invention.

The major components of the power management circuit are the serial communications controller (27), incorporating an integrated timer and memory, and microprocessor (26), as shown in FIGS. $1 a$ and $1 b$. Through implementation of the power management means, the radio modem circuitry consumes approximately one half the power of other known systems. In general, maximum power savings in any situation are accomplished by completely turning the device off.

The microprocessor (26) has the ability to enter a dormant mode of operation where it consumes virtually no power. The circuit has been implemented such that the processor can also shut down other circuitry that is not in use. The processor is brought back to active mode by activating reset or providing an external non-maskable intermpt signal.
The present invention utilizes a system that allows the processor to shut down most of the circuitry, but remains able to power-up on one of two conditions, namely, that either a predetermined time had elapsed, or that the host system attempts to communicate. Both of these conditions are problematic. requiring innovative solutions, which are as follows:

## Timer System

In order to "wake up" the microprocessor and. subsequently, the digital signal processor. a programmable timer circuit. external to the microprocessor, is set such that it produces an output pulse to the processor after the expiration of a selectable, predetermined time period. As seen in FIG. 4 in block (401), the timer is set when it is determined that the microprocessor does not have any tasks left to be completed in its task list therefore the microprocessor and the digital signal processor are permitted enter their lowest power mode. Although in the preferred embodiment the microprocessor when directed to shut down first shuts down the digital signal processor before shutting itself down, it would be appreciated by one of ordinary skill in the art that the digital signal processor could first determine that it is able to shut down. and then advise the microprocessor to shut down.

## Communication System

In most applications. the host data processing system or data communication system communicates with the circuit at a very high rate, often exceeding 9600 bits per second. When the host begins communicating, the circuit has only about 1 millisecond to initialize to prevent information from being lost. By using a serial communications controller (27) with a built in memory, it is possible to store the first few characters external to the processor. This allows the processor over four times longer to initialize and respond to the host.

Masking the Non-Maskable Interrupt
If the external serial communications controller were connected directly to the non-maskable interrupt of the processor, inefficient operation would result as an nonmaskable interrupt requires longer to service than a standard interrupt. To overcome this problem. the non-maskable intermpt is connected through standard logic gates to provide a masking operation. By enabling the processor to mask the non-maskable interrupt, faster response time, reduced processor 'on' time in a fully-powered state, and lower power consumption result. Masking a non-maskable interrupt for the purposes of power saving is previously unknown in the prior art.

## Power Management Software Description

The Power Management Software contains several key components, the most important of these is the task list. As suggested by FIG. 4, if the processor or associated circuitry is 'busy' with a task. it will be indicated by an entry in the task list. When the task list becomes empty the processor will enter the lowest power mode possible. and as seen in block (401) of FIG. 4, the serial controller is posted as a sentry to detect data communications so as to initiate an activating interrupt to the microprocessor to begin an activation cycle. Additionally, the timer associated with the serial communications controller (27) is set to initiate an
output pulse that will also serve to activate the microprocessor prior to the initiation of the activating interrupt by the serial communications controller (27). In normal operation under this power management scheme, the processor spends about $5 \%$ of its time active, and $95 \%$ in the fully idle. lowest power mode.

One of the key elements in the software system is improvement to the interrupt handler. Normally, in existing systems, software would return to the instruction following the point at which the interrupt occurred. However, there is a window of vulnerability when using a maskable nonmaskable interrupt as previously described. If an interrupt occurs at the instant that the interrupt is unmasked (unexpected non-maskable interrupt), and the interrupt handler was written in the manner of prior existing systems. program execution would return to the instruction following where the interrupt occurred. In this case, the instruction would be a halt instruction. Therefore, the processor would be caused to halt execution by an interrupt. when what is required is an interrupt that initiates execution. As seen in blocks (402). (403) and (404) of FIG. 4, the present invention incorporates modifications to the standard operation of the processor by modifying the program stack and forcing the code to execute from a specific known state that would be 'safe' after either an expected. or unexpected nonmaskable interrupt. The unexpected result of implementing the above power management scheme combined with the previously described circuit that includes a serial communications controller (27) to provide a masked nonmaskable interrupt. is the power consumption for continuous operation of the serial communications controller (27) is dramatically less than the power requirement of the microprocessor and the digital signal processor. In the preferred embodiment, the overall system power requirement was reduced by a factor of more than 6 .

## Soft "Turn-on" Operation

The function of the soft "turn-on" circuit is to allow the host to turn the radio on and off with a minimum of extra circuitry. The soft turn-on is required to be rugged in the sense that it should not accidentally turn on or off when variations in supplied power occur. The quiescent power dissipation of the circuit must be as low as possible, especially when the circuit is in its off state. The circuit is required to operate at varying supply voltages, such as when the system battery is substantially discharged or overcharged, with the circuit most importantly maintaining
correct operation of the radio modem by keeping the radio off or on as desired. Standard off-the shelf components and circuits generally have undefined operation below a few volts making them unsuitable for this purpose.
The circuit used to achieve the above goal is shown in FIG. 5. The circuit is similar in operation to an RS flip-flop that satisfies the additional operational constraints:

1) When the host 'Turnon' signal (500) is active. power is supplied to the radio modem through microprocessor power supply (502) which is preferably a LT1121ACS8-5 manufactured by Linear Technology. Miltitas, Calif. As seen in the timing diagram FIG. 6, a period of time elapses from the time the Turnon signal is initiated to the time the power supply is reaches operating voltage.
2) When the on indication ('ONI') signal (501) is active while Turnon signal (500) goes from active to in-active. power remains supplied until both control power down functions are completed and the Turnon signal (500) is determined to be constantly active. Also. as FIG. 6 illustrates, the ONI signal (601) remains in an inactive state until the radio modem has completed its initialization cycle and remains active until the expiration of the control power down cycle.
3) When the host 'Turnon' signal (500) is inactive, power will only be removed from the circuit if 'ONI' is also inactive. This is illustrated as well on FIG. 6 at the point (600) where the control power down cycle ends.
4) A brief transition of 'ONI' from inactive to active while 'Turnon' is inactive will not cause power to be applied to the circuit as also displayed in FIG. 6.

## Waveform Table Generating and DSP Software

As discussed previously, the waveform tables were generated from two software modules that can be found, in source code form in Appendix A. In Appendix B. can be found the software used to processing the received signals and to generate the transmitted signals. Although the invention is fully described in the specification without reference to the appended source code modules, the Appendices are presented to provide further insight into the advancement over the prior art.

Although the present invention has been described and illustrated in detail, the description is meant to be illustrative and not limiting the spirit or scope of the invention. which is limited and defined with particularity only by the terms of the appended claims.

4PPE.\DIX A
WAVEFORMTABLE GENERATIVG SUFTWARE AVD ASSOCIATED TABLES

```
1. Table-building Module a Modtab.C',
#nclude <ntdio.n>
#nciude <ctalib h>
*include <conio h>
#ncluge <rnath.t.>
#detine TRLE:
#define FALSE O
    Mocde vanables lor controllme unat the proeram due:
itauc Int bGraphst:
static int bBaseband:
vatuc int GuussianFullScase:
vauc int bBasestation:
vatuc int correct_samples_tlag.
Cradmine siust
#detine LREEN:
#delineL``AN :
4define RED .
#define BRWHITE 15
#define BLL'E
#define WHITE ?
vond SetGraptiParameterstlong Mintial. Iong Mantal. unt FimeScale. Int NumSamples. char Titlell.
```



```
Inid Graph?Functionsint Functionil|, int function?{|, ata color!:
and TimeMarkunt SampiePoint. int bBeiween. int color).
vond SetHiresModec(voud)
lord SetText\{odervord:
    * ..-.-----.--------------------------------
    modtab.c . Wake i and () Tables tor
    the OSP
#define UVERSAMPLING 20
*define SAMPLING FREQLENCY' double: 8000* OVERSAMPLING
#detine RESISTANCE doubler 3920
#define C.APACITANCE | double:000000001011
#define CORRECTION F.ACTOR }07
#define diALISSLENGTH IONERSA.APLING - s, // Total length of a gmsk gaussian.
#define (i.AUSSFLULSCALE SOO()
waveiorm
#define BTSCALE 1.6 // Scale tactor for BT constant iguessed!
#define 1.N'NDFLLLLSCNLE Ox7FFF I/I and Q maximum salue
#define PI S.14159
```

```
Fder.ge bITRATE 8000 /, Mobuex burate
#detine FILTER_R 3290 #/ Filter resistor
sdetime FILTER_C b 8e-4 // Filter capaciero
*de|ne TIMECONST (FILTER_R*FILTER_C* 2* PI)
```

Winking arravs for generaung 1 and $Q$ modulation segments int GuassianaGALSSLENGTHi
int umsk Shape GAL'SSLENGTH + UVERSAMPLING•+1.
m IShape GALCSSLENGTH + (JVERSA.HPLISG* + :
on OShapellit SSLENGTH + NVERSAMPLINO*+1
Storace arravs bor precemputed guassian 1 and 9 eegment

int QTablesi2・ござ2•OVERSA.IIPLING|
int IStartTablelOVERSAMPLING* 31
int QStartTablelOVFRSAMPLINC; 3 I.

* Tolal sample space required $=0$ VERSAMPLING• is
truet :
int - PPonter:
int - ')Pominter:
inc ISıgn:
int QSign
; IQInet[4].

" Generates the master guassian wave shape to be used later.
/
static wind Buiddiausistani void)
,
Hoat power:
int a.b.
If (bGraphis)

ridusistan shapes ,
(or $13=(1): a<=5 . a++11$
TameMarkıOVERSAMPLING•a-1.-1. RED):
1
1
// Calculate the natural gaussian
for $1 a=0$ :a<GAUSSLENGTH: $2++11$
power $=1 a-4(f l o a u G A U S S L E N G T H-2) / 2 / /$ OVERSAMPLING.
power $=-4$ power* ${ }^{\text {power }}$ :

1
If (bGrapnutı GraphFunction Gaussian. CREEN).
: Normanze the goussian with an 8 khz rate.
for $13=\mathrm{U}: \mathrm{a}<$ UVFRSAMPLING. $3++1$
long Sum
Sum $=0$.

```
    for (b=1):b<GALSSLENGT:%.b+= \NERSA.\PLNNGif
        Sum += (iaussian |a+b):
    |
    for (b={) b<GALSSSLE.NGTH:b+= ()VERS.A.IPLING if
        Gaussıanıa+bj = :mntr(Guusstania+b)* tlongוGaussanFullSiale) / Sum;:
        !
i
|fibGraphtu:
        GraphFunctioniGuussian. C`.A.Vi:
        getcht!:
    !
|
/ Buldos a GMSK waverorm trom lour bits specilied in bitstream Bit.Arravi]
i/ Waveform is placed in arav GonskShape|| and is 4 bit times long.
slatic vord BuildGMSKion: BitArravil)
I
    ant a.but:
    for (a=():a<LiALISSLE.VGTH + OVERSA.MPLINC* +:a++1f
        CmskShape|a| = 1)
    for Ibit=11.bil<4.but++1
        or (a=0).a<G.AUSSLE\GTTH.a+++)
            If(DitArrav|bul)== | GmskShape{bit*()VERSAMPLING +at+=(juusstan{ia)
            If (BitAray{bu) == |GGmskShapc|bit*)VERSAMPLINGG + \) = (%ausstan{a):
    |
I
1/
// Takes the wavetorm in GinskShape and & and Q modulates at into landQShape
|--
static vord landUModulatemmid
l
    double phase:
    int a:
    phase = 11
    if (bBaseband)
        #i Shon circust - du not I and O mociulate tor basebind testons.
        for <a=\:a<liAL'SSLENGTH + {)VERSAMPLING* + a++1!
            \Shape{a| = (jmskShape{a!:
            QShape[a] = -(imskShape[a]:
        |
    }elsel
        for (a=0:a<GAUSSLENGTH + OVERSAMPLING*4.a++)!
            [Shape{a] = |nt!(IANDQFULLSCALE * sintphasen:
            QShape[a] = un!&IANDQFLLLSCALE * cosiphaser)
            phase += CimskShape{a) * (P!/ OVERSAMPLINGG/GuussianFullScale / 2):
        I
    l
1
scauc
vold
correct_samples( waid)
l
    Int a:
```

```
    zoublek.
    double temp.
    duuble I ternp:
    Jouble (\_temp
A = expl coubler! wurble: |, d|uble|SAMIPLING_FREOLENCY* RESISTANCE *
CAPACITANCE:!!.
    I_temp = 15hape " | CORRECTIO\ FACTOR.
Q_temp = ()Shape\0 | CORRECTION_FICTOR:
```



```
    temp= 1Shape | | | CORRECTION & ICTOR.
```



```
    I_temp = temp:
    Iemp = OShapel a l*CORRECTIO\ FACTOR
```



```
    Q_temp = temp:
!
```



```
|
    int Array[4].
    inta:
    int Baselnclex
    |f(bGraphu!)
        SetGraphParametersi-IANDOFLLLSCALE. IANDQFULLSCALE. 10*1%. GAUSSLENGTH
+()VERSA.MPLING*?
            land () patterms !
    Based on all 16 combinataon of the tour surrounding bits of a transimon. calculate
    Based on all 16 combination of the tour surrounaing b
    for (Arrav(0) = 1). Arrav(1)] < 2..\!rav(0) +++14
        FortArrav|||= |.Arrav|1}<2..Arrav|li++1i
            lor (Amay| 2)={, Arrav!2}<2.Arravi2}++14
            for {Array [3] = t).Arrav{3} < 2:Array{3}++1!
                BuidGMSK(Arravi:
                iandQModulatel:
                    |ff correct_smmples_tlag)|
                    correct samplesit.
                l
                    If ibGraphit!
                        for (a=t):a<y:a++1)
                            TimeMarkIOVERSAMPLING'a. - BLLE,
                        l
                    GraphFunctoni(jmskShape. RED).
                    GraphFunctontiShape. CYANI.
                    GraphFunction(QShape GREEN')
                |
```



```
            / T.tke the data Irom between the seconed and third bits. where it is
            # least influencej bv undetermuned outside buts. These segments will
            later be used to plece menether i and Q data for regular modulation.
            for (a=1):a<UVERSAMPLI\G.a++1|
            ITables |Baseindex +a| = |Shapel()\ERSAMPLING*? + OVERSAMPLING/2 +a/:
            QTablesiBaseinuex+aı = \Shape:()\ERSAMPLING* 3 + OVERSAMPLINGN + d!:
            %
        |
        !
+
if(bGraphugerenu).
Now build the rable tor the startup sequence. based on a 1 100110011(%) bit syne
/f slaming sequence Siartup is special d) it is not surrounded bv buts on the
l left side. which makes a shght difference in the gaussian and l and Q segments
|f ibBasestation:"
    Arrav(0)=1: Arrav(1)=1.
    Array{2]=0. Arrav|3]=it
    pelse{
        Amav(t)=11 . .mrav(1)=1)
        trav [2]=1 Artav{3]=1
|
BuldGGISK(Arrav):
landQModulate(I.
" Copy the segments sately awav snto a storage array. Segments are aiready
// in thetr proper order.
for (a=1)a<OVERSAMPLING`3a++M
    {Start [able|a} = 1Shape {a+OVFRSA.MPL!NC/2].
    QSunTablefal = (QShape {a+() VERSAMPLING/2];
|
%
Function tu in
ond IniPhaseindicesi voidl
if IbBaseband)|
    [QIniti0] IPoInter = ITables:
    [Q]nut(0).QPointer = \2Tables:
    [QImt(0)]Sign = 1:
    QQInti(0).QSign = 1
    IQInu\I\ I IPornter = ITables:
    \QInal| | QPounter = QTables:
    IQlmul|ISign=1
    IOInut| | QSign = 1
    [QImat2].IPointer = ITables:
    IQInul| 2 QPointer = QTables:
    IQImuliz|.ISign= = .
    IOIniti2|.QSign = 1
    IQInit| 3|,IPointer = {Tables:
    IQInut(3) QPointer = QTables:
```

```
    10Inm3| ISmn= i
    |Q\niti 3) QSIEn = 1
a
    1()Inuli) IPointer = ITables.
    IQInit(0) OPumler = QTables.
    OInt|O| ISgen=1:
    IQInat(0) QSIEn = 1
    IQInati| IPomater = 0. Tables
    OInmit OPonter = ITables
    OInali|ISMgn= 1:
    IOInal|!OSign=.1
    OIniti2| IPomner = IT,bles.
    OMmut2l.OPomnter = (2Tables:
    IQImul2l.1S!gn = - 1
    IQImuti=1 QSign=.i
    IQInul43] IPounter = 1, Tables.
    IQInul 3 | OPuinter = {T,ables.
    |QIn|| 3| ISimn = - 1
    |Q|n|l|]| OSien = 1
l
```



```
vond TestModulater
|
// Modulation status vanables
    int Bithistorv: // Contans historv ot surroundine bits used
                                    If In selectine the appropriate gaussian segment
    int SumplesLert: // Number ot samples remanning in current segment
    Int SiaringePhase. #Cumulatave phase tl to 3: ot has no longer under
                                    /drect consideration in BitHastorv
    nl IPomnter. * OPonter. #\&Q Wavetorm pommers
    int ISime. USign: \becausel& ()Sumnsi+\cdots|ll
```



```
// Following lines tor demo code oniv
    int SourceBits{25}; // Bit pattern to modulate
    tauc int Output|OVERS A.MPL[NG*2!|: // Place tor storing I part of wave
    vauc int Output(O[OVERSAMPLING*211. /; Place tor storing Q part of wave
    int Sample: // Modulated sampte count
    int Billndex: // [ndex into SourceBits|] Amay
    // Generate a series ol bits
    lor (BitIndex=4) BitIndex<25.BitIndex ++1!
        SourceBus(BuIndex]=0).
    I
    SourceB:ts{2} = 
    SourceHits| 3}=1
    SourceBras(4) = 1.
    SourceBats[5] = 1.
    SourceBras[Y] = 1
```

```
SourceBitsil:= = 
```

if Set up the staring sequence of movine trom carner to bitsync "This is different trom resuar bits. as the non bits tneutral bitst have a differens /f effect on the $I$ and $Q$ segments to be uved than regular bis would. We use a spectai :/ Startang sequence, which assumes that the start of the modutation is 1100 . the star I/ of the mobile bitsvnc
of ibBasestation)"

* Starune conditions ior 11001100 . Base station *

SamplesLett $=$ OVERSAMPLING; ?
1 Pointer $=15$ tart Table .
QPointer = QStart Table:
1 Sienn $=1$.
QSig̣n = 1 .
Buthistory $=n$.
StartingPhase $=1$
BitIndex $=3$ :
|eisel

- Starang conditions for till|lıOUl! Vobile transmit *!

SamplesLeft = 1)VERSAMPLING; ?
1 Pointer $=1$ Star Table.
OPointer = 1 Stan Table
lSign $=1$.
QSign = 1.
Bithistory $=1$.
StarungPhase $=1$
Bitlndex $=1$
|
// Generate the wavetorm by sending out segments of the precalculated tables for (Sample $=1:$ Sample $<1$ )VERSAMPLING*21.Sampie ++1 (
( $($ SamplesLett $==0) 1$
// Take the bit no lonser used for selectung I and Q segment. and /f add its phase contribution to StarungPhase
:f (Butistory \& 8 )
Stantinghase $=$ StarungPhase $+11 \& 3$.
lelse
StarıngPhase $=$ StaruncPhase $-1 \mid \& 3$. 1
// Shift the bus currentiv under consideration to accomodate new bit. "/ MSB is discarded lats phase contribution is is aiready accounted for ). BitHistory $=$ ( Bithislory $\ll 1$ ) + SourceBits (Billndex $++\mid$ ) \& IS
// Based on slamıng phase and surrounding bits. select the appropnate // I and Q segments. Phase shift is in increments of 90 degrees. Use // Tables to select the proper phase shifi
$\mid$ Pointer $=$ BuHistorv • OVERSAMPLING + IQInıt SIarungPhasel.IPointer: QPointer $=$ RuHistors $\cdot$ OVERSAMPLING + QInitiStartangPhase $\{$ QPointet ISign = inlnit|Starınglhasel. ISign:
QSign = IVInit(StartnọPhasel.QSign:
"/ Now have OVERSAMPLING samples betore thas calculauon nees repention. SamplesLeft = OVERSAMPLING.

```
        Crank out one samDe at a tume. untu thitume to velect a new segment.
    SamplesLefl - ।
    Outpull Samplei = *:IPointert+ * ' ISign:
```



```
|(bGrapmul
    inta:
    SetGraphParameterst-I.NDOFLLLSC:LE. I.\NDOFLLLSSCALE. 10.10
1)VERSAMPLING*16."1 anu () remmenm
    for 1a=0.a<16.a++14
        TImeMarkiOVERSAMPLING**.|.RED.
    l
    GraphFunctmonOutputl. CY.\.)
    (iraphFunctonM)utput\, GREEN,
```





```
    1
    Eetchu,
    SetGraphParameterst-1A:VDQFLLLSCALE. IANDOFVLLLSCALE. (6*10)
OVERSAMPLING*16. '1 and () thpes !
    for <a=11:a<16.a++11
        TimeMarkIOVERSAMPLING*a - . RED).
    |
    GraphFunclonoOutputi CYA:\
    GraphFuncuoni()utpu(L). (REEN',
    zetch(1,
|
l
```



```
/ How tu use program If used wrong
```



```
swac vord Usage()
I
    prntt"usage of modiab program:y
        modiab (-b) (-g)\n"
        where:v"
            -b Indicates baseband graphin
            -g Indicates graphine enablevin
        I Indicates base uransnutun
        -i use ideal samplesin"l:
    exitu(0):
|
```



```
Man program
```

```
:ora miame me arge. char *argvi|)
    ynta.
    char * sutnilename = moddata.n
    FILE * nuttile.
    Interpret the command line arguments.
    bGraphit = FALSE:
    bBaseband = FALSE:
    bBasestation = F.ALSE.
    GaussanFuliSiale = (iALSSFLLLSCHLE.
    correcI_samples_tlag = TRUE.
    tor 1a = 1.a<argc:a++11
```



```
        ;wich targvia][ID|
            case 'g'
            case 'G
                prnttr"Graphine enabled'n I
                bGraphst = TRUE:
                break:
            case b
            case B
                prnti" Baseband instead ol I and Q'n :.
                    bBaseband = TRUE:
                break:
            case'f
            case F:
            prntt! "Fuld scale baseband enableds",
                    GaussianFullScale = 1AN'DQFULLSCALE:
            break:
            case i:
            case T
                prnitl "Base stauon (ransmat scquence in"):
                bBasestation = TRUE.
                break:
            case :
            case I
                pnntt" "L'sing tdeal sampiesun).
                correct_samples flag = FALSE.
                break:
            case o:
            case O'
                pmnff"creatung output file 'Crs\n".argv(al+2):
                outfilename = argv(a)+2.
                goto skjpcheck:
            default:
                Usage():
        i
        If (agrvalizl) C'sagen):
kupcheck:
        ielsel
            Usage().
    i
    If;bGraphut) SetHiresModel:
```

```
    Build une (j\1Sk wavetorm
BuIldGausstan!:
    Build the it pars of I andQ serments and s:arung segments
BualdSegments:
    CIntialize phase index tables
ImtPhaseIndicese::
I Try ous the modulation sceme
TestModulate!2:
:AbCiraphat/
    SetGraphParametersI-1A\DQFLLLLSCALE. 1&\DDFLLLSC.ALE. 10*10.
OVERSAMPL!.GG*16."I athl Q semmen!s )
    for 12=0:a<10.a++11
        TimeMark(OVERSAMPLING`a.| REDI:
    |
    GraphFuncuoniTables. CYAN:
    GraphFuncuoniQTables. (IREEN;
    setch()
i
If IbGrapmil) SelTextModel!.
// Generate an output file of all the segments.
)wutfle = inpenooutilename.""")
|fl ourtile == NULL )
|
```



```
    ext(I).
i
(pnntr(nutile./"!n").
ipnnttouthie." - "rs was created uang the command fine:wn outtilename::
(prnttoutile. ' ").
lor (a=1):a<arrc:a++11
    fpnnitiouttile."as".argvial),
|
(prnmouttile. "ת *V 'v'):
If (BBasetand)\
    fprnttioutrile." * This file is BASEBAND\n'ו.
    lelsei
    fprintrioutile." * This tite is I and Qin':
I
fprintrouttile," *n\^"1:
| if;bBaseband, fpnnttiouttile. "#define BASEBA\D Inn)
    fprinttouttile."INITT I_sumptes:!n ).
foria=0.a<10*OVERSA.MPLING.a+= 4)
```




```
    Ifi a< l6*OVERSAMPLINOG.+.
        iprinttouttile."..n")
    i
fprinttonutile. .sin':
    fpnnttoutrice.`INIT Q_sumples`n..
    Lori a=0.a< 10*OVERS.A.IIPLING.a+=+1
```



```
1/k%c.400".QTables(aj.QTables(a+li.QTables|a+2|.QTables|a+i|):
    it a < 16*OVERSAMPLING . + ,
    !
        fpnmitlouttile.".'n"):
    +
#fdet NEVER
    i
    int Sample:
    long MaxMag.
    long MinMasp:
    ine MinSample:
    int MaxSample
    long Mas.
    long ISum:
    long QSum:
    long livg:
    long QAvg:
    MinMag= =1)
    MaxNlae = 1/ <80000000,
    MinSample = 1) x 7FFF.
    VaxSample = (1) 80000.
    ISum = ' 
    QSum=0
    lor (Sample = 1).Sample< 10*O VERSAMPLING.Sample+++!
```



```
            +((long)UTables(Sample )) *(|longIQTables(Sample )):
        If(MaxMag < Mag) MaxMag= Mag:
        If (MinMag}>> Mag! MinMa\underline{g}= Mag
```



```
        if (MaxSample < ITables(Sample)) MaxSample = \Tables \Sample |.
        If (MaxSample < OTablesl Sample:! MaxSample = QTablesi Sample):
        If (MinSample > ITables(Sample|) MinSample = ITablesiSampie):
        If (MınSample > ()Tables| Sampie|) :1ınSample = ()Tables|Sampie }
        {Sum = |.Sum + |Tables |Sampte |:
        QSum = QSum + iTables \Sample\:
    IAvg=ISum/ 16*OVERSAMPLING:
    @Avg = QSum / 10*OV'ERSA.MPLING:
```





```
    getchu:
    retum:
|
mendif
    pnnmoutile.":ת\n",
    iprintroutfite." .NIT initia_I_vanplev:ת!
    OrI a=0: a < z*OVERSAMPLI\(;a+=;,
    i
    ipnntrouttile. "$00x% +\)0. 0,%%+(x).
()}\times\mathrm{ % .4x00".IStarTable/a].IStar Fableia+11.IStar [able|a+2|).
    ifla<3*OVERSAMPLING - ;
    |
        ipnmiftouttile.":%'%
    ,
```



```
    ipnnttoutrile.' .INIT inuma_Q_vamptes on't.
    Ior(a=0:a<i\bulletOVERSAMPLING. a+= 3)
    {
```



```
1)\times7% 4*OU".QStanTablela|.QStart 「ablela+11.QStart Table{a+2|).
    1f! a< 3*OVERSAMPLING.:
        |
        fprinutsoutale.", 'si')
    |
    t
    iprinttiouttile.": is i:
    Iprnmoutile. 'n'1
    If (bBaseband)/
        tprinttourtile." INIT Earmer_!_umple: 0x000000.un').
        fpnnttoutsile." (.NIT camer_Q_cample: Ux000000:\n").
    letse{
        fpnntsoutile." INIT camer I_sample. 0x000000:\n"):
        fprnuffoutfile." INIT carner_(2_smmple: 0x7fffo0:\"):
    fprnttoutile."\\)
    exill 0)
l
```

```
II. Table for Quadrature Phase Modulation
%
* nofimoddatig h: was created using the command line:
- nbjunodub.exe - -4obymoddatiq.h
*
-The data is in the 16 MSB of the 2t but words, u hich
* are used by the DSP when getting data trom program
-memory
*
- This file is I and Q
|
```

INIT: ; samples
lixay 1100 . Oxb0b200. Uxb8d100. Oxelateno.
uxca5300. Oxd39200. 0xdd2800. Oxenecu0).

$0 \times 18 \mathrm{~d} 800.0 \times 229 \mathrm{e} 00.0 \times 2 \mathrm{c} 2 \mathrm{~d} 00.0 \times 357600$
$2 \times 3$ e 6 b 00 . $0 \times 46 \mathrm{fc} 00$. $0 \times 4 \mathrm{fl} 1 \mathrm{e} 00$. $0 \times 56 \mathrm{c} 200$.
0xa90500. 0xb0a000. 0xb8b40) 0xc 13500 .
Oxcal400. 0xd 34000 . Oxdcay00. Dxeo3d00
ixeteb00. 0xf99f00. $0 \times 034700$. Oxucet00.
$\times 162500.0 \times 173600.0 \times 275200$. $0 \times 304500$.
$0 \times 382+000.0 \times 37700.0 \times 40+100$. Ux4c8500.
1) $\times 9 \mathrm{de} 8000.0 \times 225300.0 \times 259 \mathrm{c} 000.0 \times 232800$.
(2xae5t00. 0xblaa(k). $0 \times 647300.0 \times b 5 a d 00$.
$0 \times b 84 a 00$. $0 \times 694300.0 \times 699600$. $0 \times 694700$
$0 \times 685 \mathrm{~d} 00.0 \times 66 \mathrm{e} 700.0 \times 641300.0 \times b 29700$.
$0 \times a f e a 00.0 \times a d 0400.0 \times a 9 f d 00.0 \times a b e e 00$.
0x9dde00. 0xa24300. 0xa68300, 0xa38300
$0 \times a e 2 a 00.0 \times b 15 e 00.0 \times b 4$ )а $00.0 \times b 61 b 00$.
$0 \times 678500.0 \times b 83 \mathrm{c} 00.0 \times 683 \mathrm{c} 00.0 \times 678500$
0xb6lb00. 0xb40a00. 0xbl5e $00.0 \times 2 e 2 a 00$.
1) xaaß $300.0 \times 368300.0 \times a 24300.0 \times 9 \mathrm{dde} 00$.
$0 \times a 70300.0 \times a a 1400.0 \times a d / b 00.0 \times b 00200$
$0 \times b 2 a f 00.0 \times b 50 c 00.0 \times b 70000.0 \times b 87700$
$0 \times 696000.0 \times b 9 b 000.0 \times b 95 c 00.0 \times b 86300$.
1) $\mathrm{xb6c} 600.0 \times \mathrm{b} 48 \mathrm{c} 00.0 \times b / \mathrm{c} 200.0 \times 3 \mathrm{e} 7600$
xaabt00. 0xa6b200. 0xa26800. 0x9dfc00.
() $\times$ a 70 f00. $0 \times 322500$. Oxad 3500 . Oxb02800
$1) \times b 2 e 700.0 \times b 55900.0 \times b 76 c(\%) .0 \times b 90 b(0)$
Gxba2800. 0xbabaU0. Oxbaba00. Oxba 2800 .
$0 \times 690 b 00.0 \times \mathrm{b} 76 \mathrm{c} 00.0 \times \mathrm{b} 55900.0 \times \mathrm{b} 2 \mathrm{e} 700$
$0 \times 602800$. 0xad3500. 0xaa2500. 0 ra 30100.
$0 \times 635600.0 \times b 98600.0 x c 04900.0 \times 779500$.
$0 x c f 5 e 00.0 x d 79700.0 x e 02 \mathrm{~d} 00.0 x e 90 e 00$.
$0 \times f 22500$. $0 x$ fb5e00. $0 \times 04 \mathrm{a} 200,0 \times 0 \mathrm{ddb} 00$
$0 \times 168200.0 \times 1 \mathrm{fd} 300.0 \times 286900.0 \times 30 \mathrm{a} 200$.
$0 \times 386600.0 \times 3$ Ђ $700.0 \times 467 \mathrm{a} 00.0 \times 4$ саа 00 .
$0 \times b 36300.0 x b 99 a 00$. 0xc06700. 0xc7c100.
$0 x c f 9$ f00. 0xd7ROO. 0xe0ac00. Oxeybd00.
$0 \times f 31300.0 \times f c 9 b 00.0 \times 064200$. 0x0ff700.
$0 \times 19 a 500.0 \times 233 a 00.0 \times 2 c a 300.0 \times 35 \mathrm{~d} 100$.
$0 \times 3$ 3eb000. $0 \times 473200.0 \times+44800$. $0 \times 56 e 400$.
() $x 4 \mathrm{c} 9 \mathrm{~d} 00.0 \times 466600.0 \times 3$ f9900). $0 \times 383 \mathrm{f00}$.
$0 \times 306100.0 \times 280 e 00.0 \times 1 f 5400$. $0 \times 164300$.
OxOcedU0. $0 \times 036500.0 \times f 9$ be00. $0 \times 100900$.
(1) $\mathrm{xe65b} 00$. 0xdec600. 0xd35d00. Uxca2f00.
$19 \times \mathrm{cl} 5000.0 \times \mathrm{b} 8 \mathrm{ce} 00.0 \times \mathrm{b} 0 \mathrm{~b} 800.0 \times 2 \mathrm{I} \mathrm{c} 00$.
$0 \times 4$ caavo. $0 \times 467 \mathrm{a} 00.0 \times 3 \mathrm{fb} 700.0 \times 386 \mathrm{~b} 00$.


#### Abstract

( $\times 30 \mathrm{a} 200.0 \times 286900$. Ox1fd $300.0 \times 16+200$ $1, x 0 d d b 00.0 x 04 a 200.0 x \not b 5 e 00$. (xxi22500. 1) xe 90 e 10.0 Oxe 02 d 00.0 Od 79700 . Uxet5e00. 1)xe79500. 0xcu.6900. 0xb98600. Uxb35600. xx58f100. $0 \times 55 \mathrm{db} 00.0 \times 52 \mathrm{cb} 00.0 x+1 \mathrm{~d} 800$. i) $x 4$ d $1900.0 \times 4 a a 700.0 x 48940 \cap 0 x+66500$. 7x45d800. $0 \times 454600.0 x+54600.0 x+5 \mathrm{~d} 800$ 0x46 $500.0 x+89400.0 x+a 2700.0 x+d 1900$. $0 \times 4 \mathrm{fd} 800.0 \times 52 \mathrm{cb} 00.0 \times 55 \mathrm{db} 00.0 \times 58 \mathrm{f} 100$. $0 \times 58$ did00. 0x55ecu0. $0 \times 52 \mathrm{e} 5000 \times 4 \mathrm{fe} 00$ 7 $\times 4 \mathrm{~d} 5100.0 \times 4 \mathrm{at} 400.0 \times 4900000.0 \times 478900$. $0 \times 46 a(600.0 x+65000.0 x+6 a 400.0 x+79 \mathrm{~d} 00)$. (5x493a00.0x+b7400. 0xte3e00) 0x $0 \times 518000$. ( $\times 55+100.0 \times 594 \mathrm{e}(\mathrm{O}) .0 \times 5 \mathrm{~d} 9800.0 \times 620400)$ 0) $\times 22200$. $0 \times 5 \mathrm{dbd} 00.0 \times 597 \mathrm{~d} 00$. $0 \times 557 \mathrm{~d} 00$. 0x5id600. 0xtea200. 0x+bl600. 0x 49 e500. $10 \times 487600.0 \times 47 \mathrm{c} 400.0 \times 47 \mathrm{c}+100.0 \times 487600$. $0 \times 49 e 500.0 \times 4 \mathrm{bf} 600$. $0 \times 4 \mathrm{ea} 200$. 0x5Id 600 . (0) $557 \mathrm{~d} 00.0 \times 597 \mathrm{~d} 00.0 \times 5 \mathrm{dbd} 00.0 \times 622200$ $0 \times 621800.0 \times 5 \mathrm{dad} 00$ ex $596400.0 \times 555800$ $0 x 51 a 100.0 \times 4 e 5600.0 x 4 b 8 d 00.0 \times 495300$ $0 \times 47 \mathrm{~b} 600.0 \times 46 \mathrm{bd} 00.0 \times 466 a 00.0 \times 46 \mathrm{~b} 900$ $0 \times 47 a 300.0 \times 491900.0 \times 4 b 0 d 00$. $0 \times 4+69000$ !) $\mathrm{x} 5016(\mathrm{k})$. $0 \times 52 \mathrm{fc} 00$. $0 \times 560300$. Ux 591200 () $\times 56$ §b00. $0 \times 416000.0 \times 474000.0 \times 3 \mathrm{ecbur}$. $0 \times 3 \sec 00.0 \times 2 \mathrm{ce} 000.0 \times 235700.0 \times 19 \mathrm{c} 300$. $0 \times 10!500.0 \times 066100.0 \times 1 \mathrm{cb} 900.0 \times f 33100$. $0 x e 9 \mathrm{db} 00$. $0 x=0 \mathrm{ca} 000.0 \times \mathrm{d} 80 \mathrm{c} 00$. $0 \times \mathrm{ctbb} 00$. $0 \times \mathrm{x} 7 \mathrm{dc} 00.0 \times \mathrm{c} 08100.0 \times \mathrm{b} 9 \mathrm{~b} 300.0 \times \mathrm{b} 37 \mathrm{~b} 00$. $0 \times 56 e 500$. 0x4i4e00. 0x472100. 0x 3 ea000. $0 \times 352 \mathrm{~d} 00.0 \times 2 \mathrm{c} 6600.0 \times 22 \mathrm{~d} 800.0 \times 191400$ $0 \times 0 \leqslant 2800.0 \times 052+00$. $0 \times \mathrm{fb} 1900$. $0 \times 111500$ ()xe72800. 0xdd6200. 0xd3d300. 0xca8a00. $0 \times 19500.0 \times b 90400.0 \times b V=200.0 \times a y 3 \mathrm{e} 00$.


INIT Q_samples:
Uxa20t00. $0 \times 9 \mathrm{~b} 8900$. $0 \times 95 \mathrm{a} 000.0 \times 905 \mathrm{ff} 0$. $0 \times 8 \mathrm{bcev} 0$. $0 \times 87 \mathrm{f} 400.0 \times 84 d 700.0 \times 827 \mathrm{~d} 00$ $0 \times 80 \mathrm{e} 800.0 \times 801 \mathrm{Ic} 00.0 \times 80 \mathrm{I} 300.0 \times 80 \mathrm{el} 100$. (0x827100. 0x84c700. $0 \times 87 \mathrm{df} 00.0 \times 8 \mathrm{bb} 500$ ). () $0 \times 904200.0 \times 957$ f00. 0x9b6300. Uxale600. $0 \times 221200.0 \times 969800.0 \times 95 b 400.0 \times 907800$. $0 \times 8 \mathrm{beb} 00.0 \times 881500.0 \times 84 \mathrm{fb} 00.0 \times 82 \mathrm{a} 000$. $0 \times 810500.0 \times 802 \mathrm{a} 00.0 \times 800 \mathrm{c} 00.0 \times 80 \mathrm{a} 600$ $0 \times 81$ F000. $0 \times 83 \mathrm{df00} .0 \times 866600$. $0 \times 897500$. $0 \times 8 \mathrm{cfa} 00$. $0 \times 90 \mathrm{de} 00$. $0 \times 950200.0 \times 996600$. $0 \times \mathrm{adc} 800$. $0 \times \mathrm{xa8c} 800.0 \times 246500$. $0 \times \mathrm{xa} 09 \mathrm{~d} 00$. $0 \times 9 \mathrm{~d} 6 \mathrm{a} 00.0 \mathrm{x} 9 \mathrm{ac} 800.0 \times 98 \mathrm{af00} .0 \times 971700$. $0 \times 95 \mathrm{fc} 00.0 \times 955400.0 \times 951 \mathrm{e} 00.0 \times 955200$. $0 \times 95 e{ }^{10} 0.0 \times 96 e f 00.0 \times 985200.0 \times 9 a l 100$. 0x9c2800. 0x9e8e00. 0xal3700. 0xas 1500 . $0 \times a d d \$ 00.0 \times a 8 d 900.0$ xa47d00. 0xaUbe00. 0x9d9700. 0x9b0200. 0x98fc00. 0x977e00. $0 \times 968200.0 \times 960500$. $0 \times 960500.0 \times 968200$. 0x977e00. 0x98fc00. 0x9b0200. 0x9d9700. 0xa0be00. 0xa47d00. 0xa8d900 Uxadd400. () $5500000.0 \times 5 e d e 00.0 \times 618600$. $0 \times 63$ eb00 $0 \times 660100.0 \times 67 \mathrm{c} 000.0 \times 692200.0 \times 6 a 2300$ 0x6abi00. 0x6af300. 0x6abc00. 0xbal500.


#### Abstract

1) $\times 68 \mathrm{fa} 00$. (J×076300. $0 \times 654 \mathrm{~b} 010$. (0x62a900. $0 \times 557800.0 \times 5 b 6000.0 \times 574 \mathrm{e}(0) .0 \times 525000$ $0 \times 5 \mathrm{c} 0 \mathrm{~b} 00$. $0 \times 5$ eeev0. $0 \times 619 \mathrm{c} 00$. $0 \times 640 \mathrm{a} 00$. (1) $\times 662600.0 \times 675800.0 \times 696 d 00.0 \times 6 a 8600$. 0)x6b4200. Ox6ba(F0. 0x6ba000. 0x6b4200. ()x6a8600. $\times 696 \mathrm{~d} 00$. $0 \times 678800$. $0 \times 662 \mathrm{~b} 00$. 0) $\times 640 \mathrm{a} 60.0 \times 619 \mathrm{c} 00.0 \times 5 \mathrm{sec} 00.0 \times 5 \mathrm{c} 0 \mathrm{~b} 00$. () $x 667 \mathrm{e} 00$. $0 \times 6 \mathrm{ad} 800$. Ox6f0200. Ux 72 e 300 . 1) $\mathrm{x} 766500.0 \times 797200.0 \times 7 \mathrm{bf900}$. Ux 7 dec 00 ). (1) $\times 7 \mathrm{f} 3 \mathrm{e} 00.0 \times 7 \mathrm{fe} 900.0 \times 7 \mathrm{fe} 900.0 \times 7 \mathrm{f} 3 \mathrm{e} 00$. (0x7decu(). $0 \times 7 \mathrm{~b} 9900$. $0 \times 797200.0 \times 766500$. 0) 72 e 300 . $1 \times 66 \mathrm{f0200}$. Ux6adr00. $0 \times 667 \mathrm{e} 00$. $0 \times 668800.0 \times 6 a e 500$. $0 \times 6 \mathrm{~F} 1300.0 \times 725900$. 0) $\times 767500.0 \times 799000$. $0 \times 7 \mathrm{c} 1 \mathrm{a} 00.0 \times 7 \mathrm{e} 0 \mathrm{bOO}$ ). 0x7f5700. $0 \times 7 \mathrm{ff} 300.0 \times 7 \mathrm{fd} 700$. Ux 7 effoo. 0x7d6600. $0 \times 760 \mathrm{~d} 00$. $\mathbf{U} \times 77 \mathrm{f5} 50.0 \times 742100$. $0 \times 6 \neq 9700.0 \times 6 \mathrm{a} 5 \mathrm{~d} 00.0 \times 647 \mathrm{~b} 00.0 \times 5 \mathrm{dfb} 00$. $0 \times 668800.0 \times 6 \mathrm{ae} 500.0 \times 6 \div 1300.0 \times 721900$. $0 \times 767$ 100. $0 \times 799000$. $0 \times 7 \mathrm{c} 1 \mathrm{laO} .0 \times 7 \mathrm{e} 0 \mathrm{~b} 00$. 0x7f5700. $0 \times 7 \mathrm{ff} 300.0 x 7 \mathrm{fd} 700$. $0 \times 7 \mathrm{7eff00}$ 0) $7 \mathrm{~d} 66000.0 \times 7 \mathrm{~b} 0 \mathrm{~d} 00.0 \times 77 \mathrm{f5} 50.0 \times 742100$. 7x6t9700. 0x6a5d00. $0 \times 647 \mathrm{~b} 00.0 \times 5 \mathrm{dtb} 00$. () $\times 667 \mathrm{e} 50.0 \times 6 a d 800$. $0 \times 6+0200.0 \times 72 \mathrm{e} 300$. () $\times 766500.0 \times 797200.0 \times 7 \mathrm{~b} 900$ ). 0x7decut (0x7f3e40. 0x7fe900. $0 \times 7$ fe900. 0x 7 fle 00 . $0 \times 7 \mathrm{dec} 00.0 \times 7 \mathrm{bf} 900$. $0 \times 797200.0 \times 766500$. $0 \times 72 \mathrm{e} 300.0 \times 6$ f0200. $0 \times 6 \mathrm{ad} 800.0 \times 667 \mathrm{e} 00$. $0 \times 5 \mathrm{c} 0 \mathrm{~b} 00.0 \times 5$ eee $00.0 \times 619 \mathrm{c} 00.0 \times 640 \mathrm{a} 00$. $0 \times 662 \mathrm{~b} 00.0 \times 67 \mathrm{f} 00.0 \times 696 \mathrm{~d} 00.0 \times 6 \mathrm{a} 8600$ $0 \times 6 \mathrm{~b} 4200.0 \times 6 \mathrm{bav} 00.0 \times 6 \mathrm{bav} 00.0 \times 6 \mathrm{~b} 4200$ $0 \times 6 a 8600.0 \times 696 d 00.0 \times 67 \mathrm{f800}$. $0 \times 662 \mathrm{~b} 00$ $0 \times 640200.0 \times 619 \mathrm{c} 00$. ()x5eeev0. $0 \times 5 \mathrm{5c} 0 \mathrm{~b} 00$. $0 \times 5 \mathrm{c} 0000.0 \times 5$ ede00. $0 \times 618600.0 \times 63 \mathrm{eb} 00$ $0 \times 660100.0 \times 67 \mathrm{c} 000.0 \times 692200.0 \times 6 \mathrm{a} 2300$ $0 \times 6 a b+00.0 \times 6 a f 300$. $0 \times 6 a b c 00.0 \times 6 a 1500$. $0 \times 68 \mathrm{fa} 00.0 \times 676300.0 \times 654600.0 \times 62 \mathrm{a} 900$. $0 \times 577800.0 \times 56 b 000.0 \times 574 \mathrm{e} 00.0 \times 525000$. $0 \times a d d 400.0 \times a 8 d 900.0 \times a 47 \mathrm{~d} 00$. 0xaUbe(0) $0 \times 9 \mathrm{~d} 9700$ ) $0 \times 9 \mathrm{~b} 0200$. $0 \times 98 \mathrm{fc} 00.0 \times 977 \mathrm{c} 00$. 0x968200. 0x960500. Ux960500. 0x968200 $0 \times 977 \mathrm{e} 00.0 \times 98 \mathrm{fc} 00.0 \times 9 \mathrm{~b} 0200.0 \times 9 \mathrm{~d} 9700$. 0xa0be00. 0xa47d00. 0xa8d900. 0xadd400. $0 x a d c 800.0 \times a 8 c 800.0 \times a 46500.0 \times 209 \mathrm{~d} 00$. $0 \times 9 \mathrm{~d} 6 \mathrm{a} 00.0 \times 9 \mathrm{ac} 800.0 \times 98 \mathrm{af00} .0 \times 971700$. $0 \times 95 \mathrm{fc} 00.0 \times 955400.0 \times 951 \mathrm{e} 00.0 \times 955200$. 0x95ee50. 0x96ef00. 0x985200. 0x9al 100. $0 \times 9 \mathrm{c} 2800.0 \times 9 \mathrm{e} 8 \mathrm{e} 00.0 \times 213700$. 0xa41500. $0 \times 221 \mathrm{a} 00.0 \times 9 \mathrm{~b} 9800.0 \times 956400.0 \times 907800$. $0 \times 8 \mathrm{beb} 00.0 \times 881500.0 \times 84 \mathrm{f} 000.0 \times 82 \mathrm{a} 000$. $0 \times 810500.0 \times 802 \mathrm{a} 00.0 \times 800 \times 00.0 \times 80 \mathrm{a} 600$. $0 \times 81 f 000.0 \times 83 \mathrm{df00} .0 \times 866600,0 \times 897500$. $0 \times 8 \mathrm{cfa} 00.0 \times 90 \mathrm{de} 00.0 \times 950 \mathrm{a} 00.0 \times 996600$. $0 \times 20 \not 00.0 \times 968900.0 \times 953000.0 \times 905500$. $0 \times 8 \mathrm{bcet} \omega$. $0 \times 87 \mathrm{f4} 00.0 \times 84 \mathrm{~d} 700.0 \times 827 \mathrm{~J} 00$. $0 \times 80 e 800.0 \times 801 \mathrm{c} 00.0 \times 801 \mathrm{a00.0} \mathrm{\times 80e100}$. () $\times 827100.0 \times 84 \mathrm{c} 700.0 \times 87 \mathrm{df00} .0 \times 8 \mathrm{bb} 500$. 0x904200. 0x95700.0x9b6300.0xale600:


[^0]1)xfff800. 0xiff500. 0x:teto.

1) xtfer00. 0xffde 00 . Uxifdiox) ()xffbf00. Uxtta700. Uxif8900. Extf6200. 0xif3000. ©xtellou. 1)xfeal00.0xie3e(f). oxtde 300 . 0xfd2c00. 0xtc 7400 . Uxtb 9700
 i) $x$ f62f00. 0xf43600. Oxflfiok. uxet5900 Oxec0y00, Weyllow. tixe56e00. Oxe:5f00. Uxdceften. 0xd82100, 0xd2fb00. 0xcd8501) () xcc $c b 00.0 \times c 1 d b 00$ ). $0 \times b b c+(x)$ (1xb59800. 0xat6cul). Uxay5200. $1 \times \times 360(4) .0 \times 9 \mathrm{dab} 00$. $0 \times 984700$ (1) $\times 934800.0 \times 8$ ebr)0. 0x8abcox (1) $\times 874 \mathrm{~d} 00.0 \times 847 \mathrm{e} 000 \times 8258090$. $0 \times 80 \mathrm{e} 200.0 \times 802000$ 0 0x501100. 0x80b4(h). 0x820200. 0x83f300). ()x867a00. 0x898800. 0x8dUb(t). (0) $\times 90$ ed(00 $0 \times 951700.0 \times 997100$ :

INIT inaual_Q_-
(1) 77 ffe 00 . Ux $7 \mathrm{ffe}(x), 0 \times 7 f \mathrm{fe} 00$. (, P 7 ffe 00.0 O 7 ff 00 . Ux 7 ffe 0 ). ()x7ffe0 . $0 \times 7 \mathrm{ffe} 00$. $0 \times 7 \mathrm{ffe} 00$. 0x $7 \mathrm{ffe} 00.0 \times 7 \mathrm{ffe} 00.0 \times 7 \mathrm{ffd} 0$ ). (0x7ffd00. 0x7ffb00. Ox7ff900. () $\times 7 \mathrm{ff} 600.0 \times 7 \mathrm{ff} 200.0 \mathrm{x} 7 \mathrm{feb} 00$. $0 \times 7 \mathrm{fe} 100.0 \times 7 \mathrm{fd} 200.0 \times 7 \mathrm{fbc}(\mathrm{O})$. $0 \times 799 \mathrm{e} 00.0 \times 77300.0 \times 753800$. (0. 7 7ee800. $0 \times 7 \mathrm{fe} 7 \mathrm{c} 00.0 \times 7$ dee( () . (0) $\times 7 \mathrm{~d} 3500$ ). $0 \times 7 \mathrm{c} 46(5) .0 \times 7 \mathrm{~b} 19(x)$. () $7930000.0 \times 77 \mathrm{di}(0) .0 \times 759 \mathrm{e}()$ 0x72fe00. $0 \times 6$ fe500. $0 \times 6 \mathrm{c} 4 \mathrm{a}(0)$ ). $0 \times 682500.0 \times 637200.0 \times 5 e 2400$. $0 \times 585600$. $0 \times 5$ ICFOO. $0 \times 4$ att 00 . () $\times 438 \mathrm{c} 00.0 \times 3$ bal(00. $0 \times 334 \mathrm{a} 00$. (1) $\times 2 \mathrm{a} 9600$ ). $0 \times 219600.0 \times 185600$. (1x0er800. 0x058100. 0xte0c0) (): f 2ab00. Uxe97400. Uxe07b00 0xd7d300. $0 \times \mathrm{xct} 8 \mathrm{~d} 00.0 \times \mathrm{xc} 7 \mathrm{ba}(\mathrm{x})$. $0 \times c 06700.0 \times b 9 a 000.0 \times b 36 d 00$.

INTT camer I_sample: $0 \times 000000$ : INIT carmer _Q_sample: $0 x$ 7fffon
III. Table for Baseband Modulation
*

- nbimoddatbb.h: was created usine the command line
* objunodtab.exe -o -f-i - oobjimoddatbb h
- 
- The data is in the 16 MSB ot the 24 bit words, which
- are used by the DSP wihen getung data trom program
memory
* 
- This tile is BASEBAND
$\bullet!$
I.NIT I_samples:

10x801e00. $0 \times 801600.0 \times 801100$. $0 \times 800 \mathrm{~d} 00$ (1) $800 \mathrm{a} 00.0 \times 800700$. $0 \times 800600.0 \times 800500$ i) $\times 800500$. $0 \times 800400.0 \times 800500$. 0x8100500 1) $\times 800600.0 \times 800700.0 \times 800 a 00.0 \times 800 \mathrm{~d} 00$ 0x801100.0x801600. 0x801e00. $0 \times 802900$ $0 \times 808600.0 \times 80 a 400.0 \times 80 \mathrm{~d} 300$. $0 \times 811100$ $0 \times 816400.0 \times 81 \mathrm{~d} 100.0 \times 825 \mathrm{e} 00.0 \times 830 f 00$. $0 \times 83$ ef00. $0 \times 850400.0 \times 865 b 00$ ) $0 \times 871 b 00$ 0) $\times 89$ eew 0 . $0 \times 8 \mathrm{c} 4500$. $0 \times 8 \mathrm{f} 0800.0 \times 424300$ 1) $\times 960500.0 \times 9 a 5 a 00.0 \times 9 f 4 c 00.0 \times a+e 300$. 0xab0e $60.0 \times b$ le800. $0 \times 696 \mathrm{~d} 00$. $0 \times \mathrm{xc} 19300$ 1) xcaj 000.0 xd 38 b 00.0 xdd 2 c 00.0 xe 71100 $0 \times f 11100.0 \times f 60000$. 0x04at00. 0x0det00. $0 \times 169400.0 \times 1$ e6d00. $0 \times 255800.0 \times 2 b 3300$. $0 \times 2$ fdd00. $0 \times 334600$. $0 \times 355 \mathrm{c} 00.0 \times 361700$. $0 \times a b 7600.0 \times b 27600.0 \times b a 2100.0 x c 29700$. 0xcbaa00. 0xdS5500. 0xdf8400. 0xealb00 $0 x f 4 f b 00.0 x 000000.0 \times 060500.0 x 15 e 500$. $0 \times 207 c 00.0 \times 2 \mathrm{aab} 00.0 \times 345600.0 \times 3 \mathrm{~d} 6900$. $0 x 45 d 100.0 x 4 d 8 a 00.0 x 548300$. $0 x 5 a d 100$. 1) $\times 355 \mathrm{c} 00.0 \times 334600$. $0 \times 2 \mathrm{fdd} 00$. $0 \times 2 \mathrm{~b} 3300$. $0 \times 255800.0 \times 1$ le6d00. $0 \times 169400.0 \times 0$ def00. $0 \times 04 \mathrm{a} \% 0.0 \times 60000.0 x+11100.0 x e 71100$. ()xdd2c00.0xd38600. 0xcaj000. 0xc 19300. $0 \times b 96 d 00.0 \times b$ le $800.0 \times a b 0 e 00.0 \times 24 e 300$. () $\times 35 \mathrm{c} 400.0 \times 33 \mathrm{~d} 400.0 \times 309 \mathrm{f00} .0 \times 2 \mathrm{c} 3700$. $0 \times 26 \mathrm{~b} 200.0 \times 203700.0 \times 18 \mathrm{ec} 00$. $0 \times 109900$. $0 \times 089900.0 \times 000000.0 \times 176700$. Uxet0700. $0 x e 71400.0 x d f c 900.0 x d 94 e 00.0 x d 3 c 900$. $0 x c f 6100.0 x e c 2 c 00.0 x c a 3 c 00.0 x c 99 \mathrm{~d} 00$. $0 \times 604000.0 \times 651800.0 \times 693900.0 \times 6 \mathrm{cb} 900$. $0 \times 6$ P9e00. $0 \times 7 \mathrm{If} 100.0 \times 73 \mathrm{ba} 00.0 \times 74 \mathrm{f} 00$. $0 \times 75 \mathrm{bb} 00.0 \mathrm{x} 75 \mathrm{fc} 00.0 \times 75 \mathrm{~b} 600.0 \times 74 \mathrm{~b} 00$. $0 \times 73 \mathrm{ba} 00.0 \times 71 \mathrm{f} 100.0 \times 6 \mathrm{fl} 900.0 \times 6 \mathrm{cb} 900$. $0 \times 693900.0 \times 651800.0 \times 604 c 00.0 \times 5 a d 100$. $0 \times 60 \mathrm{~b} 400.0 \times 65 \mathrm{a} 600.0 \times 69 \mathrm{tb} 00$. 0x6dbd00. $0 \times 708800.0 \times 736600.0 \times 761200.0 \times 780500$ $0 x 79 \mathrm{a} 000.0 x 7 \mathrm{afc} 00.0 x 7 \mathrm{cl1} 00.0 x 7 \mathrm{cf} 100$ 0x7da200. 0x7e2f00. 0x7e9c00. 0x7eet00 0x7f2d00. 0x7f5c00. $0 \times 777 \mathrm{a} 00.0 \times 7 \mathrm{f8} \mathrm{~b} 00$. $0 \times 944 \mathrm{c} 00.0 \times 9 a 5 a 00.0 \times 960500.0 \times 924300$. $0 \times 840800.0 \times 8 \mathrm{c} 4500.0 \times 89 \mathrm{ee} 00.0 \times 87 \mathrm{f} 000$. () $\times 865600.0 \times 850400,0 \times 83 \mathrm{ef00}$. $0 \times 830 f 00$. $0 \times 825 \mathrm{e} 00.0 \times 81 \mathrm{I} 100.0 \times 816400.0 \times 811100$. () $880 \mathrm{~d} 300.0 \times 80 \mathrm{a} 400.0 \times 808600.0 \times 807500$ $0 \times 9 \mathrm{~b} 400$. $0 \times 9$ аев $00.0 \times 96 \mathrm{c} 700.0 \times 934700$.

1) $\times 906200.0 \times \mathrm{Se} 0 \mathrm{f00} .0 \times 8 \mathrm{c} 4600.10 \times 860500$. $1 \times 8 \mathrm{a} 4500.0 \times 820400.0 \times 8 \mathrm{a} 4500.0 \times 860500$. $1) \times 8 \mathrm{c} 4600$. $0 \times 8 \mathrm{e} 0 \mathrm{FOO}$. $0 \times 906200.0 \times 434700$. 1) $\times 96 \mathrm{c} 700$. 0x9ae800. $0 \times 9 \mathrm{tb} 400.0 \times 352 \mathrm{f00}$. (1xca3c00. Oxcc2c00. 0xct6100. 0xd3c900. 9xd9den0. Oxdfc900. Oxe $71400.0 x e t 0700$. 1) $\times 76700.0 \times 000000.0 \times 089900.0 \times 10 f 900$. $17 \times 18 e c 00.0 \times 203700.0 \times 26 b 200.0 \times 2 \mathrm{c} 3700$ 1) $\times 309$ F00. $0 \times 33 \mathrm{~d} 400.0 \times 35 \mathrm{c} 400.0 \times 366300$. $0 x$ caa $400.0 x$ ccba $00.0 x d 02300$. 0xdacd00. 2xdaa800. Oxe19300. 0xe96c00. ©xt21100 $0 \times \mathrm{fb} 5100.0 \times 050000.0 \times 0$ ect00. Ox 18 ef00 () $\times 22 \mathrm{~d} 400.0 \times 2 \mathrm{c} 7500.0 \times 35 \mathrm{~b} 000.0 \times 3 \mathrm{e} 6 \mathrm{~d} 00$. 1) $\times 469300.0 \times 4 \mathrm{e} 1800$. $0 \times 54 \mathrm{f} 200$. $0 \times 5 \mathrm{5b} 1400$. i) $\times 548 \mathrm{a} 00.0 \times 4 \mathrm{~d} 8 \mathrm{a00} 0.0 \times 45 \mathrm{~d} 100.0 \times 3 \mathrm{~d} 9900$. $0 \times 345600.0 \times 2 \mathrm{aab} 00.0 \times 207 \mathrm{c} 00.0 \times 15 \mathrm{~S} 500$. $0 \times 0 b 0500.0 \times 000000.0 \times 14 \mathrm{fb} 00$. Uxea 1600 . 0xdf8400. 0xd55500. 0xcba200. 0xc 29700. 0xba2f00.0xb27600.0xab7600.0×a52f00. $0 \times 545200.0 \times 4 e 1800.0 \times 469300.0 \times 3 \mathrm{e} 6 \mathrm{~d} 00$ () $\times 35 \mathrm{~b} 000.0 \times 2 \mathrm{c} 7500.0 \times 22 \mathrm{~L}+(0) .0 \times 18 \mathrm{ef00}$ $0 \times 0$ eri00. $0 \times 050000$. $0 \times t b 5100.0 \times 121100$. 1) $\mathrm{xe} 96 \mathrm{c} 00.0 \times \mathrm{xe} 19300.0 \times \mathrm{da3} 800$. Uxddcd00. (1)xd02300. 0xccba00. 0xcas4(0). Oxeye900 () $\times 787200.0 \times 7 \mathrm{fSc} 00.0 \times 7 \mathrm{~F}$ d00. Ux7etu0. 1) $\times 7$ e9c00. $0 \times 7 \mathrm{e} 2 \mathrm{F0} 0.0 \times 7 \mathrm{da} 200.0 \times 7 \mathrm{cf} 100$. 0x7c1100. 0x7afc00. 0x79a500. 0x780500. $0 \times 761200.0 x 73 \mathrm{bb} 00.0 \times 708800$. $0 \times 6 \mathrm{dbd00}$. $0 \times 69 \mathrm{fb} 00.0 \times 65 \mathrm{a} 600.0 \times 60 \mathrm{~b} 400.0 \times 5 \mathrm{bld} 00$ 0x7fe200. 0x7fea00. 0x7fef00. 0x7ff300. $0 \times 7 \mathrm{ff600}$. $0 \times 7 \mathrm{ff} 900$. $0 \times 7 \mathrm{ffa} 00.0 \times 7 f 8000$. 0x7ffb00. 0x7ffc00. 0x7ffb00. 0x7ffb00.
$0 \times 7$ ffa00. $0 \times 7 \mathrm{ff} 900.0 x 7 f 6600.0 x 7 \mathrm{f} 300$.
$0 \times 7 \mathrm{fe} 500.0 \times 7 \mathrm{fe} 00.0 \times 7$ fe200. $0 \times 7 \mathrm{fd} 700$ :
I.NIT Q_sampies:

0x7fe200. $0 \times 7$ feavo $0 \times 7$ fef00. $0 \times 7 \mathrm{ff} 300$. Ux7ff600. $0 \times 7 \mathrm{ff} 900.0 \times 7 \mathrm{ffa} 00.0 \times 7 \mathrm{ff} 000$. () $\mathrm{x} 7 \mathrm{ffb} 00.0 \times 7 \mathrm{ffc} 00.0 \times 7 \mathrm{ffb} 00.0 \times 7 \mathrm{ffb} 00$. 0x7ffa00. 0x7ffono. 0x7ff600. 0x7ff300. 0x7fefOO. $0 \times 7$ fea00. $0 \times 7 \mathrm{fe} 200.0 \times 7 \mathrm{fd} 700$. 0x7 $77200.0 x 7 f 5 \mathrm{c} 00.0 \times 7 \mathrm{~F} 2 \mathrm{~d} 00.0 \times 7 \mathrm{ee} 100$. $0 \times 7 e 9 \mathrm{c} 00.0 \times 7 \mathrm{e} 2 \mathrm{f0} .0 \times 7 \mathrm{da} 200.0 \times 7 \mathrm{cf1} 00$. $0 \times 7 \mathrm{c} 1100.0 \times 7 \mathrm{afc} 00.0 \times 79 \mathrm{a} 000.0 \times 780500$ 0x761200. 0x73b600. 0x70f800. Ux6dbd00. $0 \times 69 \mathrm{f} 00.0 \times 65 \mathrm{a} 600.0 \times 60 \mathrm{~b} 400.0 \times 5 \mathrm{~b} 1 \mathrm{~d} 00$. $0 \times 54 \not 200.0 \times 4 \mathrm{e} 1800.0 \times 469300.0 \times 3 \mathrm{e} 6 \mathrm{~d} 00$. $0 \times 35 \mathrm{~b} 000.0 \times 2 \mathrm{c} 7500.0 \times 22 \mathrm{~d} 400.0 \times 18 \mathrm{ef00}$. $0 \times 0$ eef00. $0 \times 050000.0 \times \mathrm{fb} 5100.0 \times 121100$. 0xe96c00. Oxe19300. Oxdaa800. 0xd4cd00. $0 x d 02300.0 x c c b a 00.0 x c a a+100$. 0xc9e900. $0 \times 548300.0 \times 4 \mathrm{~d} 8 \mathrm{a} 00.0 \times 45 \mathrm{~d} 100.0 \times 3 \mathrm{~d} 6900$. $0 \times 345600.0 \times 2 \mathrm{aab} 00.0 \times 207 \mathrm{c} 00.0 \times 15 e 500$. $0 \times 060500.0 \times 000000.0 \times 54 \mathrm{f} 00$. Oxealb00. 0xdf8400. 0xd55500. Oxcbaa00. 0xc29700. 0xba2F00. 0xb27600. 0xab7600. 0xa52f00. Uxcas 400 . Oxecba00. OxdO2300. 0xd4cd00. 1)xdaa800. 0 xe $19300.0 \times \mathrm{xe96c00}$. $\mathrm{x}: 121100$. 1) $\times \mathrm{Fb} 5100.0 \times 050000.0 \times 0$ eet00. $0 \times 18$ ef00.

15x22dth0. 0x2c7500. 0x35b000. 0x3e6d00. )x469300. $0 \times 4 \mathrm{e} 1800.0 \times 54 \mathrm{f} 200$. 0x5bld00. )xca3c00. 0xcc $2 \mathrm{c} 00.0 \times \mathrm{xc} 6100$. 0xd3c900. 0xd94e00. Oxdfc900. 0xe71400. 0xe:0700. $0 \times 776700.0 \times 000000.0 \times 089900.0 \times 109900$. 0x18ec $00.0 \times 203700.0 \times 26 \mathrm{~b} 200.0 \times 2 \mathrm{c} 3700$. $0 \times 309500.0 \times 33 \mathrm{~d} 400.0 \times 35 \mathrm{c} 400.0 \times 366300$. 0x9fb400. 0x9ae800. 0x96c700. 0x934700. 0) $906200.0 \times 8$ e0f00. $0 \times 8 \mathrm{c} 4600$. $0 \times 8 \mathrm{~b} 0500$ 0x8a4500. $0 \times 8 \mathrm{a} 04400.0 \times 8 \mathrm{a} 4500$. $0 \times 8 \mathrm{~b} 0500$. $0 \times 8 \mathrm{c} 4600$. $0 \times 8 \mathrm{e} 0 \mathrm{FOO} .0 \times 906200.0 \times 934700$ ()x96c700. 0x9ae800.0×9fb400. 0xa52f00.
 $0 \times 8$ f0800. 0x8c4500. 0x89ee00. 0x87fb00 () $\times 865600$. $0 \times 850400.0 \times 83 e f 00.0 \times 830 f 00$ $0 \times 825 e 00.0 \times 8 \mathrm{Id} 100.0 \times 816400.0 \times 811100$ $0 \times 80 \mathrm{~d} 300.0 \times 80 \mathrm{a} 400$. $0 \times 808600$. $\mathbf{0 x 8 0 7 5 0 0 .}$ $0 \times 60 \mathrm{~b} 400$. $0 \times 65 \mathrm{a} 600.0 \times 69 \mathrm{fb} 00$. $0 \times 6 \mathrm{dbd} 00$. $0 \times 70 f 800.0 \times 73 \mathrm{bb} 00.0 \times 761200.0 \times 780500$ 0x79a500. 0x $7 \mathrm{afc} 00.0 \times 7 \mathrm{c} 1100$. $0 \times 7 \mathrm{cf} 100$. ()x7da200. $0 \times 7 \mathrm{e} 2 f 00.0 \times 7 \mathrm{e} 9 \mathrm{c} 00.0 \times 7 \mathrm{eef}$ (0) 0 . $0 x 7 f 2 d 00.0 x 7 f 5 c 00.0 x 77 a 00.0 x 7 f 8 b 00$.
-x604c00. $0 \times 651800.0 \times 693900$. $0 \times 6 \mathrm{6} 6900$. $7 \times 6$ f9e00. $0 \times 71 f 100.0 \times 73 \mathrm{ba00} .0 \times 74 \mathrm{fb} 00$ ). $0 \times 75 \mathrm{~b} 000.0 \times 75 \mathrm{fc} 00.0 \times 75 \mathrm{~b} 000.0 \times 74 \mathrm{fb} 00$ $0 \times 73 \mathrm{ba} 00.0 \times 7 \mathrm{If} 100.0 \times 6 \mathrm{f9e} 000.0 \times 6 \mathrm{cb} 900$. $0 \times 693900$. $0 \times 651800.0 \times 604 \mathrm{c} 00.0 \times 5 a d 100$. $0 \times 35 \mathrm{c} 400.0 \times 33 \mathrm{~d} 400.0 \times 309 \mathrm{~F} 00.0 \times 2 \mathrm{c} 3700$. $0 \times 26 \mathrm{~b} 200.0 \times 203700.0 \times 18 \mathrm{ec} 00.0 \times 109900$. $0 \times 089900.0 \times 000000.0 \times 776700.0 \times e+0700$. $0 x e 71400.0 x d f c 900.0 x d 94200.0 x d 3 c 900$. $0 x \mathrm{ff} 6100.0 \times \mathrm{cc} 2 \mathrm{c} 00.0 \times \mathrm{xa} 3 \mathrm{c} 00.0 \times \mathrm{c} 99 \mathrm{~d} 00$. $0 \times 355 \mathrm{c} 00$. $0 \times 334600$. $0 \times 2 \mathrm{fdd} 00$. $0 \times 2 \mathrm{~b} 3300$. $0 \times 255800$. 0x lefd00. $0 \times 169400$. Ox0def00. $0 \times 04 a f 00.0 \times f 60000.0 x f 11100.0 x e 71100$. 0xdd2c00.0xd38b00. 0xca5000. 0xc 19300. $0 \times 696 d 00.0 x b \$ 8800.0 \times 360 e 00.0 \times 24 e 300$. 0xab7600. 0xb27600. 0xba2f00. 0xc 29700. 0xcbaauk. 0xd55500. 0xdi8400. Oxealb00. $0 \times 54 \mathrm{fb} 00$. $0 \times 000000$. $0 \times(060500$. Uxise500. $0 \times 207 \mathrm{c} 00.0 \times 2 \mathrm{aab} 00.0 \times 345600.0 \times 3 \mathrm{~d} 6900$. $0 \times 45 \mathrm{~d} 100.0 \times 4 \mathrm{~d} 8 \mathrm{a} 00.0 \times 548 \mathrm{a} 00.0 \times 5 \mathrm{~S} 100$. $0 \times a b 0 e 00.0 \times b l e 800.0 x b 96 d 00.0 x c 19300$. $0 \times c a 5000.0 x d 38 b 00.0$ xdd 2 c 00 . 0xe 71100 . $0 \times f 11100.0 \times 160000.0 \times 04 a f(10.0 x 0 d e f 00$. $0 \times 169400$. $0 \times 1$ e $6 d 00.0 \times 255800.0 \times 2 \mathrm{~b} 3300$. $0 \times 2$ fdd $00.0 \times 334600.0 \times 355 \mathrm{c} 00.0 \times 361700$. $0 \times 808600.0 \times 80 a 400.0 \times 80 \mathrm{~d} 300.0 \times 811100$. $0 \times 816400.0 \times 81 \mathrm{~d} 100.0 \times 825 \mathrm{e} 00.0 \times 830$ F00 . $0 \times 83 \mathrm{e} 00.0 \times 850400.0 \times 865600.0 \times 87 \mathrm{f} 000$. $0 \times 89 e e^{0} 0.0 \times 8 \mathrm{c} 4500.0 \times 8 f 0800.0 \times 924300$ $0 \times 960500.0 \times 9 \mathrm{a} 5000.0 \times 9 \mathrm{f4c} 00.0 \times 24 \mathrm{e} 300$. $0 \times 801 \mathrm{e} 00.0 \times 801600.0 \times 801100.0 \times 800 \mathrm{~d} 00$ $0 \times 800300.0 \times 800700.0 \times 800600.0 \times 800500$ $0 \times 800500.0 \times 800400.0 \times 800500.0 \times 800500$. $0 \times 800600$. $0 \times 800700.0 \times 800200.0 \times 800 \mathrm{~d} 00$. 0x801100. 0x801600. 0x801e00. $0 \times 802900$
(0xffec00 0xifb $900.0 \times 1 \mathrm{fl} 9 \mathrm{f0}$. $0 \times f f 7 e 00.0 x f f 5300.0 x f f 1 b 00$. Oxfed400. Oxfe7b00. 0xfe0b00. $17 \times f d 8000.0 x f e d 400$. Uxfc0300. $0 x f b 0900.0 x f 9 d d 00.0 x+87 b 00$. $1) \times f 6 \mathrm{dc} 00.0 \times 149900.0 \times f 2 \mathrm{cb} 00$. 0xf04e00. Oxed7d00. Oxea5400. Dxe6d000. 0xe2f100. 0xdebb00. Dxda3000. 0xd55900. 0xd0 4100. Dxcat500. 0xc58500. 0xc00200. 0xba8100. 0xb51200.0xafc800. ()xaab200. 0xa5e000. 0xal5b00 0x9d2d00. 0x995900.0x95e500 0x92d200. 0x901d00. 0x8dc600. $0 \times 8 \mathrm{bcdU0} .0 \times 8 \mathrm{a} 2 \mathrm{c} 00.0 \times 88 \mathrm{e} 300$. $0 \times 87$ F000. $0 \times 875200.0 \times 870 a 00$. $0 \times 871200.0 \times 878400$. $0 \times 885100$ $0 \times 898200.0 \times 8 \mathrm{~b} / \mathrm{JOO} .0 \times 8 \mathrm{~d} 2 \mathrm{e} 00$. $0 \times 8 \mathrm{fbb} 00.0 \times 92 \mathrm{ce} 00.0 \times 967300$.


INIT inutual_Q_samples:
$0 \times 003400.0 \times 004700.0 \times 006100$. ) $\times 008200.0 \times 00 a d 00.0 \times 00 e 500$ $0 \times 012 \mathrm{C00} .0 \times 018500$. $0 \times 015500$. $0 \times 028000$. Ux032c00. $0 \times 03 \mathrm{fd} 00$. $0 \times 047700.0 \times 062300.0 \times 078500$. $0 \times 092400.0 \times 0 b 0700$. $0 \times 0 \mathrm{~d} 3500$. $0 \times 0 \mathrm{fb} 200.0 \times 128300.0 \times 15 \mathrm{5a} 00$. $0 \times 193000.0 \times 1 d 0 f 00.0 \times 214500$. $0 \times 25 \mathrm{~d} 000.0 \times 2 \mathrm{aa} 700$. $0 \times 2 \mathrm{fb} 00$. $0 \times 350 b 00.0 \times 3 a 7600.0 \times 3 \mathrm{ffe} 00$. $0 \times 457$ T00. Ox4aeev0. $0 \times 503800$. $0 \times 554 e 00.0 x 522000.0 x 5 e a 500$. $0 \times 62 \mathrm{~d} 300.0 \times 66 \mathrm{a} 700.0 \times 6 \mathrm{a} 1600$. $0 \times 6 \mathrm{~d} 2 \mathrm{e} 00$. $0 \times 6 \mathrm{fe} 300.0 \times 723 \mathrm{aO} 0$. $0 \times 743300.0 \times 75 \mathrm{~d} 400.0 \times 771 \mathrm{~d} 00$. $0 \times 781000.0 \times 78$ aew $0.0 \times 78 f 600$. $0 \times 78 \mathrm{e} 600.0 \times 787 \mathrm{c} 00.0 \times 77 \mathrm{af00}$. $0 \times 767 \mathrm{e} 00.0 \times 74 \mathrm{e} 300.0 \times 72 \mathrm{~d} 200$. 0x704500. 0x6d3200. 0x698d00 $0 \times 654 c 00.0 \times 606500.0 x 5 a d 100$.

INIT carner_I_sample: $0 \times 000000$ :
INIT camer_Q_sample: $0 \times 000000$ :

APPENDIXB


```
I. Recerve Code
MODLLE/RAM Jecoce.
#inciude dip.h"
#include "dspoma.h"
#include hip.h
*.-..............................................................................................
ENTRY slan_decode:
ENTRY find next head.
EXTERNAS, ge!_tiltered_sumpie
EXTERNAL adjust_sampling_and_read rssi:
EXTERNAL intt_filier
EXTERNAL stan_slut_tmer:
EXTERNAL queue signal
GLOBAL network_ds
VAR/DM1/CIRC bitsvac_buttT!2+11.
```




```
VAR/DM rsst_save:
CONST NOISE_DECAY = il130./.0)95 %
CONST DC_DECAY = 32162.1* (19815*/
CONST DC_PASTWEIGHT =-2+16:/* 1/12* | 106*.118*/
CONST DC_NEWWEIG&T = 0020: % 1/12* 1 106 %
    VAR/DM1 network_iv:
    IVIT network_1d: Uxedel7
    VAR/PM/RAM/CIRC , ngle_tulsilol.
    INIT single hits 0x800000 ux+040000.0,2000000.0x100000.
```



```
                        0x008000. UxUUमम%0. Ux002000.0x001000.
                        (0x000800.0x000100. 0x000200.0x0(0)100:
```

```
VAR/DM DC_Level:
```

VAR/DM DC_Level:
PORT debug_ou:

```
PORT debug_ou:
```




```
start_decode
```

start_decode
call init filter:
call init filter:
ayI = 1)\times2000
ayI = 1)\times2000
dm(DC_Level)= avi:
dm(DC_Level)= avi:
find_next_head
find_next_head
ayl = dmiDC Level!: /*av! \&゙used to store de leve! *!
ayl = dmiDC Level!: /*av! \&゙used to store de leve! *!
mxI = ay I: % mx ! contans old sample *!
mxI = ay I: % mx ! contans old sample *!
axI=0: ! axi is used to store nose totad.*
axI=0: ! axi is used to store nose totad.*
15 = ^hitsvnc buit:
15 = ^hitsvnc buit:
15=12+1.
15=12+1.
ms=0:

```
    ms=0:
```

```
*nc_search
    :all get_tiltered_sample. %* must preserve ts.15.ms.avl.an i.m.xt.yl */
    smidebue_out = inrl.
    - does not corrupt: mxi.mvl.axi.avu.ayl *
    - does conupt s.sri.srl.ax(m,mxumwomrumrl.mr? *
    um(15.m+4)= mar 1:
    ivi) = mxl:
    us=mrl-avu. mxl=mri: & ar nou conams 5n.5n-1*/
    mvu}=\textrm{ar
    mr =ar*my!)(ss.mxu=axi. * (sampa-olusample)* (*ample-oldsampie)*!
    mwo = NOISE _DECAY:
    mu = mr + mxu*myu(s): ;* decaymg old nolse *
    axI = mrl:
    - axd nuw contans updated notse mdex -/
    - now update the DC level readings *s
            i* nul = current sample *:
    mVU = DC_NEWWEIGHT
    ms=mx! myv)(Ns.mxu = avi. /* mxu = past DC LEvel *
    mve = DC _DECAY.
```



```
    nwU = DC P.ASTWEIGHT
    ms =ms + mxU - mvU(ms).
    * mri now contasns new DC level *
    ** now apply the critena tor determaning bit suncrhonization *t
    Jmidebug_outl = avl.
    ** cnteria 1. nolse must be above a cernan level *
    avu=550.
    ar=axl (ayu. ayl = mrl:
    If lt jump sync _search:
    i* crtena 2. 'nose' must be below a certan level "/
    avo = 1600:
    as=axI - svu:
    If gt jump sync_vearch:
    1- crierta 3. oldest sample in history butfer must be above threshold *)
    ax0 = 700:
    af}=ax| + avi, axO = dm(15.m(5)
    ar=at - axU. axU = mxl.
    If gl jump sync_search:
    ;* crteria & newest sample in historv buffer must be above threshold */
    as = at - axU:
    If gl jump svnc_search
    /- now correlate to 2 khz sine wave to get data tor next critena */
    *- use AR and AF to teed stutt back.*/
    ar= pass (0:
    cnu=3
    av(0)= dm(15.m4). at = pass 0:
    ** mi is aireadv l */
```

```
    jo sin_loop until ce:
    ar =as+a\u, axv = cmm!5.m+3.
    af =axO + ai. avO = (fmit5.m+1.
    ar=ar-avu.axu= um(15.m+1:
sin_Isop: at =at - axu.avu=dm(15.m4),
    * ar and at now contain sin and cos components *
    * is should be what it was belore the loop
    * make sure al < ar *l
    axO = ar.ar=ar - af:
    if it jump sunc_search.
    * make sure at > -ar */
    v=axU}+at.myl=axU
    sr = ar + 5!2.
    if It jump sunc_search: *Which could have iailed on last check *:
            l* but corssed the border since *:
    muU = axu.ar = pass at:
    mr=mxu* mvf(ss).mvi)= ar: /* vquare the or!ginal ar component * t
    mr = mr + ar * myt)(s).. * square the at component *:
    avt =1%00:
    ar=mrI - avu: /* threshold *!
    * make sure smausoidal component is of a certam soze at least *
    If le jump sync_search:
```



```
/* by now we are cerian that the bit sync is reai. Now prepare to use it *!
```



```
    an)=0
    ar = pass axu
    * dvidend is in at:avt. which contasns original sin _loop at result */
    - divisoris in sry. which contains onginal sin_luop ar result *%
    jivs at. ar:
    ints=15:
    do div_loop until ce:
div_luop: divqar.
    ** the result of this is in av0 and can span the fuil range of a signed */
    * integer. now use this value to compute the adjustment */
    * Adjustment = S * 1 243+s^3*.1) 25*/
    * scate tumes 768*/
    mxO = avo:
    myl)}=955;/* linear scale factor * !
    ms=mx0 "mvu (ss), my0)=mxU:
    mf=mxv 白wu(md):
    mf =mxi) * mf (mal,
    mx0 = -192: : cubic scale factor */
    mr = mr + mxU * mf Imd).
    * Result: between -768 and 768 in mrl (thanks to 1.15 arithmetic) "!
    * each increment of 256 is one sample's worth.
    * now add an arbitary value tor tweaking.
    volori2.
```

```
    sr=mrl + dwl.
    imidebug_out: = ar
    Jm(debue_out) = ar
    * now divide bv 256 to calculate actuai number of samples to aduct *"
    ir = ashift ar by -8 (lo).
    * result is in the range of -6 10 +!, in sru*!
    `all adjust_sampling_and _read_rssi.
    * avu nou contains the row rast value *:
    Jm(rssi_save) = avy
```



```
** Bit syne is completed and RSSI is read. set up for bit decodine
et levels:
    * next: Set the urgger levels */
\begin{tabular}{|c|c|}
\hline \(V\) ARDDM/RAM & Threshold_L.ast 1 \\
\hline VARDM/RAM &  \\
\hline VARJDMIRA. 1 & Threshold Nicx Br \\
\hline
\end{tabular}
        * ayl contains the DC level Irom bisync: *
        axO = 200:
    dm(DC_Level) = av!:
    ar =axU + avI.
    dm(Threshoid_Last_ l) = ar:
    ar=av1 - \xU;
    dmaThreshokd_Last_())=ar:
    dm(Threshold_Next_Bll)=:!v!
```



```
* Now search for trame sync |
```



```
    * initialize intual frame svine to aid ls Cianadsan and us trame *!
    /* syncs slar with a ! so this improves our chance of Ecting it *
    /* If we were late by one bit on catching it?
    si0 = |xffff:
    /* search for frame sunc for 24 bit umes */
    cntr = 2.%:
    do fsync_search until ce
        cntr=1.
        call get_n_bits_data: /* uses:AYI.AXI.AF.SR.SI.CNTR *:
        * xor current shifter contents with network id word */
        ay0 = DM(network_)נ).
        ar = <ri) xor av():
        2x0 =ar
        * count number of uncorrect bits*!
        14=^\mathrm{ single_bus:}
        ayO = pm(1.b.m+I.at = pass 0
        intr=10.
```

```
    - loop for bits *
    do count_errors untul ce:
        ar=ax0 and ave.ayv= nma(n)(n+).
coun_errors: if ne at =at + 1:
    * AF now contans number ut masmatches *:
    af=af - I.
    If le jump found frame _ync:
fsvnc_search:nop: /* end of lonp *.
    * if loop termunates normalls. businc was not tound *;
    lump tind_next_head.
    * If loop was jumped out or. frame sinc was found. -
tound_frame_sync:
    * pop slack of untimushed loop *
    pop pc. pop entr. pop loop:
```



```
- Found frame svnc. Now decode duta. -/
```



```
    * get first 8 buts ot first word "
    sru = 1):
    call get_8_bits_data.
    m\times1 = \ro):
    * get lirst 8 bits of second word *
    4rO=0).
    call get_\_bits_Jata:
    myl = \ru:
    * get remaming 4 bits of first wora *)
    cnur=4.
    sro =0.
    call get_n_bits_data.
    ** buld first 12 bit word */
    sr = Ishift srO by b(lo):
    avo = m\timesl:
    ar = 5r0 or av(t):
    1* fec currect and store resulung з bit word */
    2x0 = ar:
    call fec_correc:
    mal = ar:
    /* get remaining 4 bits of secona unrd */
        varr = 4.
        SrO=0):
        call get_n_buts_data.
        ** build second 12 bit word */
        sr = ishift seu) bv x thor:
        ay0 =myt:
        ar = sro or avu:
```

```
    axO=ar:
    all lec _correct:
    * put trame nead data mnto nap */
    Jmihip_dataU: = mxl:
    dmihip_datal)=ar:
    sxu = um(rss)_saver:
    imihip_data2I = axu;
    '- checd if silence of slot cluck bus are set "!
    avi) = 1 }\times000
    at = ar and avu:
    if eq jump more_dam_ follows
        * signal host nead only is recerved *:
        axO = RECEIVED_FRAME_HEAD_ONLY'
        vall queue_signal.
        jump tind _nexi_head:
    more_data tollows
    * signal host that head with datats recerved *!
    dxU = RECEIVED_&RAME_IIEAD
    ial queue signai.
    * check for slot clock reset bit */
    ar = ar and 4
    if ne call start_slot_lumer:
    /* transter bits to host until there is no more bits "?
shovel_data:
        call get_k_bits_data:
        mxi = \u:
        call get_&_bits_data:
        myl = vrO:
        call get_r_bits _data:
        dm(hip_data0) = nu\ :
        dmihip_datal) = mvi.
        dm(hip_data2) = vNU:
        2x0 = RECEIVED_?_BYTES.
        call queue signal:
    jump stovel_data:
```



```
* subroutune to read a specified number of bits.
* Makes use of the following varmables: AY1. AXI. AF. SR.SI. CNTR. AXO. AR */
*-Shifis recerved bits into the SRO register. Bits already in SRO will *'
* conunue to be shifted. number of bits to read is specitied in CNTR "/
```



```
VARJDIURAM sru_save:
get_8_bits_data:
    *OU}=
get_n_bits_data:
```

```
    H1: = dm(Threshold_\ext_But:
    do get_bus until CE.
        JmisNo_(ave) = \ry:
        *all get_fitered_s:umple: :* result in mr I *
        srU = dm(s.)_save!:
        dmidebur_(vu)=mrl
        dmidebus_outl=mrl
        * threshold to determune one-nes or zero-nes *!
        at = mrl | avl:
        fft jumbiszero?
            si=1
            * set threshold for previovs bu 1 */
            ayl = dmiThreshokd Last_ 1)
            * SET FL2: *
            jump endif_getn:
        szeroz:
            si= ()
            /* set threshold for previovs bit () *!
            ayl = dmoThreshold_Last (1).
            /* RESET R2.*!
        endit &etn:
        ir=|shf( Sr) bv (1LO)
get_bus:
    ir = ir or Ishifl sl bvollul:
    dm! Threshold_Next_Bit)=AY1:
    ris:
|-----------..-------------------------------------------------------------
** subroutine to do FEC correcuon on a I2 bit word. -/
/* Makes use of ALC' and SHIFTER. and IS.LA.M1t and IS. LS. MAC is untouched. */
** 12 but word is passed in AXO
                            *
* result is retuned in AR -/
```



```
VAR/PM/RAM fec_masks| [2]:
INIT tec_masks:0x0BECOO.0x04D300.0xU2B A00,0x017500.
VAR/PM/RAM fec_syndrome_lix{(16):
INIT fec_syndrome fix:
0x000000.0\times000000.0\times000000.0\times00fF00.0\times000000.0\times000100.0\times000200.0\times001000.
0x000000.0\times000400.0\times000800.0\times002000.0\times00ff00.0\times00.400.0\times008000.0\times00ff00.
fec_correct:
    i4 = 0;
    15 = 0.
    m4=1.
    15 = ^fec_masks: \quad/* set up tor inciexinę tec table. *'
    &1=1: /* shifter setup for creatung sytndrome */
    se = f):
    av1=0
    siv=0). /* clear out location tor syndsome *!
```

```
    :ntr = +
    do andlp unulce.
    ayt)= pm(15.mbi - Inad next bit and vector *:
    ar = axu and avi ; do tirst vector multupiy */
    axI = ar. at = axv and avi :" move to AXl for brt countung. make AF=0 *!
    intr}=1
    :t = *single_hus+4 * sel up tor going through but table *
    ayo = pmut.m+)
    do count_hop unta ce
        ar =axl and ava. asu = pmul4m+1.
count_hop if neat = at +1
            * AF now contams number ot ses bats' *
            *r = Whaft smby ! 1/0%: :* shitt prevous syndrome by ! *
        axi=1. ; get a \ so we can and wath:: %
        at =axl and at. (* check If lsb was set*/
andlp it me sr = vr or lshift stilum. * Isb set. set bit in syndrome *'
    m4 = NT. * move sundrome to due tor indexing **
    15 = ^fec_syndrome _tix. /* get syndorme table address *:
    modifv (15.m4): / compute indexed address *!
    ayO= pm(is.mb): /* get entry */
    ar = axU xor ay%. i* fix the corrupted bil *f
    rts:
```



ENDMOD.

```
II. Transmission Code
```



```
- DSP Transmut code
-Herb Little
*
MODULE/RAM transmu_code.
#nciude "dsp.h"
#mciude "dspemd.h":
#mciude "hip.t.
#define TX_ZERO_SAMPLES
EXTERNAL process _dsp_cummanu.
EXTERNAL wast_or_dsp_command
EXTERNAL queue_stgnal:
ENTRY Intialize_rransmut:
ENTRY process_transmut_command
ENTRY SPORT0_ix_interrupt:
/*
- constants
|
CONST POSITIVE ONE = |/ 7 7FFF
CONST POSTTIVE_HALF = 1) x4000
CONST NEGATIVE_ONE = | % 800 
CONST ZERO = 1) <0000:
CONST TRUE = | | | . 
CONST FALSE = )xU:
CONST INITIAL_BIT_HISTORY = 1/x0033:
CONST INITIAL_BIT_SHIFT = 1)x0003:
CONST INITIAL_PHASE = |x000t:
CONST OLDEST_BIT = `:
#ifdefLARGE_DATA_BUFFER
CONST DATA_BUPFER_LENGTH = 1 OOO:
#else
CONST DATA_BUFFER_LENGTH = 9:
#endar
CONST NLM_PENDING_BITS_TIFRESHOLD = 1DATA_BUFFER_LENGTH - 61. 3:
CONST OVERSAMPLING = 20:
- Added an extra 10 ms ol camer ior now to compensate VCO not locking as last as it
* souid for now. Remove when PLL is woring to spec. Mathias
```

```
CONSTINITIAL MIN_C.ARRIER SAMPLES = NVRSAMIPLING
* * ? 
CONST SERIALU E.NABLE_BIT = 12
*
- :ariables
*
\'ARDDM N.scale_tactor:
VAR/DN1 \x I_Nale_factor:
VARIDM1 in 1_phase flactor.
VAR/D:1 tx_tolfset:
VAR/DM tx Q_phase faztur:
VAR/DM Ix_Q_otiset:
VARDM1 in I_sgn:
VAR/DM ix_Q_sign:
VAR/DM Ix_next_I_sign:
VARJDM14 ix nexi_Q_sgn:
VARIDN1 ix num_samples.
VAR/DM ix next_num_samples.
```



```
VARDM tx_nexi_1_vample_ptr:
VARIDM Ix_next_1_sample_lenemb:
VAR/DN1 ix next (2_sample _pur:
VAR/DM is nexi_Q_sample_length:
VAR/D.1 ix_readv_for_more _amples mag:
VAR/DM1 Ix_nexs_Q_sample.
VAR/DM Ix_1_vample_liag.
    VAR/DM ux num_bits_rn_sru:
    VAR/DM ix_num_pendine_bus:
    VAR/DM ix phase:
    VARNDM1 ix_recemed_data llas:
    VAR/DM tx_min_camer_samples:
    VAR/DM/CIRC daca_buffer| DATA_BUFFER_LENGTH |:
/-
    - modulation daca
    \bullet!
    V AR/PM/C:RC camer_I_sample:
    VAR/PM/CIRC camner_Q_sampie:
    VAR/PMI inual_\_ramples(3.OVERSAMPLINGS).
    VAR/PM1 mmal_Q_samplesi 3- )VERSA\IPLINGG
    VAR/PM I _sumples| 16 % OVERSA:MPLING I
    \becauseAR/PM Q samples(16*OVERSAMPLING!
    VARMPM phase_datal 4 | 1)
```

```
    * I_pointer U_pomter L_sign (_sign phase*
    * --.-.---.- .......... --..---. ..-..--.- ..... •/
#fnder BASEBA.\D
#nclude "objumoddauacn
INIT phase_data: \!_samples. ©_*amples. Ux7fff00.0xifffoo.i`|"
    `Q_samples. I_samples. (ix7fff00.0.80010r)./* I ""
    ^I_samples. "?_sampies. Ur800100. Urs00l(0):* ? "
    ^Q_samples."!_sampies. vis00leo, O.7fff00:/* ? *'
#else
* If baseband is spectied. alwavs send same posttuce phase *
#mclude "objlmoddatbb.h
```






```
#endus
#ifdef TX ZERO_SAMPLES
VAR/PM/CIRC zero_sample.
INIT tero sampie: Ux0000%)%:
endit
*
* Gansmut jump table
*/
CONST FIRST_TRANSMIT_COMMAND = 1 x 10:
CONST NUM_TRANSMIT_COMMANDS = 12.
VAR/PM transmut jump_rableí NT:M_TRANSNIT_COMMAAVDS I
INIT transmit jump_suble
    ^process_transmin_scale_factor
    ^process_transmin_!_icale_factor
    "process_transmit_Q_phase .factor.
    `process_transmut_l_offset.
    "process_transmit_O_offset.
    `process_ransmit_min_carter__amples
    "process_ransmutslan_carner.
    save_one_byte.
    `save_iwo_bytes.
    ^save three byres.
    ^process_transmut_complete_command
    ^waut_for_transmut_command
*............................................................................................
*
    * inutalize transmu
*******.....................................................................................
muualize_transmut:
    axU = INITTAL_MIN_CARRIER_SAMPLES.
    dm( tx_nun_camer_samples ) = axu:
    m7 = 0. /* miuaize dummv sariables *
    17=0.
```

rts:


```
=
* process_transmit_command
.
```


process transmut_command:
ena m_mode:
all intialize_transmut_sarıables.
:ump check _lor vaild_ls_commana.
watt_for_transmut_command
dile:
**
- check if more sumples tequired
$\because$
$3 x U=$ (tmit $x_{-}$ready_fint more samples_flag $):$

$a r=a x 0$ and $a y 0$ :
if ne jump calculate_next bit_samples
1
- check for duta from host
-
$a \times 0=$ (1mi HSR6_SHADOW $)$
$a r=1 s i b i t$ HSR_DSP_COMMAND_BIT of axu
if eq Jump watt_for_transmat_command.
theck_for_valid _tx_commanct
*
- resel HSR6
!
$3 \times 0=0 \times 0$ :
dm( HSR6_SHADOW $)=\mathbf{d x U}:$
$1 *$
" transmut command'?
-1
$\left.a \times 0=d m H I P \_D S P \_C O M M A N D \_S H A D O W\right)$.
$\mathrm{ayO}_{\mathrm{O}}=$ FIRST_TRANSMIT_COMMA.VD.
$a f=\operatorname{axU}-\mathrm{ayU}$;
if lt Jump transnur_stop:
$\mathrm{axU}=\mathrm{NUM} \mathrm{N}_{-}$TRANSMIT_COMMANDS:
$a r=a x 0-a f$ :
If gi jump process _Ix_command:
*
- non-transmit command

```
transmut_stop
    cali stop_senal_port:
    jump process_dip_commanu.
process_lx_command
    *
    - jump through transmit_jump _uble halued on command
    -1
    axU = ^rransmus_jump_table.
    .t}=3\timesU)+a
    i}=\textrm{ar}
    uxU=pm(1: m7)
    17= axU:
    jump (17):
*-n................................................................................
.
- set transmut parameters
*,n-....n.............................................................................
process_transmut_scale_tactor:
    call get_word_from_HIP:
    DM(ex_scale_factor : = mr)
    jump wat_for_transmut_command:
process_transmut_I_vicale factor:
    call get_word_from_HIP:
    DM(tx_1_scale_factor I = mru).
    jump wat_ for_transmut command.
process_transmut l_otfset:
    call get_word_from_HIP
    dm( (x_l_offset) = mov):
    jump walt_for_transmit_command.
process_transmit_Q_phase l:actor
    call get_word_from_HIP:
    dm( Lx_Q_phase_factor ) = nrr).
    /*
    * I_phase = 1 - abs( Q_phase,
    !
    at = abs mrus.
    axU = POSITIVE_ONE.
    ar=axu-at.
```

```
dmtバ_1_phase :avtor ノ=.u:
jump wat_tor_ransmit command.
process transmt_?_offset:
    call get_word_rrom HIP.
    dm| tx_Q_otfset l = mrv.
    jump wal_for_transnut_commanci
```

process_transmut min_carrier sumple
call get_word_iom_HIP.
dmi $\operatorname{ix}$ _rman_cinner_samples $)=$ nru.
jump wat for transmi command.
get_uord_from HIP
$m x U=$ dmi HIP_DATAO_SHADOW,
$\mathrm{mvo}=11 \times 0100$
$m s=m(u) * m v i l(L)$
$m \times U=$ dm HIP DATAI SHADOW ,
$m \times 0=11 x(y O() \mid$

rts:

-

- save iransmit ciata
- 


save three bytes
$a x U=$ dmt HIP_DATA2_SHADOW :
$\mathrm{Jm}(i), \mathrm{mu})=$ axu:
sall increment num_pendine_hits he _k
-ave_tro_hytes:
axU = cimi HIP DATA! SHADOW ,
Ume (0). m ) $1=\mathrm{ax})$ :
call increment num_pendine_buts_hr_K
Save _one_byte
$a x \bar{u}=$ dmi HIP_DATAO_SHADOW )
$\mathrm{dmf} 10, \mathrm{~m}() \mid=a \times U:$
call increment_num_pending_bits_hy_x
$3 \times 0=4 \mathrm{mt}$ ix_received data_nas
ar = pass ax0.
if eq call setup_bitsvnc _samples.
axu = NUM_PENDING_BITS_TI促ESHOLD.
Jmi use_num_Fendine_thts_threshold $1=$ axu:
[all transmit_ready_tor_data:
jump wat_for_Iransmut_ciommand

```
increment_num_p:nams_olts_by_x
*
    -mcrement the numpenams bis br: the number or bits in a byte
\bullet
axu=dmi tx_num_pendine_bits {:
ar}=ax0+
um(tx_num _fendme_buts )=ar:
rts:
cetup_nitsvnc_samples:
setup
    -make sure interrupt rounme dues not run out or carcier samples
    - so at witl not copy a half intuadized next sample set
    "!
    .xU= dmi Ix_num_samples )
    us=axv+4
    imitx_num_samples:= %r.
    *
    - set up inital wigue for basvnc
    *!
    .2x0 = ^Inital___samples
    Jm( tx nexi_f_sample_ptr )=ax0
    ax0 = ^1nitia__Q_samples:
    dm| (x_next Q_sample_pur ) = axü;
    /*
    * set uplengths for initial samples
    - NOTE. circular butfers must be uhanned on address
    * boundries of 2^n words where n is the number of
    - bus required to represent the buifer leneth
    - I E. for lengnt is align on 16 word boundnes.
    - OTHERWISE: sel lençht reelsters आ% zero. consider
    - the butfer as finear and there is no need to ahgen duta
    |
    ax0 = reintual _ __samples:
    dm( lx_next_num_samples ) = axU:
    ax0 = 0.
    Um( ex_next_{_sample_fength ) = axu):
    dmi tx_nex:_Q_sample_length l =uxu
    ax0 = POS[T]VE_ONE:
    dmt tx_next_I_sign I =ax0
    dm( tx_next_Q_sign )=axU:
    s = INITIAL_BIT_HISTORY.
    rr=ishifI sI bv INITIAL_BIT_SHIFT + * (LO):
    .xU = 0x8 - INITIAL_BIT_SHIFT
    dm( (x_num_bits_In_sm) = axU:
```

```
axU = NITIAL P'H.ASE
Umal ix_phase 1 = axu
AxU = TRLEE
Um( Ix_recenved_daw_hay ) = axu
axu = F.ALSE
Jmt ix_readv_for_more_samples_th.!⿱⿴⿱冂一三八土㇒
is:
process_transmut _complete _command
i*
- save guard bits
|
xU = dmi HIP_DATAI SHADOW
Im(10. mu)=ax0:
*
- ncrement tx _num_pendine _tits bv the number of guard bits
"!
uxu = umi ix_num_pendme_hus,
AW = dmI HIP_OATAU_SHADOW
r=ax0 +ayu
dm( ix_rum_pending_bus ) = ur
*
- If TRA.NSMIT_COMPLETE commard is recenved. then set num_pending_bils
* threstold to zero. so we wont ask for more data
!
4x0=01.
dmtuse_num_pendme_bus thresholdi = axu:
jump wint lior_transmit_command
```



```
*
* process_transmit_start camer
*
******************************************************************)
process_transmit_siant carner
    calt stop_senal_port.
    call intualize _transmut vartables
/
    - set up camer
    - cet up next set of samples to he c.artier as well
    - VOTE. use 2 cIrcular butters of I sample each for i and for Q
    */
```

```
it = ^carmer_l_iample:
H=cicarner_ I_sample
15 = ^cammer_Q_sampie.
15 = circarner_Q_sample.
m4=0.0.1.
uxij =^camer_1_sample:
um( tx_nex!_!_vampte_pu ) = axu:
uxu)= ^camer_(Q_sample
am(tx_next_Q_sample_fer)=axu
axu= %camer_i_sampie
uml tx_next_I_sample_length l = axu
Jmi tx_nex__Q_sample_lengch = uw 
1x0 = dmu tx_mun_camer_sumples)
dme 1x_num_samples := axu
xu' = OVERSAMPLING
fmi tx_next_num_samples : = axu.
AxO= POSITIVE_ONE:
Jme {x_I_vgn = axu:
Jm( (x_Q_sign ) = axt%:
Jmitx_next_I_stgn I= axu.
Jm( tx_next_Q_stgn ) =axu
3x0 = TRL'E:
dm( tx_l_sample_flag ) = axu
ax0 = FALSE:
dme (x_readv_for_more_rimmples_tlag )=ux0
1-
- copy NUM_PENDING_BITS_THRESHOLD over to vanable/flag
|
axU = NUM_PENDING_BITS_THRESHOLD.
um luse_num_pendine_outs_threshoidl = axu.
*
- set up sport clock
*
- seral clock = $000 buts/scc - ? charnels (I and Q) * OVERSAMPLING samples/bit
        = 8000* ? - 20
        = 320 000) samples/sec
.
-mann clock =96 MHz
- modulus = mann_clock / seral_clock
* = = 600000 / 320000
- = 30
- = 1.30
\ddots!
ax0 = 1-1.
um(SPORTO_C:LOCK_MODL'L.LS )=axU.
axO = 3() - 1.
Jm( SPORT0_RX_FS_MODLLLS 
```

```
Start serial pirno
.
* .... .... ::11 sermal word length - 1
* ........00 . .ata tormat UK)= nght justin}\mathrm{ zero fill MSBs
* ... ....1. . . mvert recelve frame sync
- ..... 1... . invert ranmit trame svac
* ....l ....... internal recenve frame sunc enabie
- ....O. ... .... internal transmit trame svac enabie
- .. 1.. .... . . transrrut irame svnc width
- ... I .. .... .. transmat trame sunc recuured
- . 1 ... ....... recerve trame sinc widih
1. .......... recelve trame sync required
* i.. ... ....... intemat semat clock generation
- 0.. .......... muluchannei enable
-
* 0111 11011100 11:1=0x7DCF
*
.xU = 1)x7dcf:
3m(SPORTO_CONTROL: = axu.
.
- enable senam portu
.
4x0 = ImI SYSTEM CONTROL )
ar = setbIt SERIALO_ENABLE_[BIT of axu:
drm SYSTEM_CONTROL ) = Ir:
r
* transrut dummy word out sernal por
•1
:2NU = (1)0,
1x0 =axu:
:
- reset transmut D/A mip tlop
-
reset fll.
nop.
set FLI:
*
- watt for data
"
call transma_ready _for_diea.
jump watt_for_uransmut_command:
transmut_readv_for_daw:
/*
* do we need to transmut Tx Ready_For_Data'
-!
ax0 = dma use_num_pendine_bils_threshold )
ay0}=(\textrm{mm}\mathrm{ tx_num_pend!ng__buts ):
ar = axu - ayu:
```

```
ff le rs:
*
- yes
.*
axU = TRANSMIT READY FOR_D.ATA.
call queue_s!gnar:
/*
* do not resend TX_READY FOR_DATA unul we receve more data
axU = 0
dme use_num_pendmg_bus_threshold I = axu
ris:
matualze _transmut sarrable,
*
- set up dara ouffer punnters
-/
10 = ^dan_butfer:
10= Cr dam_butfer:
|l = ^datn_buffer:
II = ¢r daw_hutfer:
m0 = 0) w.
/-
    - set tlags
*)
3\times0=1)\times(0000.
dmN Lx_readv_for_more . amples_flag ) = ax0.
dm( Lx_recerved_data _tlag) = axU.
dm\ Cx_num_pending_bits I =axu.
rts:
|..................................-....................................................
*
- calculate next_bil_sampies
**
calculate_nexi_hit_samples:
    *
    - update phase based on oldest bit
    * phase = phase + (cldest_htt ) | | |
    |
    ar = stbil OLDEST _BIT of srl:
    ar=1.
    if eq ar = .as:
    uyd = dme tx _phase r:
```

```
It=ar+ayl.
**
- phase = phase mod 4
-
NUO = 11%3:
ar = ar and avo:
dm( ix_phase ) = ar:
/
- do we need w) shift in a byte '
|
axu=dmt tx_num_bits_m_sm):
ur = pass axu:
if ne jump shitt_bis:
*
- is there another byte to shifit in'
\bullet!
axi = dmutx_num_pendine huts ,
ar= pass axi.
If le gumo iransmut compited.
!
- shafi in new nyic
\bullet/
sl=dm(II.m0).
sr= sr or Ishift st bv B(LO):
/-
- do we have & bits'
`
3v0 = 0.48:
ar=ax1 - avU;
if ge jump adlust .bll counts:
2yO=axi.
f
- adjust bil counts
*/
adjust_bit_counts:
drat Lx_num_bits_in_srV ) = avu:
ar=ax1 -avu:
dm( lx_num_pendin!_birs ) = ar:
/
- room for more data 
*/
call transmll_ready_for_dua:
hift bits
- shift bus
```

```
\because:
ir = \hift srl bv | (H)/:
r= sr or lshift si by 1 LOO:
*
- Jecrement bil counter
\bullet!
avO= dmi ix_num_bits_m_st) :
ar =avo-1.
dm! Ix_num_buts_n_sN ) = ar:
- alcuate oriset molol and Q rables
|
avo = inxt:
ar= sr | and ayv
myU = OVERSA.MPLING.
mr = ar mvo(Cl):
4xi = mru:
*
- decide which samples to play back based on phase and bit history
*/
mx0 = dmotx_phase ).
myO}=4
mr = nx0 * my0 (UU):
av0 = ^phase_data:
ss=mru+av();
17 = ar:
*
- ges I pornter
av0 = nm| 17.m4 ):
ar=ax! +av():
(imitx_next_l_sample_pur)=:ar.
/*
- ger Q pointer
ay0 = pm( 17.m4 )
ar =ax1 + av0;
drme tx_next_Q_sample_ptr ) = ar.
/-
- gerl sign
*/
avo = pms(17.m4 )
dm(tx_next_I_sign ) =avu.
*
* get() sign
\bullet
avt)= pm(17.m4 )
```



```
.-
- eet leng̣tas
- VOTE circular butfers must be aligned on audress
- boundres of 2^n words where n s the numoer of
- buts required to represent the butfer length.
- I.E. for lengh: 15 align on 16 word boundnes
- DTHERWISE: set tenght recisters to zero. consider
- the buffer as linear and there is no need to alien data.
*'
axU = OVERSA.MPLING
Jmi ix_nexi_num samples : = axu.
4xU = 0.
dmu (x_next___rampte_Jength )=axu.
dme tx_next_Q_sample_length l=axu:
*
- reset tlag̣s
*
AxU = FALSE.
dme tx_readv tor_more samples thae:=:a|l
jump wat_for_ransmu_command
transmit completed
#Ifdef TX_ZERO_SAMPLES
    **
    - ser up tinal zero samples
    * set up next set of samples to be zeroes as wetl
    *
    - NOTE: use I buffer ot I sample for I and tor U
    \because
    axu = *rero_s.umple:
    Ums tx_next_I_sampte_ptr) = axu:
    dms (x_next_Q_sample_ptr)=:axu.
    ax0= C; zero_sample.
    dm( (X_next_ ! sample_length ) =axu.
    (dml (x_next_Q_sample_length ) =axU:
    ax0 = 2.
    dmi tx_next_num_samples ) = axU:
    ax0 = POSITIVE_ONE:
    Jm( (x_nexi_I_sign ) = axu.
    dm( ex_nexi_Q_sign)=ax(0)
    ax0 = FALSE.
    dm(tx_readv_for_more_samples_llag ) = ax0:
walt_for_readv_tor_more samplesl.
    dcle:
```

```
axuj= dm(lx_readv_trs_more_sambles_1]ag :
ar = oass axu:
if eq fump walt__tor_readv_tor_more samplest.
axiJ = FALSE.
dmetx_ready_for_more_sumples_tiae I = axu
wan_for_reads for_more sumples?
    Idle:
axv = dmt tx_ready_for_more_sumples _tlag . .
as = pass axu.
if eq jump watt_ior_readv inr_more_sumple:=2
nendi
    MUO = TRANSMIT COMPLETED.
    拃 queue_sוgnal:
    iall stop_scrnal_port:
    jump wat_ior_dsp_command
stop_senal_port
    3xO = dme SYSTEM .CONTROL i.
    ar = cirbit SERIALO_ENABLE BIT of axu:
    dm( SYSTEM_(ONTROL ) =ar
    AXO = 1/XOOOO.
    DMI SPORTO_CONTROL =AXO.
    TS:
*
* SPORTO_ix_mterrupt
*
SPORTO_tx_interrupt:
    i"
    * enable secondary registers
    \bullet!
    ena scc_reg. dism_mode. cna as_sat.
    5*
    * transmat I or Q bit?
    -1
    3xU = Um| (x_1_sample_tligg :
    .r = pass axU:
```

```
"t eu iump transmut_Q_smpte
iransmut_i_*ample
*
    - calcuiate I and Q samples
*
mxu= nm( 15.m4 ).
mvo)= dme tx_Q_sign :
mx = dm( tx_scale factor ).
ayu= dme tx_Q_offset r:
mt = mxu * mvo (SS): •Q_sample=1) * Q_&!g %
mr =mx| * mt (SS): = * scale
If mv sat ms:
dr = mra +ayt; ;* +Q_cttsel *!
Jml tx_next_Q_sample ) = ur.
mvI = dmu ex_Q_fhase Iactor:.
mr=mrl* myi (SS):
mxu= pmint. mt .
mvu}={\mp@code{Iml (x_I_sign )
avu= dme ex_1_nffset )
mi=mxU* myv(SS): *I_sample =1 * I_sign *
mt=mxl•mf(SS): ..
```



```
mr=mr + mxU* mt (SS). +Q * Q_sign * scale * Q_phase *, %
myO}=|m| Ex_l_scale_fuctor )
ms=mul`mvu(SS); * • & scale !
my0}=m\mp@code{m}
mxU = POSITIVE_ONE:
```



```
If mv sat mr
ar =mrl + ayO: ;* +I_offset
`/
m0 = ar:
axU = FALSE
DM( :x_l_sample_flag ) = axu:
ru:
transmut_Q_sumple:
    ax0 = DMir ix_next Q_>ampie :
    1\times0 = axu:
    AxU = TRUE:
    DM(tx_\_sample_Hag ) = axv:
```

```
- fecrement number of samples lefi to de plaved
avo = DM(tx_num_samples :
ar}=\mathrm{ avev-1.
DMi 1x_num_samples : = ar:
* if more sampies then rti
if ne nl
*
* get nexi set of samples
*
|& = dm| (x_next_1_sampie_per :
it= dmi (x_next_1_sample_leneth ):
:5 = dmi tx_next_Q_sample_ptr I:
15 = dmi tx_next Q_sampie_leneth :
axU = D.M( ex_next_num_samples ::
DM(Ix_num_sampies )= axu:
axU = Um( ix_nexl_I_xign )
Jm( m_I_sign ) = uxU.
ax0 = dma tx_next_Q_sign I.
dm( Cx_Q_sign ) = axO:
*
- start mainline processine next bil
|
unO = TRUE:
D.M(tx_ready_for_more_s.amples_llag ) = ard:
n1:
```

ENDMOD:

1II. Main Code

| - DSP Man line code <br> - Herb Litle |
| :---: |
|  |  |
|  |  |
|  |  |

MODL2E/RAM/ABS=1) man_lune_bide.
\#define EXTER.NAL PORT
\#nclude <dsp.h>
Funder EXTER.AML
\#define EXTERNAL GLOBAL
\#include <dsp $h>$
\#undef EXTERNAL
PORT HMASK
VAR/DM IIIP_IJATAO SHADOW
VAR/DM IIIP_DATAI_SHADOW
VARJDM HIP_DATA2 SHADOW
VARJDM HIP_DSP_COMMAND_SHADOW
VAR/DM HIP_TIMER_SHADOW
VAR/DM HSR6_SHADOW
GLOBAL HIP_DATAO_SHADOW
GLOBAL HIP_DATAI_SHADOW
GLOBAL HIP_DATA2_SHADOW
GLOBAL HIP_DSP_COMMAND_SHADOW
GLOBAL HIP_TIMER_SHADOW:
GLOBAL IISR6_SHADOW
minclude "uspomd.h":
EXTERNAL SPORTO_ix_interrupt:
EXTERNAL sporil_rx_bandic.

- EXTERNAL umer _intertupl. *

EXTERNAL inutualize_transms:
EXTERNAL process_transmut_cummand.
EXTERNAL process_receive_command
EXTERNAL process_RSSI_command:
EXTERNAL process parameter _command:
EXTERNAL process_powerdown _command:
EXTERNAL process_delay_command
EXTERNAL slot_clock_period
EXTERNAL stop_slot_umer:
ENTRY process_dsp_command
ENTRY uat_lor_disp_command:
ENTRY' queue _signal:
CAR'DM/CIRC segnai_queuel KI

```
\.AR/DM u alune_1or_HIP_reau_tlag.
```
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```
DM SYSTEM_CDNTROL. I = axu:
4\lambda0 = 1/xu%00:
D.M(DM_WAITSTATE_CONTROL :=uxU:
*
- mimalize sport ()
*!
DM(SPORTO_CONTROL = axu:
DM/ SPORTO_TX_MULTICHANNEL_CONTROLO:= axU
DM: SPORTO_TX_MULTICHANNEL_CONTROL1 = axu
DM(SPORTO_RX_MULTICHANNEL CONTROLO)=:ax(1)
DM(SPORTO_RX_MULTICHANNEL_CONTROL!)= axU
DMI SPORTO_AU'TOBUFFER_CONTROL I = axu:
*
- mitualize sport I
*
DM: SPORTI (CONTROL : =axu.
OM SPORT:_AUTOBLFFER (ONTROL = axv:
/*
- Inualize the umer
-/
DM(TIMER_TPERIOD ) = axu:
DM(TIMER_TCOUNT ) = axu:
DM(TIMER_TSCALE )=axu;
/*
- enable HIP interrupts
*
* ... ....... .. 0 Host HDR0 Write (Datau)
c ...........). Host HDRIW'nte (Datal)
* ..........0.. Host HDR2 W'nte Data?)
- .. ....... I .. Host HDR3 Winte IDSP Command)
* .........U... Host HDR+W'rue IDSP Signalı
* .. ......).... Host HDRS Wrate, Timer!
- .....0 .... .. Host HDR0 Read (Data()
- ... .0 ........ Host HDRI Read (Datal)
* ... .0.. ...... Host HDR2 Read (Data))
- ... U... ... .... Host HDR3 Read (DSP Command)
- .. ........... Host HDR4 Read IDSP Stgnal)
* (0) ......... Host HDR5 Read (Timer)
*
* xx0l 0000 xxu() }1000=1)\times100
|
ax0 = 0x1008:
DM( H.MASK) = axU:
**
- enable interrupts
* ... ... .... ... Timer mterrupı
- ...... ...... Sport I recerve
* .......... O.. Sport I transmat
```

```
- ......jo sottware interruds
- ........0. . . sponurecesve
- ..... I.. ... Sport utransmet
. ...... 1..........ipread
* .....l ...... Hip ur:le
& ...U.......IRQ ?
* x x x x x x01 110000011= {(x) 1C?
.
IMASK=I.MASK VALLE.
=
* Inmalize tae different sections ot cude
-!
*all mmualıze_1ransmat
```



```
*
* process_dsp_cummand
* Vote: stacks must be reset by this pomm
.
```



```
/
- watl for command from the host
*/
walt_for dsp_command.
    Idle:
    . }x0=|\mp@code{m* HSR6 .SHADOW .
    ur= estbat HSR _DSP COMMAND BIT ol axU.
    1f eq Jump wialt_tor_dip_command:
process dsp_command
*
- HDR0 contanns the command bvie
|
\therefore= DM( HIP_DSP COMMAND_SHADOW )
/*
- get the command type
*
sr = tshift s: by HIP_DSP_COMMAND_SHIFT iLO):
,
* switch on command lipe
*!
ar = sIv - TRANSMIT_COMMAND.
if eq Jump process_cronsmut _command.
.r = sru - RECEIVE_COMMAND.
f eq Jump process receave_cummand:
```

```
nr= (\pi)}\mathrm{ -RSSI COMMAND
if eq jump process_RSSI _commnum
av= DELA)_COMMAND.
ur = sru - avu:
il eq jump process delav _command:
av= POW'ERDOWN_COMM&ND
s= su - avU:
f eq jump process powerdoun command:
ar = pass srv
if eq Jump process _parameter commanc:
*
- Invalid command
*
Jump war_for_dsp_command.
```



```
"
* queue _stgnal
- expects signal in axu
* uses secondarv regoster se: gor vasiables
*
```



```
queue vignal
dis ints:
*
    * are we wating tor the previlus signal to be read by host?
    *!
ena sec _reg:
ax| = dmi wasung_for_HIP_read_tlag !.
ur = pass axi
if ne jump siore_signal.
/*
    * no: write signal io HJP
*
axl=1.
dm( wasting_for_HIP_read_flag ) = axl:
dis sec_reg
Um( HIP_DSP_SIGNAL ) = axv:
set fl0:
ena mis:
r!s:
**
- ves: Save signal for later
\bullet!
store_signal
```

```
Hasec_res
|mo 16.mol=aku
ena mis:
TS.
```



```
*
* HIP wrme interrupt
```



```
HIP_:Inte_interrupt
*
- enable secondary registers
•/
ena sec _reg:
-
- save HIP registers
1\times1 = \mm HSRG :
Jm(HSR6_SHADOW)}=:a\times
axO = dm( HIP_DATAO ).
dm& HIP_DATAO_SHADOW I = :גU:
axU = dm: HIP_DATA1).
dm* HIP_DATAI_SHADOW I = axU.
axU = tm! HIP DATA2 ).
Jm\ HIP_DATA2_SHADOW : = uxU:
uxO = dmf HIP_DSP_COMMAND :
uv0 = 1%00ff:
ar=axU and avU,
Jm( HIP_ISSP_COMMAND_SHADOW i = ar.
rti,
```



```
*
- HIP read interrupt
```



```
HIP_read_interrupt:
    *
    - enable secondary registers
    -/
    ina sec_reç:
```

```
* theck signal queue lengln
axu = in:
avu=19:
ar = axU - avu:
if ne jump output_next_stenal.
**
* signal queve as empty
resel flo:
ax0 = 0
dm HIP_DSP_SIGNAAL ) = axu.
dmu waltug_for_H[P_rcad_tlag})=:axU
ma:
*
* signal queue is not empiy
utput_next signat:
axU = am( ) m m3 1.
dm( HIP_DSP_SIGNAL )=axi)
71:
```

ENDMOD

```
IV. Delav C'ode
    *-.n-r........-..........................................................................
*
- DSP Delav code
- Herb Litule
**
```



```
MODLLE/RAM Detav_ave:
#mciude Usph
minciude "uspemah".
anclude thip.h
CONST SPORTI ENABLE_BIT = 11
O
    - Detavs are specatied an multiples of 125 macroseconds
    *
CONST COLNT DEL.AY PILL STROBE = & - I mumeconds *
CONST COLNT DEL.AY PL.L. I.OCK = 2.f * 3 mulocconds *
EXTERNAL hextet full:
EXTERNAL process_dip_command.
EXTERNAL wat_lur_d\_command
EXTERNAL queue _"gnat.
EXTERNAL stop_sport stnal_pon:
ENTRY process delav_command
```



```
    -
    - process .jelav_cummand
```



```
    process delav_command
    |
        - reset command that we recetved
        \bullet!
        ax0 = 1)x0.
        DM(hip_dip_command_hadow: = uxU:
    /*
        * disable autobuffering
        !
        Um( SPORTl_ALTOBLFFER_(ONTROL ) = axU.
        *
        - start spon !
    •
        - ... ....... 1110 seral wiurd leneth - I
        : ........(t)... Jata formal Uut = reghe jusufy. zero lill MSBs
```



121

```
* ... ... 1.......inven tranmit trame ssnc
- ... ..1 ....... Intemal receve rrame sync enade
- .. ..O. ....... intemat transmut rrame svnc enable
* ... . 1.. ... .... transmit trame sine utdth
* ... 1.......... transmit frame svnc required
- ... ........... recenve trame sinc uidth
- .i. .... ... .... recenve frame sinc required
- I.. .... ... .... intemai senal clock generamon
* O... .... ... .... multichannei enable
-
* 01111101 1100 1110= 11x7dee
\because
AxU = 0) 7DCE.
JmI SPORTI CONTROL = =uw
*
* set up spon clock for 0.125 ms perrod
-
- delay =6 ms/0)125 ms
- = 48
.
-mann clock = ソ 6 MHz
* period =46000000*"000125
    =1200
!
aYI = COUNT_DELAY_PLL_LOCK - COUNT_DEL_HY_PLL_STROBE:
ax! = COUNT_DELAY_PPL_LOCK.
ax0=1.1.
dmi SPORT1 CLOCK .MODLLES ) = axO:
ax0 = 1200-1.
dm( SPORT1_RX_FS_MODLLL'S )=1xU:
*
- enable spor I
ax0 = dmI SYSTEM_CONTROL . 
ur = setbit SPORTI_ENABLE_BIT ul axU:
dm( SYSTEM_CONTROL I =AR.
/-
* stan transtruung command to DAC to read channel I
- Note: thus value is constantiv transmutted
\bullet!
1x0 = 0 x6000
TXI = ax0:
/*
- watt for command from the host
//
wan_for_delay_llmeout:
    ax0 = 0):
    dm(hextet_full ) =ax0:
    idle:
```

```
sxuj= DM/hip_dsp_command_shadow :
IT}=\textrm{P}+\textrm{SS}\textrm{axU
if eq Jump not_lemminate_delav
    call stop_sporl_senai_pon:
    jump process_dsp_command
    not_temunate_delav
    dxu = dml hextet_full )
    ar = pass axu:
    If ne jump check_lor_delav_t:meout:
jump uaut_ior_deiav_umeout.
Heck_for_uelav_lımeout:
1-
- sheck for strobe delay cumpieted
.
y=2xt\cdotuyl
if ne jump nor_pll_surobe_delav_ended.
    axO = DELAY_PLL_STROBE.
    call queue signal:
not_pll_strobe_delay_ended.
\bullet
- check tor tock delav compteled
•/
ar=axl-1.
2xl =ar:
if ne jump walt_for delav_tumeout
call stop_spont _seral _pur:
axO= DELAY_PLL_LOCK
call queue signal:
jump wall_for_dsp_command:
ENDMOD:
```

```
VODLLERAM
#ınciude "diop.n"
#nnctude "dspernd.h"
#include 'hiph
```



```
*
ENTRY' sport rx_handle: *intermpt service routune tor sponl rx e!
ENTRY process_recetve_command.
* zalls to herb s modules *:
\begin{tabular}{|c|c|}
\hline EXTERNAL & watt_for_dsp_command: \\
\hline EXTERNAL & itop_slut fimer. \\
\hline EXTERNAL & new_slot_value: \\
\hline EXTERNAL & update _stot_umer: \\
\hline EXTERNAL & process_dsp_command: \\
\hline GLOBAL & hextel_tull. \\
\hline CllOBAL & rssi_sample: \\
\hline \multicolumn{2}{|l|}{* calls trom decodedsp */} \\
\hline ENTRY & get_tiltered_sample. \\
\hline ENTRY & adjust_sampling_and_read_rssi. \\
\hline ENTRY & int_filter: \\
\hline \multicolumn{2}{|l|}{* calis to decode dsp */} \\
\hline EXTERNAL & star_decode: \\
\hline EXTERNAL & find_next head: \\
\hline \multicolumn{2}{|l|}{/ network id frame suncl for decode *!} \\
\hline EXTERNAL & network _ Id: \\
\hline \multicolumn{2}{|l|}{CONST SERIALI_ENABLE BIT \(=11\).} \\
\hline CONST & READ_AD_DESCRIMINATOR_H'ORD \(=1 \times 6000\) : \\
\hline CONST & READ_AD_RSSI_HORD \(=1,700 \%\) ) \\
\hline
\end{tabular}
CONST OVERSAMPLING = %:
VARJDM/CIRC hextel_buffer{OVERSAMPLING].
VAR/DM hexretiull.
VARJDM1 rssi_sample: /* for conttnuous rssi readings */
CONST PAST_SIZE = 36:
VAR/DM/CIRC past_sampies[PAST_SIZE]:
I.VIT past_samples: 0.4000.0\times4000.0x+000.0x+1)(0).0\times4000.0x4000.
                        0x4000.0x4000.0x40000.0x+1000.0x+4000.0x+4000.
                        0x4000.0x+()00.0x+400.0x+000.0x+()00.0x+()00.
                        0x4000.0x+000.0x+1000.0x+()00.0x+1)00.0x+4000.
                        0x4000.0x4(0)0.0x+4000.0x +()00.0x+4)00.0x+4000.
                        0x4000.0x+40\times0.0x.4000.0x+1000.0x+4000.0x+4000.
CONST FILTER_lENGTH = 24:
VAR/PM/CIRC iilter_response|FILTER_LE.VGTH|
INIT lilter_response:
```

$1 \times 455100.0 \times 005500.0 \times 0) 19900.0 \times 03 \mathrm{e} 700.0 \times 05 \mathrm{a} 100.0 \times 06 \mathrm{a} 500$



```
    ar =ar-x\times3:
    * test RECEIVE_NEXT_IIEAD *
    If eq jump lind_next_head
CONST xx4 = RECEIVE_START . RECEIVE_NEXT_HEAD:
    ar = ar - x x *:
    /* test RECEIVE_ST.ART *
    if eq jump initualize_receive:
    /* The command is unknown to the recenve code. Pass it to manline.*
    * restore the command - as we didnt processit. "/
    /* axU still contans the command ue were trymg to process */
    dmihip_dsp_command_stadu* = =.2u0:
    ax0 = dm| SYSTEM_CONTROL . F rx done. Disable sporti *:
    ar = cirbit senal I _enabie_but of axu
    dm( SYSTEM_CONTROL 1 = ،r:
    1\times0=0:
    dmt SPORTI_CONTROL I= axU.
    - exut the recerve code - /
    jump process_dsp_command:
```



```
loadframesync: I* exectue load frame s vnc command *:
    si = dmiHIP_DATA0).
    sr = lshift si by % (lo):
    a)0 = dmiH[P_DATAl).
    ar = srv or ayU);
    dm(network_(d) = ar:
    res: /"go back to where we came from. #!
```



```
intralize_receive
```



```
    /*..11...1.1..... = fx intemal frame sync. altemate framung, acuve iow *
    /*...110.1 ..... = tx extemal frame sync. altemate tramang. acuve low *:
    *.1............ = internal senal clock */
    /*............... = night justify. zero fill unused MBS' |,
    *...........1110 = is bit word length */
    1*0111110111001110=0)
    ax0 = 0x7DCE:
    dm(SPORTI_CONTROL) = axu: I* Internal clock. IS bit word length * 
                /* right jusufv, zero fill unused msb' */
    wx0=I-1 * Make y f Mhz SCLKl *
    dm{SPORT 1_CLOCK_MODLTLSS=axv: / from9 60MHz CLKIN *
    axO = 200-1. /* divide by 200 for 4x khz */
    dm(SPORT1_RX_FS_MODLLLS)=axu: * 6x oversampinge |l
    1*...00000 \ldots..U. = ix autobutterne disabled %/
```

```
    * ........u)000.I = rx autobutterine usine ummlo
    -30000000000000001 = wr0001
    */
    2xU=()\times(0N)|
    Im&SPORTI ALTOBLFFER CONTROLI=:axU:
    0=`hextet butfer: sel up nextet butfer *
    0}=
    mO=1
    axU = i)
    dmihextet fulll = uxu:
    axU = READ AU_DESCRIMINATOOR_HORD. * set up to read descrmmnator *!
    |x| = axu: : is tranmutled by detault a/
    dis M MODE. / configure MAC for i 15 arithmenc*:
    axO = DMI SYSTEM _CONTROL :. * enable spori 1 *
    3s = SETBIT SERIALI_E:VABLE_BIT HI axu
    dm| SY'STEM_CONTROL = = ar:
    call stop_slut_limer: * mitahze + \lambdaill old slots *!
    jump start_decode
```



```
* Wast for 6 new sampies and then retum -/
```



```
get hextel
    imask = 0: t begin critical section */
    1* check for new commands that mav have arrived. "!
    axO = dmihip_dsp_command_shadow )
    3r = pass ax0
    If eq Jump not_command:
        |mask = IMASSK_VALLE.
        call process_command dunne_recerve:
        ump get_hextet;
    not _command:
    ax0 = dmihextet full); f* is tifo empty" */
    3 = pass ax0:
    If ne jump got _new_hextet:
    * Note: Mantpulating mmask directlv instead of disabling interrupt. */
    * this is necessary. as manıpulatung mmask will disable interrupts for * 
    * one cycte. which will knock us out of idle mode if we enter It at a bad *f
    /* time.
    mask = IMASK _ VALLE
                                * end critucal secuon
    idle:
    ump get_hextet:
got new _hexte:
    mask = IMASK VALUE
    ax0 = 0;
    dm(texiet_fuld) = axu:
```

```
    call uncate slot_timer
    fts:
```



```
- interrupl service routune */
```



```
pori_rx_handie:
    ena sec_reg:
    ax0}=
    dmihexte:_full)=axu:
    **This insurucuon is oniv meamnetui when dumer continuous */
    * RSSI. Oherwise athas noetfect
    4mirssi_sample) = rxI.
    rti:
```



```
- Inualize tiller slate -/
```



```
mutrilter:
    1f = "past_sampies + FILTLR_IENGOTH - いNERS.A.IPLIN゙G.
    II = PAST_SIZE.
    ml=1
    12 = ^pasi_samples:
    I2 = PAST_SIZE:
    tts:
```



```
-Get one decamated sample
*/
--*
get_filtered_sampie
    /- get o bvies -/
    call get_textet:
    - truncate funk bits and scale () - 255 to 0-0.5535 *
    14 = *hextet_buffer:
    14=0
    m4=1.
    CNTK}=6
    se=8;
    si = dm(14.m4);
    /* this loop shifis the data left by 8*)
    do copy_loop unal ce:
        st = Ishift st (lo). st = dm(i4.mb)
copy_loop: dm(al.ml)= vru:
/* apply the fir filter by multiplying and accumulatang. */
-* this mulaples the data by 16384
*
\(14={ }^{\wedge}\) filter_response:
- 14 = 0 : already 0 :
:- \(\mathrm{m}^{4}=1\) : already •/
```

```
    _nu = FILTER_LE.NGTH.I
    mxu=dm(12.mf).myv=pm(14.m+1.mr=0).
    do filter_mac unul ce
```



```
    mr = mr + mxu * muvius::
    m2 = P.AST_SIZE - FILTER_IE.\GTH + OVERS.A.MPLING
    * restore or:gnnal indices *!
    modifini.m2):
    * retum vave in mri. with a range of 0 to 10384 *
    rts:
```



```
- Ad!ust the sampling point and get an rssi sample
* sampting udjusument factor is in sry)
djust sampline_and read_rssi
    - Sru contans number of samples to move decimatuon pount torward by *
    - the lower stu, the older the samples, we uset
    - sru contans number of sampies to adust by. Mis value Ml:ST be: "
    - in the range of -6 to + +,
    m2 = s % ;
    * modifvi2. the read point. bv adjustment factor */
    modify(iz.m2)
    3xU=12. /* read pornt *
    ayt = 11. /* write pornt*
    ar =avo - dxu:/" write point - read point "/
    /- wr could be in range of +l- PAST_SIZE buffer length. *:
    av0 = PAST_SLZE
    If It ar =ar + avU:
    ** ar now has a value tromU or P.AST SIZE-I *
    /* three possibilities
    |) FILTER_LENGTH-OVERS.AMPLING < = ar < MLTER LENGTH
        no adjustment necessarv
    2) FILTER LENGTH <=ar
        add OVERSAMPLING to read point
    3) ar <= FILTER_LENGTH-OVERSAMPLING
        subtrac! 0 from read porne
    |
    m2=0
    av0 = FILTER_LENGTH-OVERSA.MPLING
    at = ar - avO:
    if ge jump notl:
        ** ar <= FILTER_LENGTII-O\ERSAMPLING *
        m2 = \VERSAMPLING
    noti
    avO = FLTER_LENGTH.
```

```
    dt = ar - avu.
    Ith fump not2.
    **FILTER_LENGTH <=ar*
    m2 = OVERSA.MPLING
    not2:
    modify(12.m2):
    * busy wiul for autobuffer index to reach end of butter *:
    * note: not gomg into IDLE moce. and not responding. *
    /* to commands for up to 125 uS
    axO = ^hextet_hutfer + 1)VER S AMPLING-1.
    watt:
        av0}=:00
        ar = axU - dyu,
    If ne jump wart.
    /* switch charneis */
    ayo = READ_AD_RSSI WORD
    |x| = avul:
    * wall for nexi rx sample to te aquired -!
    wat2.
        ayv= (1).
        ar = axU - ayU.
    If eq jump want2:
    /* switch A/D back to reading the descmmmator output */
    ax0 = READ_AD_DESCRIM11:NATOR_WORD:
    |x| = ax0:
    /* save RSSI sample nto avu -/
    ay( = dmihexiet_buffer+(jVERSA.MPLING-1).
    ** fix rssa sample bv copying in sampte from atter it *!
    arO = dminexter_buffer:
    dmithextel_buffer+UVF.RSA.MPI,I.M(J-1) = axU:
    /* rssi sampie is retumed in A Y'0 *)
    rs:
ENDMOD.
/*
Index Register alocauon:
```



| Hi MAC index for FIR (reusable) moluply accumuiate ireusable: Hextet copy source (reusable) | Viways! | $1$ |
| :---: | :---: | :---: |
| SI Csed by FEC currection code I L'sed for bitsunc detect butfer |  | $1$ |
| 01 | 1 |  |
| $\because 1$ | i |  |

```
\I. Parameter Initilization Module
```



```
- DSP Parameter mntialization code
*
* Herb Litule
=
MODLLER.A.4 parameter_mnualization_code:
#nclude wp.h
#nclude "hap.n
#incluce "dspemd.h",
EXTERN'AL ualt_tor_dsp_command:
EXTERNAL queue signal:
ENTRY' process_parameter command.
```



```
*
* process_parameter_commanu
...........................................................................................
process_parameter_command:
```



```
    ax0 = 0 < 0.
    dmi HSR6_SHADOW I = ixU.
    axO= dmI HIP_DSP_COMMAND_SHADOW ,
    ar}=2\timesu-1
    if ne jump walt_for_dsp_command.
    axu=2.
    call queue_stgnal:
```



```
    jump walt_for_dsp_command:
ENDMOD:
```

VII. Powerdown Module

| - DSP Powerdown code <br> * Herb Litle |
| :---: |
|  |  |

MODLLE/RAM POWerdown_cude:
\#nclude dsp.t.
\#include "dspema h"
EXTERNiAL uall_for_dsp_command:
ENTRY process _powerdown_cummand:


```
process_powerdown_command:
    *
    * powerdown dsp
    axU = dm، SPORTl_ALTOBUFFER_CONTROL ,
    ar = serbic 13 of axu
    dm( SPORTI_AUTOBUFFER_CONTROL ) = ar:
    jump wan_for_dsp_command.
```

ENDMOD.

```
\III. RSSI Module
```



```
- DSP RSSI code
*
* Herb Little
.
MODULE/RAM RSSI_code:
#include "dsp.h"
#mclude "dspemd.h".
#include "hip.t"
CONST SPORTI_ENABLE_BIT = 11:
CONST INITIAL_DISCARD_SAMPLE_COUNT = 2:
CONST MAXIMUM_SAMPLE_COUNT = 255:
EXTERNAL hextet_tull:
EXIERNAL issi_sample.
EXTERNAL process_dsp_cummand:
EXTERNAL wast_for_dsp_command:
EXTERNAL queue_signal:
ENTRY process_RSSI_command:
ENIRY stop_sport_senal_por:
VAR/DM discard_sample_count:
VARJDM collected_sample_count:
```



```
*
    * process_RSSI_command
.
process_RSSI_cummand.
    set 12.
    1*
    * reset flags
    |
    ax0=0,
    dm( hextet_full ) = ax0:
    ax0 = INITIAL_DISCARD_SA.MPLE_COUNT:
    dm(discard_sample_count)=a\times0;
    3x0 = MAXIMUM_SAMPLE_COUNT:
    dm(collected_sample_count ) = axv:
    /*
    * initialize regıster vanables
    *
    - axl = number of samples
```

```
3WU = I.SW of accumulated sample
at = MSW o: accumulated sampie
*
- af is set to 0 since we do nor expect to need more than lo bits
- to store the aczumulated samples
*
2x1 = 1):
avu=0):
al=passu
jump validate_RSSI_command.
*
- watt for command from the host
-
uatt_for_RSSI_command
    idle:
    ax0 = cmm HSR6_SHADOW :
    ar = tsibit HSR_DSP_COMMAND _BIT ot axu:
    if ne gump validate_RSSI_command:
    jx0 = dmi hextet_rull ).
    ur = pass axu:
    if ne jump collect_RSSI_sample
    jump watt_for_RSSI_command:
validate RSSI_command:
/*
* reset HSR6
-/
2xO = 1)x0:
dm( HSR6_SHADOW ) =axU.
*
- fetch the command bvie
!
2x0 = dmt HIP_DSP_COMMAND_SHADOW;
/0
- swlich on command type
\cdot/
ayI = RSSI_START_COMMAND
ar = axO - ayl:
if eq jump stan_RSSI_command:
avI = RSSI_STOP_COMMA.ND
ar = axU-avi:
if eq jump stop_RSSI_cummand:
/
- invalid RSSI command
\bullet!
call stop_sport _senal_port:
resen t12:
```

```
nop:
yet tl2
nop:
reset 12:
jump process_dip_command.
```



```
*
* star__RSSI_cummand
*
```



```
star__RSSI_command:
I*
* disable autobuffering
*/
axO = 0.
um( SPORT1 AL'TOBLFFER _CONTROL I = axu.
I
* slar sport!
*
* .......... 1110 sersal word length - I
* ... ... .. 00 .... ل لata format (0 = right jusaty. zero filil MSBs
* .... ... . .. .... invert receive frame sync
* .... ... l. ..... Invert tranmit frame svnc
* ......l ... .... intemal recesve trame sync enable
* ... O........ intemal transmut frame sync enable
- ... . l. ... .... Uransmut frame sync width
* .... L... ....... transmat frame sync requured
* ...l .......... recerve frame sync width
* ..1. ........... receive frame sync required
* .1.. ... ....... intemal senal clock generation
- 0.............. muluchannel enable
*
* 0111 1101 1100 1110= 1)x7dce
\bullet!
3xv = 0x7DCE:
dm(SPORTI_CONTROL) = ax0:
/*
* set up sport clock
*
- sample rate = 500 bits/sec
*
- masn clock =96 MHz
*
* modulus = mann_clock / sample_rate
- =9600000/500
* = 19200
*/
3xO = : . 1
dm( SPORT1_CLOCK_MODULL'S )=axU.
2xU=19200 - 1:
```

```
Jm| SPORTl_RX_FS_MODLLL'S : = axU:
*
* enable spor: 
%
3x0 = dm! SYSTEM CONTROL .
ar = setbu SPORT! ENABBLE_BIT of axU;
dm| SYSTEM_CONTROL I=AR:
/*
    * stan transnuunge command to DAC to read channel I
    - Vote: thas value is constantlv transmitted
*/
ax0 = 0, %7000:
TXI = axU:
jump walt_for_RSSI_command:
```



```
*
- sIop_RSSI_command
*
*-..........................
stop_RSSI_command.
    reset il?.
    call stop_sport l_semal_por:
1.
    - divide accumulated RSSI values by number ot samples
    - axl = divisor (number of samples)
    * af =MSW ot dividend (0)
    -2v0 = LSW of divided (accumulated RSSI value)
    - ayu wili concars quotien
    |
    ASTAT = 0.
    dmi HIP_DATA2 )= ax1 : !* put # of samples in HDR2 *!
    /*
    - for integer divides we need to shift the dividend left one bil
    - AF.AYO = AYO <<1
    |
    si= avO;
    sr = {shift si bv | (LO):
    ay0 = cru:
    af = pass srl:
    CNTR = 16:
    do divide loop untul ce:
divide luop: diva axl:
    **
    - write youent to HIP
```

```
*
dm| HIP_DATAO : = uv:
a\times0 = cmerr rss__sample :. * put newest sample in HDRI *'
dm| HIP_DATA : = axU:
ax0̈=RSSI_COMPLETED.
call queue_signal:
jump wall_for_dsp_command.
*************************-***-***************************************
-
* collect_RSSI_sample
-
collect_RSSI_sample:
    toggle ก2:
    1*
    * reset flag indicating new sample
    */
    ax0 = 0.
    DM/hextet full) = axu:
1-
    ax0 = dmildiscard _sample_count )
    ar=ax0 - 1.
    If eq jump ge!_new_s.ample:
    dm(discard_sample_count ) = ar.
    jump watt_tor_RSSI_command
!
get_new_sample:
%
    * only collect 255 samples maxımum
    \bullet!
    ax0 = dm(collected_sample_count I.
    ar =ax0 - 1.
    if eq Jump wart_for_RSSI_cummand:
    dm( collected_sample_count ) = :r
/*
* get new sample
*
ax0=dmi rss)_sample :
ay1 =255;
ar = ax0 and av!
*
```

```
ascumulate new cample
*
ar=as + ayu:
avu=ar:
**
- increment number or samples
|
ar =axl + !.
axl=ar:
jump was_for_RSSI_command:
```

'

- stop_sportl_senal_pon
..
top_sporit_enal_pion:
ax0 = dmi S YSTEM_CONTROL :
ar = clrbir SPORTI_ENABLE_BIT of $a \times u$.
$\mathrm{dm}\left(\mathrm{SYSTEM}_{-}\right.$CONTROL $)=a \times 0$ :
$a \times 0=0$.
dme SPORTI CONTROL $1=a \times 0$ :
ris:

ENDMOD.
IX. Timer Code Module for slot clock timing



```
- This rouune is called B000 tumes per second uhile recenve is acuve.
```



```
update _stot_umer
    axU = dmicounidoum)
    ar= pass ax0:
    If eq तrs:
    ar =axu-1.
    dmicounidowni=ar.
    if ne rts:
    /= counter has just counted down to zero. Time tor slot cluck ume' '/
    ax0 = RECEIVED_SLOT_CLOCK.
    call queue signal:
    ax0 = dmisiot_count_start):
    dmicountdown! = ax0:
    rs:
```





```
new_siot_value:
    st = dmiHIP_TIMER ).
    sr=1shift sl by ठ (lo). T convert to multiples of 8 khz
    sr= Ishuft sru by - : (lo):/` while truncaung unwanted buts with -/
        1/ the shifter
                            *
    dmislot_coumt_start = \r):
    rts:
ENDMOD.
```

We claim:

1. A wireless radio modem for transferring data between a host data processing device and a remote data processing device or a data transmission/reception network station comprising:
(a) transmission/reception means for transferring data at radio frequencies between the host data processing device and at least one of the remote data processing device and the data transmission/reception network station; and
(b) modulation/demodulation means, wherein the modulation/demodulation means comprises
i. means for demodulating data received from the transmission/reception means; and
ii. means for modulating data generated by the host data processing device;
wherein the means for demodulating data includes frequency discrimination means for discriminating at a high intermediate frequency digital data signal states expressed in a signal of interest received from the transmission/reception means and the means for modulating data includes a digital signal processor with a waveform transition lookup table for storing a set of precomputed waveform segments that are pieced together by the digital signal processor to form a modulated waveform.
2. The wireless radio modem of claim 1 wherein the transmission/reception means and the modulation/ demodulation means are together physically enclosed within the host data processing device.
3. The wireless radio modem of claim 1 , wherein the frequency discrimination means includes one or more electronically-coupled piezoelectric phase-shift devices.
4. The wireless radio modem of claim 1 , wherein the means for demodulating data includes a single-step downconverter connected between the transmission/reception means and the frequency discrimination means, for converting the signal of interest from a reception frequency to the high intermediate frequency in a single-step.
5. The wireless radio modem of claim 1, wherein the modulation/demodulation means operates at frequencies outside the host data processing device internal circuitry operational frequency range.
6. The wireless radio modem of claim 1 , wherein the precalculated waveform segments represent baseband modulated data.
7. The wireless radio modem of claim 6. wherein the means for modulating data includes a baseband modulator connected to the digital signal processor for converting the precalculated waveform segments into an analog modulated signal.
8. The wireless radio modem of claim 1, wherein the precalculated waveform segments represent in-phase and quadrature phase modulated data.
9. The wireless radio modem of claim 8, wherein the means for modulating data includes a quadrature modulator connected to the digital signal processor for converting the precalculated waveform segments into an analog modulated signal.
10. A microprocessor-less radio modem for use in conjunction with a computing device containing one or more microprocessors, wherein at least one of the one or more
microprocessors of the computing device is utilized to establish communications between the computing device and one or more remote communications devices. the microprocessor-less radio modem comprising:
(a) a receiver for the receipt of one or more received signals from one or more of the one or more remote communications devices;
(b) a transmitter for transmitting data to one or more of the one or more remote communications devices; and
(c) a demodulator for demodulating data received via the receiver the demodulator comprising:
i. frequency conversion elements that perform a single conversion of at least one of the one or more received radio signals from its reception frequency to an intermediate data discrimination frequency; and
ii. discrimination elements that perform frequency discrimination at an intermediate data discrimination frequency, wherein the discrimination elements include one or more electronically-coupled piezoelectric phase-shift devices that retrieve baseband information from the received radio signals.
11. The microprocessor-less radio modem of claim 10. wherein the frequency conversion elements and the discrimination elements operate at frequencies outside a given operational frequency range of the computing device internal circuitry range.
12. A method for assembling waveforms from precomputed wave segments for transforming digital data into a modulated waveform based upon the waveforms so precomputed and assembled. and the digital data received. wherein the precomputed waveform segments represent in-phase and quadrature phase modulated data. the method comprising the steps of:
(a) pre-calculating the effect of a digital multibit transmission stream on a waveform shape associated with one or more particular bits contained within the digital multibit transmission stream to create a set of the precomputed waveform segments; wherein the precalculating step includes the steps of:
i. generating a set of baseband modulated waveform segments;
ii. accumulating the phase change of the baseband modulated waveform segments to form phase accumulated data; and
iii. calculating the sine and cosine of the phase accumulated data to form the in-phase and quadrature phase modulated precomputed waveform segments;
(b) storing the set of precomputed waveform segments in a look-up table;
(c) receiving digital data; and
(d) transforming the digital data into a modulated waveform by;
i. retrieving the appropriate waveform segments from the look-up table that are associated with the data;
ii. assembling the waveform segments retrieved into a waveform;
iii. and transmitting the waveform to a remote data receiver.
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