PTO/SB/57 (09-16)

Approved for use through 09/30/2018. OMB 0651-0064

U.S. Patent and Trademark Office; U.S. DEPARTMENT OF COMMERCE

Under the Paperwork Reduction Act of 1995, no persons are required to respond to a collection of information unless it displays a valid OMB control number.

(Also referred to as FORM PTO-1465)

REQUEST FOR EX PARTE REEXAMINATION TRANSMITTAL FORM

Address to:

Mail Stop Ex Parte Reexam

Commissioner for Patents Attorney Docket No.:
P.O. Box 1450

Alexandria, VA 22313-1450 Date: 05-16-2018

1. This is a request for ex parte reexamination pursuant to 37 CFR 1.510 of patent number 9104842
issued 08-11-2015 . The request is made by:

|:| patent owner. third party requester.

2. The name and address of the person requesting reexamination is:
Fisch Sigler LLP

5301 Wisconsin Avenue, NW, Fourth Floor
Washington, DC 20015

3. Requester asserts [_]small entity status (37 CFR 1.27) or [_] certifies micro entity status (37 CFR 1.29). Only a
patent owner requester can certify micro entity status. Form PTO/SB/15A or B must be attached to certify micro
entity status.

4. |:| a. A check in the amount of $ is enclosed to cover the reexamination fee, 37 CFR 1.20(c)(1);

|:| b. The Director is hereby authorized to charge the fee as set forth in 37 CFR 1.20(c)(1)
to Deposit Account No. ;

c. Payment by credit card. Form PTO-2038 is attached; or
d. Payment made via EFS-Web.

5. Any refund should be made by [/ ]check or Dcredit to Deposit Account No.
37 CFR 1.26(c). If payment is made by credit card, refund must be to credit card account.

6. A copy of the patent to be reexamined having a double column format on one side of a separate paper is
enclosed. 37 CFR 1.510(b)(4).

7. |:| CD-ROM or CD-R in duplicate, Computer Program (Appendix) or large table
D Landscape Table on CD

8. I:I Nucleotide and/or Amino Acid Sequence Submission
If applicable, items a. — c. are required.

a.[] Computer Readable Form (CRF)
b. Specification Sequence Listing on:
i. [] CD-ROM (2 copies) or CD-R (2 copies); or
i. 1 paper
c.[] Statements verifying identity of above copies
9. |:| A copy of any disclaimer, certificate of correction or reexamination certificate issued in the patent is included.

10. Reexamination of claim(s) 11,12, 13, and 14 is requested.

11. A copy of every patent or printed publication relied upon is submitted herewith including a listing thereof on
Form PTO/SB/08, PTO-1449, or equivalent.

12. |:| An English language translation of all necessary and pertinent non-English language patents and/or printed
publications is included.

[Page 1 of 2]
This collection of information is required by 37 CFR 1.510. The information is required to obtain or retain a benefit by the public which is to file (and by the USPTO
to process) a request for reexamination. Confidentiality is governed by 35 U.S.C. 122 and 37 CFR 1.11 and 1.14. This collection is estimated to take 18 minutes to
complete, including gathering, preparing, and submitting the completed application form to the USPTO. Time will vary depending upon the individual case. Any
comments on the amount of time you require to complete this form and/or suggestions for reducing this burden, should be sent to the Chief Information Officer,
U.S. Patent and Trademark Office, U.S. Department of Commerce, P.O. Box 1450, Alexandria, VA 22313-1450. DO NOT SEND FEES OR COMPLETED FORMS
TO THIS ADDRESS. SEND TO: Mail Stop Ex Parte Reexam, Commissioner for Patents, P.O. Box 1450, Alexandria, VA 22313-1450.
If you need assistance in completing the form, call 1-800-PT0-9199 and select option 2.
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PTO/SB/57 (09-16)

Approved for use through 09/30/2018. OMB 0651-0064

U.S. Patent and Trademark Office; U.S. DEPARTMENT OF COMMERCE

Under the Paperwork Reduction Act of 1995, no persons are required to respond to a collection of information unless it displays a valid OMB control number.

13. The attached detailed request includes at least the following items:

a. A statement identifying each substantial new question of patentability based on prior patents and printed
publications. 37 CFR 1.510(b)(1).

b. An identification of every claim for which reexamination is requested, and a detailed explanation of the pertinency
and manner of applying the cited art to every claim for which reexamination is requested. 37 CFR 1.510(b)(2).

14. [l A proposed amendment is included (only where the patent owner is the requester). 37 CFR 1.510(e).

15. It is certified that the statutory estoppel provisions of 35 U.S.C. 315(e)(1) or 35 U.S.C. 325(e)(1) do not prohibit
requester from filing this ex parte reexamination request. 37 CFR 1.510(b)(6).

16. a. It is certified that a copy of this request (if filed by other than the patent owner) has been served in its entirety on
the patent owner as provided in 37 CFR 1.33(c).
The name and address of the party served and the date of service are:

Wistaria Trading LTD
Clarendon House, 2 Church Street, Hamilton HM 11, Bermuda

Date of Service: May 16, 2018 ; or

|:| b. A duplicate copy is enclosed since service on patent owner was not possible. An explanation of the efforts
made to serve patent owner is attached. See MPEP 2220.

17. Correspondence Address: Direct all communication about the reexamination to:

|:| The address associated with Customer Number:

OR

-
L ol Name  Fisch Sigler, LLP

Address

City State Zip
Washington DC 20015
Country

United States

Telephone Email

(202) 362-3524 Joe.Edell@fischllp.com

18. The patent is currently the subject of the following concurrent proceeding(s):
[] a. Copending reissue Application No.
[] b. Copending reexamination Control No.
[J ¢ Copending Interference No.

d. Copending litigation styled:
Blue Spike, LLC v. Juniper Networks, Inc., 6:17-cv-00016-KNM (ED. Tex. 2017)

WARNING: Information on this form may become public. Credit card information should not be
included on this form. Provide credit card information and authorization on PTO-2038.

/Joseph F. Edell/ 05-16-2018
Authorized Signature Date
Joseph F. Edell 67,625 [] For Patent Owner Requester
Typed/Printed Name Registration No.
For Third Party Requester
[Page 2 of 2]
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Privacy Act Statement

The Privacy Act of 1974 (P.L. 93-579) requires that you be given certain information in connection with your
submission of the attached form related to a patent application or patent. Accordingly, pursuant to the requirements of
the Act, please be advised that: (1) the general authority for the collection of this information is 35 U.S.C. 2(b)(2); (2)
furnishing of the information solicited is voluntary; and (3) the principal purpose for which the information is used by the
U.S. Patent and Trademark Office is to process and/or examine your submission related to a patent application or
patent. If you do not furnish the requested information, the U.S. Patent and Trademark Office may not be able to
process and/or examine your submission, which may result in termination of proceedings or abandonment of the
application or expiration of the patent.

The information provided by you in this form will be subject to the following routine uses:

1. The information on this form will be treated confidentially to the extent allowed under the Freedom of
Information Act (5 U.S.C. 5652) and the Privacy Act (5 U.S.C 552a). Records from this system of records may
be disclosed to the Department of Justice to determine whether disclosure of these records is required by the
Freedom of Information Act.

2. Arecord from this system of records may be disclosed, as a routine use, in the course of presenting evidence
to a court, magistrate, or administrative tribunal, including disclosures to opposing counsel in the course of
settlement negotiations.

3. Arecord in this system of records may be disclosed, as a routine use, to a Member of Congress submitting a
request involving an individual, to whom the record pertains, when the individual has requested assistance from
the Member with respect to the subject matter of the record.

4. A record in this system of records may be disclosed, as a routine use, to a contractor of the Agency having
need for the information in order to perform a contract. Recipients of information shall be required to comply
with the requirements of the Privacy Act of 1974, as amended, pursuant to 5 U.S.C. 552a(m).

5. A record related to an International Application filed under the Patent Cooperation Treaty in this system of
records may be disclosed, as a routine use, to the International Bureau of the World Intellectual Property
Organization, pursuant to the Patent Cooperation Treaty.

6. A record in this system of records may be disclosed, as a routine use, to another federal agency for purposes
of National Security review (35 U.S.C. 181) and for review pursuant to the Atomic Energy Act (42 U.S.C.
218(c)).

7. A record from this system of records may be disclosed, as a routine use, to the Administrator, General
Services, or his/her designee, during an inspection of records conducted by GSA as part of that agency’s
responsibility to recommend improvements in records management practices and programs, under authority of
44 U.S.C. 2904 and 2906. Such disclosure shall be made in accordance with the GSA regulations governing
inspection of records for this purpose, and any other relevant (ie., GSA or Commerce) directive. Such
disclosure shall not be used to make determinations about individuals.

8. Arecord from this system of records may be disclosed, as a routine use, to the public after either publication of
the application pursuant to 35 U.S.C. 122(b) or issuance of a patent pursuant to 35 U.S.C. 151. Further, a
record may be disclosed, subject to the limitations of 37 CFR 1.14, as a routine use, to the public if the record
was filed in an application which became abandoned or in which the proceedings were terminated and which
application is referenced by either a published application, an application open to public inspection or an issued
patent.

9. A record from this system of records may be disclosed, as a routine use, to a Federal, State, or local law
enforcement agency, if the USPTO becomes aware of a violation or potential violation of law or regulation.
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IN THE UNITED STATES PATENT AND TRADEMARK OFFICE

United States Patent No.: 9,104,842
Inventors: Scott A. Moskowitz
Formerly Application No.: 11/895,388
Issue Date: ~ August 11, 2015

Filing Date:  August 24, 2007
Former Examiner: Izzuna Okeke
Former Group Art Unit: 2497

For: DATA PROTECTION METHOD AND DEVICE

MAIL STOP EX PARTE REEXAM
Central Reexamination Unit

Office of Patent Legal Administration
Commissioner for Patents

P.O. Box 1450

Alexandria, VA 22313-1450

CERTIFICATE OF SERVICE

It is certified that, pursuant to 37 C.F.R. § 1.510(b)(5), copies of the following documents
have been served in their entireties on the patent owner at the correspondence address of record
as provide for in 37 C.F.R. § 1.33(c):

1. Request for Ex Parte Reexamination of U.S. Patent No. 9,104,842 Transmittal Form,
PTO/SB/57.

2. Request for Ex Parte Reexamination of U.S. Patent No. 9,104,842 Pursuant to 35 U.S.C. §
302 and 37 C.F.R. § 1.510 and accompanying exhibits:

Exhibit 1 U.S. Patent No. 9,104,842 (“the ‘842 patent™)

Exhibit2  File History of U.S. Patent No. 9,104,842 (“the *842 Prosecution History™)
(other than the prior art of record) (consecutive page numbers added for ease of
citation)

Prior Art

Exhibit3  U.S. Patent No. 5,933,497 (“Beetcher”)

Exhibit4  JP Patent No. 05-334702 (“Beetcher™)

Exhibit 5  JP Patent No. 05-334702 Translation (“Beetcher Translation™)
Exhibit 6  International Application No. W09,726,732 (“Cooperman’)
Exhibit 7  U.S. Patent No. 5,935,243 (“Hasebe™)

DISH-Blue Spike 842
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Exhibit8  [INTENTIONALLY LEFT BLANK]

Expert Materials

Exhibit9  Declaration of Claudio T. Silva In Support of Request for Ex Parte
Reexamination of U.S. Patent No. 9,104,842

Exhibit 10  Curriculum Vitae of Claudio T. Silva

Claim Charts

Exhibit 11  Blue Spike LL.C’s Proposed Terms for Construction for U.S. Patent 9,104,842
(“the *842 patent™) Blue Spike, LLC. v. Juniper Networks, Inc., Case No. Case
No. 6:17-cv-00016-KNM (EDTX)

3. Information Disclosure Statement, PTO/SB/08, listing references cited in the Request for Ex
Parte Reexamination of U.S. Patent No. 9,104,842 pursuant to 35 U.S.C. § 302 and 37
C.F.R. §1.510

4. A copy of U.S. Patent No. 9,104,842.
5. A copy of this Certificate of Service.

The copies have been served on May 16, 2018 by causing the aforementioned documents
to be deposited in the United States Postal Service as first class mail postage pre-paid in an
envelope addressed to:

Wistaria Trading LTD,

Calrendon House, 2 Church Street
Hamilton HM 11

Bermuda

Blue Spike, LLC
Garteiser Honea
119 W Ferguson
Tyler, TX 75702

Neifeld TP Law, PC

5400 Shawnee Road

Suite 310

Alexandria, VA 22312-2300
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May 16, 2018

Requester:
Fisch Sigler LLP

5301 Wisconsin Ave. NW
Fourth Floor
Washington, DC 200015

[Joseph F. Edell/

Joseph F. Edell

Attorney for Requester

Reg. No. 67,625
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Electronic Patent Application Fee Transmittal

Application Number:

Filing Date:

Title of Invention: DATA PROTECTION METHOD AND DEVICE
First Named Inventor/Applicant Name: Scott Moskowitz

Filer: Joseph Edell

Attorney Docket Number:

Filed as Large Entity

Filing Fees for ex parte reexam

Description Fee Code Quantity Amount Suz-;'g(t;)l in
Basic Filing:
EX PARTE REEXAMINATION (1.510(A)) NON-STREAMLINED 1812 1 12000 12000
Pages:
Claims:

Miscellaneous-Filing:

Petition:

Patent-Appeals-and-Interference:

Post-Allowance-and-Post-Issuance:

DISH-Blue Spike 842
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Description Fee Code Quantity Amount Suz-s'l'g(t;)l in
Extension-of-Time:
Miscellaneous:
Total in USD ($) 12000
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Electronic Acknowledgement Receipt

EFS ID: 32645771
Application Number: 90014138
International Application Number:
Confirmation Number: 7638

Title of Invention:

DATA PROTECTION METHOD AND DEVICE

First Named Inventor/Applicant Name:

Scott Moskowitz

Correspondence Address:

Joseph F. Edell

5301 Wisconsin Avenue NW

Washington DC 20015
us -
Filer: Joseph Edell
Filer Authorized By:
Attorney Docket Number:
Receipt Date: 16-MAY-2018
Filing Date:
Time Stamp: 18:42:59

Application Type:

Reexam (Third Party)

Payment information:

Submitted with Payment yes
Payment Type CARD
Payment was successfully received in RAM $12000

DISH-Blue Spike 842
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RAM confirmation Number

051718INTEFSW18464300

Deposit Account

Authorized User

The Director of the USPTO is hereby authorized to charge indicated fees and credit any overpayment as follows:

File Listing:
Document Document Description File Name File Slze(Bg{tes)l Mu“'. .Pages
Number Message Digest | Part/.zip| (if appl.)
118072
1 Application Data Sheet WebADS.pdf no 7
69095c289f22e27891a2eba563449f2b63f2)
dbc4
Warnings:
Information:
9778204
) Reexam - Affidavit/Decl/Exhibit Filed by Request.pdf no 129
3rd Party
00796b026a25ae1f7657a06a7f48615b5780)
Warnings:
Information:
3314824
3 Reexam - Affidavit/Decl/Exhibit Filed by Exhibit1.pdf no Y
3rd Party
eB8acacc5b481e9achcf3786bcf3a0276ae8|
2a75
Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:
1821085
4 Reexam - Affidavit/Decl/Exhibit Filed by Exhibit3.pdf no 20
3rd Party
dfd01b4ea3a4794f3d85875e166edfeb9cod
Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

DISH-Blue Spike 842
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1848899

Reexam - Affidavit/Decl/Exhibit Filed by

3rd Party Exhibit4.pdf no 21

979e6c2347a99bb2d73a5c32982feb18ebi
c6b22

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

2545083

Reexam - Affidavit/Decl/Exhibit Filed by

3rd Party Exhibit5.pdf no 20

a13b232d3f94af4fe5d924d29fabbd9easéd|

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

1599448

Reexam - Affidavit/Decl/Exhibit Filed by

3rd Party Exhibit6.pdf no 23

3a9c1e141e15472429861731665b7d74911)
8135f

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:
1463313
8 Reexam - Affidavit/Decl/Exhibit Filed by Exhibit7.pdf no 15
3rd Party
bdbb3dfdSb355e25f8aed 1a4762673f1d8e
46436
Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

9008

Reexam - Affidavit/Decl/Exhibit Filed by

3rd Party Exhibit8.pdf no 2

5f7ad6b36fea2ad4234b760c801f7ee023ca)|
e683

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

4774536

Reexam - Affidavit/Decl/Exhibit Filed by

10 3rd Party

Exhibit9.pdf no 128

115478734b8b236254506c66735de6f5212)
15fc0

Warnings:
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Information:

4060940

Reexam - Affidavit/Decl/Exhibit Filed by

1 3rd Party

Exhibit10.pdf no 39

e537f7ab45da08718e43d29859017dff7857]
72e9

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:
7568429
12 Reexam - Affidavit/Decl/Exhibit Filed by Exhibit11.pdf no 62
3rd Party
cef8b6d11d31d161a891597075b6f61455c|
616e3
Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

330957
Information Disclosure Statement (IDS)
. no 4
13 Form (SBOS) IDS.pdf
b7638d3415f4a62f12d54814e4acef8as63ffl
bed

Warnings:

Information:

This is not an USPTO supplied IDS fillable form

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

318599

14 Transmittal of New Application TF.pdf no 3

dd247fdeb9fc602f0cb715d79004b6426e9
74ab7

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:

121696

Reexam - Affidavit/Decl/Exhibit Filed by

= 3rd Party

COS.pdf no 3

c59f1ac39bcb8ce2d2db4f03c66650dab2bt
Oe38

Warnings:

The page size in the PDF is too large. The pages should be 8.5 x 11 or A4. If this PDF is submitted, the pages will be resized upon entry into the
Image File Wrapper and may affect subsequent processing

Information:
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17144565

Reexam - Affidavit/Decl/Exhibit Filed by

16 3rd Party

Exhibit2P1.pdf no 478

31d0b2094983e85c1a7b0974c3e07d21cad|

2a26a

Warnings:

Information:

12839391

Reexam - Affidavit/Decl/Exhibit Filed by

7 3rd Party

Exhibit2P2.pdf no 481

808d7ebdbB05a9e294897e85b205441ec6
a8ladf

Warnings:

Information:

29589

18 Fee Worksheet (SB06) fee-info.pdf no 2

aBad2eac018546a3dfc8074a51e83e7bafSa)
abc7

Warnings:

Information:

Total Files Size (in bytes)* 69686638

This Acknowledgement Receipt evidences receipt on the noted date by the USPTO of the indicated documents,
characterized by the applicant, and including page counts, where applicable. It serves as evidence of receipt similar to a
Post Card, as described in MPEP 503.

New Applications Under 35 U.S.C. 111

If a new application is being filed and the application includes the necessary components for a filing date (see 37 CFR
1.53(b)-(d) and MPEP 506), a Filing Receipt (37 CFR 1.54) will be issued in due course and the date shown on this
Acknowledgement Receipt will establish the filing date of the application.

National Stage of an International Application under 35 U.S.C. 371

If a timely submission to enter the national stage of an international application is compliant with the conditions of 35
U.S.C. 371 and other applicable requirements a Form PCT/DO/EO/903 indicating acceptance of the application as a
national stage submission under 35 U.S.C. 371 will be issued in addition to the Filing Receipt, in due course.

New International Application Filed with the USPTO as a Receiving Office

If a new international application is being filed and the international application includes the necessary components for
an international filing date (see PCT Article 11 and MPEP 1810), a Notification of the International Application Number
and of the International Filing Date (Form PCT/RO/105) will be issued in due course, subject to prescriptions concerning
national security, and the date shown on this Acknowledgement Receipt will establish the international filing date of
the application.

DISH-Blue Spike 842
Exhibit 1005, Page 0013




PTO/AIA/14
U.S. Patent and Trademark Office; U.S. DEPARTMENT OF COMMERCE

.. Attorney Docket Number
Application Data Sheet37 CFR1.76

Application Number

Title of Invention DATA PROTECTION METHOD AND DEVICE

The application data sheet is part of the provisional or nonprovisional application for which it is being submitted. The following form contains the
bibliographic data arranged in a format specified by the United States Patent and Trademark Office as outlined in 37 CFR 1.76.

This document may be completed electronically and submitted to the Office in electronic format using the Electronic Filing System (EFS) or the document
may be printed and included in a paper filed application.

Secrecy Order 37 CFR 5.2:

Portions or all of the application associated with this Application Data Sheet may fall under a Secrecy Order pursuant to 37
[ CFR 5.2 (Paper filers only. Applications that fall under Secrecy Order may not be filed electronically.)

Inventor Information:

Inventor 1

Legal Name
Prefix| Given Name Middle Name Family Name Suffix
Scott Moskowitz
Residence Information (Select One) {®) US Residency (O Non US Residency (O Active US Military Service
City | Sunnylsles Beach ‘ State/Province ‘ FL | Country of Residence il ous

Mailing Address of Inventor:

Address 1 16711 Collins Avenue #2505
Address 2

City Sunny Isles Beach | State/Province | DC
Postal Code | 20015 | Country i | us

All Inventors Must Be Listed - Additional Inventor Information blocks may be generated

within this form by selecting the Add button.

Correspondence Information:

Enter either Customer Number or complete the Correspondence Information section below.
For further information see 37 CFR 1.33(a).

[X] An Address is being provided for the correspondence Information of this application.

Name 1 Joseph F. Edell Name 2

Address 1 5301 Wisconsin Avenue NW

Address 2

City Washington State/Province DC

Country' | US Postal Code 20015

Phone Number Fax Number

Email Address Add Email | [ Remove Email
WEB ADS 1.0
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PTO/AIA/14 (08-15)

Approved for use through 04/30/2017. OMB 0651-0032

U.S. Patent and Trademark Office; U.S. DEPARTMENT OF COMMERCE

Under the Paperwork Reduction Act of 1995, no persons are required to respend to a collection of information unless it contains a valid OMB contrel number.

.. Attorney Docket Number
Application Data Sheet37 CFR1.76

Application Number

Title of Invention DATA PROTECTION METHOD AND DEVICE

Application Information:

Title of the Invention DATA PROTECTION METHOD AND DEVICE

Attorney Docket Number Small Entity Status Claimed ]
Application Type Nonprovisional

Subject Matter Utility

Total Number of Drawing Sheets (if any) Suggested Figure for Publication (if any)

Filing By Reference:

Only complete this section when filing an application by reference under 35 U.S.C. 111(c) and 37 CFR 1.57(a). Do not complete this section if
application papers including a specification and any drawings are being filed. Any domestic benefit or foreign priority information must be
provided in the appropriate section{s) below (i.e., "Domestic Benefit/National Stage Information” and “Foreign Priority Information”).

For the purposes of a filing date under 37 CFR 1.53(b), the description and any drawings of the present application are replaced by this
reference to the previously filed application, subject to conditions and requirements of 37 CFR 1.57(a).

Application number of the previously Filing date {YYYY-MM-DD) Intellectual Property Authority or Country h
filed application

Publication Information:

[] Request Early Publication (Fee required at time of Request 37 CFR 1.219)

Request Not to Publish. | hereby request that the attached application not be published under 35US.C

] 122(b) and certify that the invention disclosed in the attached application has not and will not be the subject of an
application filed in another country, or under a multilateral international agreement, that requires publication at eighteen
months after filing.

Representative Information:

Representative information should be provided for all practitioners having a power of attorney in the application. Providing
this information in the Application Data Sheet does not constitute a power of attorney in the application (see 37 CFR 1.32).

Either enter Customer Number or complete the Representative Name section below. If both sections are completed the customer Number
will be used for the Representative Information during processing.

Please Select One: (® Customer Number | () UsPatent Practitioner ‘ (O Limited Recognition {37 CFR 11.9)

Customer Number

Prefix Given Name Middle Name Family Name Suffix

Remove

Registration Number

WEB ADS 1.0
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PTO/AIA/14 (08-15)

Approved for use through 04/30/2017. OMB 0651-0032

U.S. Patent and Trademark Office; U.S. DEPARTMENT OF COMMERCE

Under the Paperwork Reduction Act of 1995, no persons are required to respend to a collection of information unless it contains a valid OMB contrel number.

.. Attorney Docket Number
Application Data Sheet37 CFR1.76

Application Number

Title of Invention DATA PROTECTION METHOD AND DEVICE

Prefix Given Name Middle Name Family Name Suffix

Remove

Registration Number

Additional Representative Information blocks may be generated within this form by
selecting the Add button.

Domestic Benefit/National Stage Information:

This section allows for the applicant to either claim benefit under 35 U.5.C. 119(e}, 120, 121, 365(c), or 386(c) or indicate National
Stage entry from a PCT application. Providing benefit claim information in the Application Data Sheet constitutes the specific
reference required by 35 U.S.C. 119(e) or 120, and 37 CFR 1.78.

When referring to the current application, please leave the “Application Number” field blank.

Prior Application Status

Filing or 371(c) Date
Application Number Continuity Type Prior Application Number (YYYY-MM-DD)

Additional Domestic Benefit/National Stage Data may be generated within this form by
selecting the Add button.

Foreign Priority Information:

This section allows for the applicant to claim priority to a foreign application. Providing this information in the application data sheet
constitutes the claim for priority as required by 35 U.S.C. 119(b) and 37 CFR 1.55. When priority is claimed to a foreign application that is eligible
for retrieval under the priority document exchange program (PDX) the information will be used by the Office to automatically attempt retrieval
pursuant to 37 CFR 1.55(i)(1) and (2). Under the PDX program, applicant bears the ultimate responsibility for ensuring that a copy of the foreign
application is received by the Office from the participating foreign intellectual property office, or a certified copy of the foreign priority
application is filed, within the time period specified in 37 CFR 1.55(g}1).

Application Number CountryI Filing Date (YYYY-MM-DD) Access Codel(if applicable)

Additional Foreign Priority Data may be generated within this form by selecting the Add
button.

Statement under 37 CFR 1.55 or 1.78 for AlA (First Inventor to File) Transition
Applications

This application (1) claims priority to or the benefit of an application filed before March 16, 2013 and (2) also

contains, or contained at any time, a claim to a claimed invention that has an effective filing date on or after March
[] 16,2013

NOTE: By providing this statement under 37 CFR 1.55 or 1.78, this application, with a filing date on or after March

16, 2013, will be examined under the first inventor to file provisions of the AlA.
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.. Attorney Docket Number
Application Data Sheet37 CFR1.76

Application Number

Title of Invention DATA PROTECTION METHOD AND DEVICE

Authorization or Opt-Out of Authorization to Permit Access:

When this Application Data Sheet is properly signed and filed with the application, applicant has provided written authority to
permit a participating foreign intellectual property (IP) office access to the instant application-as-filed (see paragraph A in
subsection 1 below) and the European Patent Office (EPO} access to any search results from the instant application {see
paragraph B in subsection 1 below).

Should applicant choose not to provide an authorization identified in subsection 1 below, applicant must opt-out of the
authorization by checking the corresponding box A or B or both in subsection 2 below.

NOTE: This section of the Application Data Sheet is ONLY reviewed and processed with the INITIAL filing of an application.
After the initial filing of an application, an Application Data Sheet cannot be used to provide or rescind authorization for access
by a foreign IP office(s). Instead, Form PTO/SB/39 or PTO/SB/69 must be used as appropriate.

1. Authorization to Permit Access by a Foreign Intellectual Property Office(s)

A. Priority Document Exchange (PDX) - Unless box A in subsection 2 {opt-out of authorization) is checked, the undersigned
hereby grants the USPTO authority to provide the European Patent Office (EPQ}, the Japan Patent Office (JPO), the Korean
Intellectual Property Office (KIPO), the State Intellectual Property Office of the People’s Republic of China (SIPQ), the World
Intellectual Property Organization (WIPQ), and any other foreign intellectual property office participating with the USPTC in a
bilateral or multilateral priority document exchange agreement in which a foreign application claiming priority to the instant
patent application is filed, access to: (1} the instant patent application-as-filed and its related bibliographic data, (2) any foreign
or domestic application to which priority or benefit is claimed by the instant application and its related bibliographic data, and
(3) the date of filing of this Authorization. See 37 CFR 1.14(h}(1).

B. Search Results from U.S. Application to EPO - Unless box B in subsection 2 (opt-out of authorization) is checked, the
undersigned hereby grants the USPTO authority to provide the EPO access to the bibliographic data and search results from
the instant patent application when a European patent application claiming priority to the instant patent application is filed. See
37 CFR 1.14(h)(2).

The applicant is reminded that the EPQ’s Rule 141(1) EPC (European Patent Convention) requires applicants to submit a copy of
search results from the instant application without delay in a European patent application that claims priority to the instant
application.

2, Opt-Out of Authorizations to Permit Access by a Foreign Intellectual Property Office(s)

A. Applicant DOES NOT authorize the USPTO to permit a participating foreign IP office access to the instant
[ ] application-as-filed. If this box is checked, the USPTO will not be providing a participating foreign IP office with any
documents and information identified in subsection 1A above.

n B. Applicant DOES NOT authorize the USPTO to transmit to the EPO any search results from the instant patent
application. If this box is checked, the USPTO will not be providing the EPO with search results from the instant application.

NOTE: Once the application has published or is otherwise publicly available, the USPTO may provide access to the application in
accordance with 37 CFR 1.14.
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Attorney Docket Number

Application Data Sheet37 CFR1.76
Application Number

Title of Invention DATA PROTECTION METHOD AND DEVICE

Applicant Information:

Providing assignment information in this section does not substitute for compliance with any requirement of part 3 of Title 37 of CFR to have
an assignment recorded by the Office.

Applicant 1

If the applicant is the inventor (or the remaining joint inventor or inventors under 37 CFR 1.45), this section should not be completed. The
information to be provided in this section is the name and address of the legal representative who is the applicant under 37 CFR 1.43; or the
name and address of the assignee, person to whom the inventor is under an obligation to assign the invention, or person who otherwise shows
sufficient proprietary interest in the matter who is the applicant under 37 CFR 1.46. If the applicant is an applicant under 37 CFR 1.46 (assignee,
person to whom the inventor is cbligated to assign, or person who otherwise shows sufficient proprietary interest) together with one or more
joint inventors, then the joint inventor or inventors who are also the applicant should be identified in this section.

O Assignee O Legal Representative under 35 U.S.C. 117 O Joint Inventor

O Person to whom the inventor is obligated to assign. O Person who shows sufficient proprietary interest

If applicant is the legal representative, indicate the authority to file the patent application, the inventor is:

Name of the Deceased or Legally Incapacitated Inventor:

If the Applicant is an Organization check here. ]

Prefix Given Name Middle Name Family Name Suffix

Mailing Address Information For Applicant:

Address 1

Address 2

City State/Province
Country' Postal Code
Phone Number Fax Number
Email Address

Additional Applicant Data may be generated within this form by selecting the Add button.
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Application Number
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Assignee Information including Non-Applicant Assignee Information:

Providing assignment information in this section does not substitute for compliance with any requirement of part 3 of Title 37 of
CFR to have an assignment recorded by the Office.

Assignee 1
Complete this section if assighee information, including non-applicant assignee information, is desired to be included on the patent application

publication. An assignee-applicant identified in the "Applicant Information" section will appear on the patent application publication as an

applicant. For an assignee-applicant, complete this section only if identification as an assignee is also desired on the patent application
publication.

If the Assignee or Non-Applicant Assignee is an Organization check here. ]

Prefix Given Name Middle Name Family Name Suffix

Mailing Address Information For Assignee including Non-Applicant Assignhee:

Address 1

Address 2

City State/Province
Country i Postal Code
Phone Number Fax Number

Ermail Address

Additional Assignee or Non-Applicant Assignee Data may be generated within this form by
selecting the Add button.
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Attorney Docket Number

Application Number

Title of Invention

DATA PROTECTION METHOD AND DEVICE

Signature:

NOTE: This Application Data Sheet must be signed in accordance with 37 CFR 1.33(b). However, if this Application Data Sheet
is submitted with the INITIAL filing of the application and either box A or B is not checked in subsection 2 of the
“Authorization or Opt-Out of Authorization to Permit Access” section, then this form must also be signed in accordance
with 37 CFR 1.14(c).
This Application Data Sheet must be signed by a patent practitioner if one or more of the applicants is a juristic entity (e.
g., corporation or association). If the applicant is two or more joint inventors, this form must be signed by a patent practitioner,
all joint inventors who are the applicant, or one or more joint inventor-applicants who have been given power of attorney {e.g.,
see USPTO Form PTO/AIA/81) on behalf of all joint inventor-applicants.

See 37 CFR 1.4(d) for the manner of making signatures and certifications.

Signature

/Joseph F. Edell/

Date (YYYY-MM-DD}

First Name

Joseph

Last Name

Edell

Registration Number 67625

Additional Signature may be generated within this form by selecting the Add button.
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IN THE UNITED STATES PATENT AND TRADEMARK OFFICE

In re Patent of: Scott A. Moskowitz

U.S. Patent No.: 9,104,842

Issue Date: August 11, 2015

Appl. No.: 11/895,388

Filing Date: August 24, 2007

Title: DATA PROTECTION METHOD AND DEVICE
Control No.: To be assigned

Mail Stop Ex Parte Reexam
ATTN: Central Reexamination Unit
Commussioner for Patents

P.O. Box 1450

Alexandria, VA 22313-1450

REQUEST FOR EX PARTE REEXAMINATION OF
U.S. PATENT NO. 9.104.842

Dear Sir or Madam,

Pursuant to 35 U.S.C. § 302 and 37 C.F.R. § 1.510, ex parie reexamination is requested
for claims 11, 12, 13, and 14 of United States Patent No. 9,104,842 (“the '842 Patent,” Exhibit
1), issued on August 11, 2013, The 842 Patent is currently assigned to Wistaria Trading Ltd. and

remains in force.
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L INTRODUCTION

The "842 Patent claims methods of adding a license key to computer software. As the
patent explains, the function of the key is to discourage consumers from making unauthorized
copies of the software. During its original prosecution, the *842 Patent was subject to four
rejections and an appeal resulting in an affirmation-in-part of the Examiner’s rejections. The
Examiner only allowed claims 11-14 to issue after the Board found the Holmes and Houser
references did not teach or suggest the claimed license key. The Board found that the prior art
did not include three elements: (1) software underlying functionality relating to code resource
interrelationships, (2) a license key enabling software functionality, and (3) decoding an encoded
code resource.! When rendering this conclusion, however, the Examiner and the Board were not
aware of the prior art references that indeed disclose these three elements, as well as the
remaining elements of claims 11-14. These prior art references—Beetcher, Beetcher *072,
Cooperman, and Hasebe—establish that each of independent claims 11-14 are invalid as
anticipated. In light of the substantial new questions of patentability that these references raise,
as explained in further detail below, Requester respectfully seeks ex parfe reexamination.
IL CLAIMS FOR WHICH REEXAMINATION IS REQUESTED

In accordance with 35 U.S.C. § 302 and 37 C.F.R. § 1.510, Requester seeks
reexamination of claims 11, 12, 13, and 14 of the *842 Patent in view of the prior art patents and

publications discussed herein.

L Ex. 2, Prosecution History at 1944-47 (Patent Board Decision (filed Mar. 12, 2013)); id. at
797-801 (Notice of Allowability (filed May 31, 2015)).
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III. IDENTIFICATION OF PATENTS AND PRINTED PUBLICATIONS
PRESENTED TO SHOW SUBSTANTIAL NEW QUESTIONS OF
PATENTABILITY
The following four prior art patents and printed publications establish substantial new

questions of patentability of claims 11, 12, 13, and 14 of the "842 Patent:
1. U.S. Patent No. 5,933,497 (“Beetcher” (Ex. 3));

2. Japanese Patent Application Publication No. H05334072 (“Beetcher "072” (Ex.
H);

3. PCT Application Publication No. WO 97/26732 (“Cooperman” (Ex. 6)).
4. U.S. Patent No. 5,935,243 (“Hasebe” (Ex. 7)).

Beetcher, Beetcher "072, and Hasebe were not cited in the "842 Patent itself, nor were they
identified as being considered by the Examiner during prosecution. The 842 Patent lists
Cooperman in its References Cited section, but Cooperman was not subject to any rejection or
prior art discussion during the original prosecution. And as detailed in Section IX ., this request
presents Cooperman in a new light and a different way that escaped review during earlier
examination.
IV.  CO-PENDING LITIGATION

Requester is currently engaged in pending litigation concerning the 842 Patent in Blue
Spike, LLC v. Juniper Networks, Inc., Case No. 6:17-cv-16-KNM (E.D. Tex.).

U.S. Patent No. 9,021,602 claims to be a continuation of the application that issued as the
’842 Patent. Requester has filed an ex parte reexamination request for the *602 Patent in Control
No. 90/014137.

Requester is unaware of any pending prosecution concerning the 842 Patent.

2842 Patent at page 2.

DISH-Blue Spike 842
Exhibit 1005, Page 0026



Request for Fx Parte Reexamination,
U.S. Patent No. 9,104,842

V. ESTOPPEL

The statutory estoppel provisions of 35 U.S.C. § 315(e)(1)and 35 U.S.C. § 325(e)(1) do
not prohibit Requester from filing this ex parte reexamination request.
VI. OVERVIEW OF THE ORIGINAL PROSECUTION HISTORY

The "842 Patent’s claims 11-14 recite methods for adding license information to
computer software and using that information to decode the software.? The 842 Patent was
subject to four rejections, an appeal resulting in an affirmation-in-part of the Examiner’s
rejection, and an amendment after allowance. This extended prosecution raises multiple issues
relating to patentability.

Preliminary Amendments and Restriction Requirement

The application for the *842 Patent was filed on August 24, 2007 with 31 claims.* With
this initial filing, Patent Owner added 30 paragraphs to the specification.® Patent Owner asserted
that these new paragraphs were disclosed in U.S. Patent No. 5,745,569 (“the 569 Patent™).%
Patent Owner stated that the parent application, for which the instant application claims to be a

continuation, incorporated by reference the application that issues as the *569 Patent.” Based on

3 Id. at claims 11-14.

4 Ex. 2, Prosecution History at 26-28 (Claims (filed Aug. 24, 2007)).

3 Id. at 30-28 (Specification (filed Aug. 24, 2007)).

6 Id. at 82 (Applicant Arguments/Remarks (filed Aug. 24, 2007)).

7 Id. Requester is not aware of any rule or precedent that permits a Patent Owner to amend an
application to includes substantially all of an issued patent into that application’s specification
based on a prior incorporation-by-reference in entirety statement. On the contrary, a general
incorporation of a patent in its entirety is insufficient. See, e.g., Callaway Golf Co. v. Acushnet
Co., 576 F.3d 1331, 1346 (Fed. Cir. 2009) (“‘To incorporate matter by reference, a host document
must contain language ‘clearly identifying the subject matter which is incorporated and where it
is to be found’; a ‘mere reference to another application, or patent, or publication is not

an incorporation of anything therein....”” (quoting /n re De Seversky, 474 F.2d 671, 674
(C.C.P.A. 1973)).
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this incorporation-by-reference, Patent Owner asserted that it was permissible to add
substantially all of the *569 Patent’s disclosure into the specification of the application for the
842 Patent.

Along with the preliminary amendment to the specification, Patent Owner cancelled
certain claims from the parent application and added new claims.® Shortly thereafter, Patent
Owner requested another preliminary claim amendment.’ Patent Owner then requested yet
another preliminary amendment to further amend claims and to include new claims.!? And nearly
two years later, Patent Owner requested vet another preliminary amendment.'!

Based on a restriction requirement, Patent Owner elected to prosecute claims 32-45 and
52-59.12

Non-Final and Final Rejections

The Examiner’s first office action rejected all claims on several grounds.!? Specifically,
the Examiner provisionally rejected all claims, 32-45 and 52-59 on the ground of non-statutory
obviousness-type double patenting as being unpatentable over claims 1-20 of co-pending
Application No. 08/587943. The Examiner further rejected claims 32-39 under 35 U.S.C. § 101
as not falling within one of the four statutory categories of invention. The Examiner found that
the “process” claimed in the application was “neither positively tied to a particular machine that

accomplishes the claimed method steps nor transform underlying subject matter.”!# The

8 Ex. 2, Prosecution History at 63-82 (Preliminary Amendment (filed Aug. 24, 2007)).
 Id. at 120-24 (Preliminary Amendment (filed Oct. 19, 2007)).

10 7d. at 175-80 (Preliminary Amendment (filed Sept. 8, 2009)).

W 1d at 208-09 (Preliminary Amendment (filed Oct. 14, 2009)).

12 1d. at 218-20 (Response to Election/Restriction (filed Dec. 10, 2009)).

13 1d at 222-31 (Non-Final Rejection (filed Apr. 5, 2010)).

14 1d at 225 (Non-Final Rejection (filed Apr. 5, 2010)).
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Examiner further rejected claims 32 and 52 under 35 U.S.C. § 112 as failing to comply with the
written description requirement and indefiniteness respectively.!® Finally, the Examiner held that
all claims 32-45 and 52-39 were anticipated by Moore (U.S. Patent No. 6,067,622).16

In response to these rejections, Patent Owner amended the claims and provided
arguments.!” Patent Owner argued that the provisional rejection on the ground of non-statutory
obviousness-type double patenting may be incorrect given that Application No. 08/587,943 had
issued.!® Patent Owner amended the claims to include generic computer components to
overcome the Examiner’s § 101 rejection.!” Patent Owner also amended claims 32 and 52 to
remove recitation of elements lacking written description support and definiteness.?’ Patent
Owner also argued that disclosures in Moore pertained to code modules and a copyright module,
and not to watermarking.?! Patent Owner then asserted that Moore “does not disclose encoding a
license key in software, using license information to identify a watermark in software, or
decoding software using license information.”??
Subsequently, the Examiner issued a final rejection of all claims.?? In his final rejection,

the Examiner reiterated his rejection of all claims 32-45 and 52-64 on the ground of non-

statutory obviousness-type double patenting as being unpatentable over claims 1-20 of co-

15 1d at 226 (Non-Final Rejection (filed Apr. 5, 2010)).

16 Jd. at 226-29 (Non-Final Rejection explaining how each claim was anticipated by Moore (filed
Apr. 5,2010)).

17 1d at 292-302 (Patent Owner Arguments/Remarks Made in Amendment (filed Sept. 3, 2010)).
18 Jd. at 292.

19 14

20 14

21 Id

214

B Id at 389-489 (Final Rejection (filed Nov. 26, 2010)).
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pending Application No. 08/587,943.2 The Examiner also rejected claims 32 and 41 due to
informalities under § 112.%° The Examiner found that claim 32 was inconsistent with the
specification’s disclosure and that claim 41 was too broad.?® The Examiner additionally rejected
claims 62-64 under § 112 as failing to comply with the written description requirement. The
Examiner found that the specification provided no support for the element “software code
interrelationships™ in claim 62, as it fails to teach or mention that term. The Examiner similarly
found that the specification provided no support for the elements “encoding, by said computer
using at least a first license kev and an encoding algorithm, said software code, to form a second
license key encoded software code; wherein said first license key encoded software code is not

RERTS

identical to said second license key encoded software code,” “second license key,” and “second
license key encoded software” in claims 63 and 64.%7 Finally, the Examiner rejected claims 32-45
and 52-61 as anticipated by Houser et al (U.S. Patent No. 3,606,609).2

In response to the final rejection, Patent Owner amended the claims and responded to the
final rejection.?” Patent Owner rescinded its assertion that the application was a continuation-in-
part to U.S. Patent Application No. 08/587,943, filed January 17, 1996.%° And Patent Owner

argued that the rejection on the ground of non-statutory obviousness-type double patenting was

incorrect because U.S. Patent 5,745,569 “do[es] not define ‘a license watermarked into the

M Id at 391-92.
B Id. at 392-93.
26 Id

27 Jd. at 393-94.
28 14 at 394-97.

Y Id. at 414-28 (Patent Owner Arguments/Remarks Made in an Amendment (filed Feb. 28,
2011)).

30 1d at 419.
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software.”*! Further, in response to the rejections of claim 32, Patent Owner removed elements
not supported by the specification.*? Patent Owner also amended claim 41 to include the
additional element of “[information] defining an executable code providing a functionality of
said software.”* Patent Owner argued that claims 62-64 had sufficient written description
support, ¢iting to various passages in the proposed specification.? Patent Owner further argued
that Houser does not anticipate claims 32-45 and 52-61 because it does not disclose the claimed
embedding of a watermark into sofiware nor encoded software “designed to decide a first license
code encoded in said software.”*®

Upon consideration of Patent Owner’s after-final rejection responses, the Examiner
issued a non-final rejection of all claims.?® The Examiner rejected claims 32-45 and 52-64 as
obvious in view of Houser and Holmes (U.S. Patent No. 5,287,407).37 The Examiner maintained
his §112 rejection of claims 62-64, finding that the application fails to explicitly disclose or

EENT

define “software code interrelationships,” “encoding, by said computer using at least a first

license key and an encoding algorithm, said software code, to form a second license key encoded

software code; wherein said first license key encoded software code is not identical to said

EERTS

second license key encoded software code,” “second license key,” and “second license key

31 Id. at 415 (emphasis in original).

32 Id

34

3 1d at 415-17.

3 Id. at 417-19.

36 Id. at 436-44 (Non-Final Rejection (filed April 1, 2011)).
37 Jd. at 437, 440-43.
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encoded software.”*® The Examiner further determined that claim 37 provides insufficient
antecedent basis for the limitation “determine said key.””

In response to this non-final rejection, Patent Owner amended the claims and submitted
arguments.*® Patent Owner argued that claims 62-64 were improperly rejected under §112
because one skilled in the art would understand the elements at issue.*! Patent Owner also argued
that the obviousness rejection of claims 32-45 and 52-64 by Holmes in view of Houser was
incorrect.*? Patent Owner argued that Holmes was not relevant because Holmes disclosed
changing of data rather than code and does not mention licenses or activation of software.*
Patent Owner further argued that Houser did not disclose modifying the underlying functionality
of'the software as set forth in claim 32°s preamble, but instead teaches moditying a file
containing software by changing nonfunctional identifying data contained in the file.** Patent
Owner further argued that there was no motivation to combine Holmes in view of Houser.*
On September 20, 2011, the Examiner issued a final rejection.*® The Examiner restated

its obviousness rejection of claims 32-45 and 52-64 based on Holmes and Houser*” and withdrew

its § 112 rejection of claims 62-64.°

38 Id. at 437-40.
39 Id. at 440.

4 1d at 516-31 (Patent Owner Arguments/Remarks Made in an Amendment (filed Feb. 28,
2011)).

N Id. at 517-21.

2 1d at 521-23.

B Id at 521-22.

M Id. at 523.

45 Id

46 Id. at 537-44 (Final Rejection (filed Sept. 20, 2011)).
47 1d at 537-42.

48 Id at 538, 542-43.
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Appeal

In response to this final rejection, Patent Owner submitted a notice of appeal® and later
filed an appeal brief.*® In response, the Examiner filed the Examiner’s answer to the appeal brief,
which, in part, withdrew the § 103 rejection of claim 58.°! And Patent Owner filed its reply on
August 13, 2012.°?

Thirty-one months after submission of the appeal reply, the Board issued its decision
affirming-in-part the Examiner’s final rejection.** In its decision, the Board affirmed the
Examiner’s obviousness rejection of claims 32, 33, 35, 37, 39, 52, 53, 55-57, 59, and 63-64 and
reversed the Examiner’s obviousness rejection of claims 36, 38, 40-44, and 60-62. The Board
found, in pertinent part, that neither Holmes nor Houser teaches or suggests enabling software
functionality based on a license key. and thus did not sustain the rejection of claims 36 and 60.%*
With respect to claim 61, the Board found that neither Holmes or Houser teaches or suggests “a
modified software code comprising an encoded first code resource and a decode resource for
decoding the encoded first code resource, wherein the decode resource is configured to decode
the encoded first code resource upon receipt of a first license key.””>® The Board further found

that the Examiner failed to show how Houser or Holmes teaches or suggests all the limitations of

¥ Id at 564 (Notice of Appeal (filed Mar. 12, 2012)).
S0 Jd. at 569-682 (Appeal Brief (filed May 14, 2012)).

SUJd. at 687-91 (Examiner’s Answer to Appeal Brief (filed Aug. 8, 2012)) (original claim 58
corresponds to issued claim 11).

32 Id. at 692-700 (Reply Brief (filed Aug. 13, 2012)).

33 Id. at 705-16 (Patent Board Decision (filed Mar. 12, 2015)).
3% Id_ (original claim 60 corresponds to issued claim 12).

35 Id. at 715 (original claim 61 corresponds to issued claim 130).
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claim 62, such as “software code interrelationships between code resources that result in a
specified underlying functionality.”

On June 4, 2015, the Examiner issued a notice of allowance based on the Board’s March
12, 2015 decision.?” After the notice of allowance, Patent Owner requested claim amendments,
adding, in pertinent part, the term “product” to claim 58.°® The patent issued on August 11, 2015.
VII. THE PRIORITY DATE OF THE *842 PATENT

The "842 Patent lists on its face that it is a continuation of'the application that issued as
U.S. Patent No. 7,664,263 (*the "263 Patent™), which was filed on June 25, 2003.>* And the 842
Patent lists on its face that the *263 Patent is a continuation of the application that issued as
6,598,162 (“the 162 Patent™), which was filed on March 24, 1998.%°

Requester does not concede that the 842 Patent is entitled to claim priority to the filing
date of either the "263 Patent or the *162 Patent but assumes, for purposes of this proceeding
only, that the earliest possible priority date for the *842 Patent is March 24, 1998.
VIII. CLAIM CONSTRUCTION

During reexamination of an unexpired patent, claims are given their “broadest reasonable
interpretation” consistent with the specification.®! This standard, however, differs from the claim

construction standard used in district court litigation. ®> Accordingly, the discussion below is

36 Jd. at 715-16 (original claim 62 corresponds to issued claim 14).

ST Id. at 793-801 (Notice of Allowance (filed June 4, 2013)).

58 Id. at 874-81.

39 °842 Patent at [Related U.S. Application Data].

0 Id

61 MPEP 2258(G) (citing In re Yamamoto, 740 F.2d 1569 (Fed. Cir. 1984)).

2 Phillips v. AWH Corp., 415 F.3d 1303, 1316 (Fed. Cir. 2005) (words of a claim “are generally
given their ordinary and customary meaning” as understood by a person of ordinary skill in the
art (“POSITA™) at the time of the invention).

10
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directed to the broadest reasonable interpretation of the claims and is without prejudice to any
claim interpretation that Requester may urge in litigation involving the *842 Patent.

“encoding algorithm” (claims 12-14): Requester proposes that the term “encoding
algorithm™ means “a process or set of instructions for encoding data.” This construction is the
broadest reasonable interpretation consistent with the specification. Indeed, the specification
refers to various processes related to encoding data for the generation of a license key. For
example, the specification states that “any authenticating function can be combined, such as
Digital Signature Standard (DSS) or Secure Hash Algorithm (SHA)” to generate an encoded
key.® The patent also provides other example algorithms, including “[a] block cipher, such as a
Data Encryption Standard (DES) algorithm, in combination with a sufficiently random seed
value, such as one created using a Message Digest 5 (MDS5) algorithm™ to emulate a
cryptographically secure random bit generator.®* A POSITA would have recognized these
examples as processes or sets of instructions for encoding data.%

“code resource” (claims 12-14): This term is unclear, and the intrinsic evidence fails to
provide any boundaries for it, thus rendering it indefinite. But, because an ex parte
reexamination request may not challenge a claim based on indefiniteness,% Requester uses
Patent Owner’s construction for this term proposed in the litigation, namely, that this term is
subject to its plain and ordinary meaning.®” The *842 Patent refers to sub-objects and a memory

scheduler as examples of code resources.

63 °842 Patent at 8:5-9, 21-23.

 Jd. at 8:12-16.

¢ Silva Declaration at 9 22.

% MPEP 2258.

¢ Ex. 10, Blue Spike Proposed Constructions at 57-38.
8 °842 Patent at 11:55-65, 15:36-42.

11
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“software code interrelationships” (claims 14): This term is unclear, and the intrinsic
evidence fails to provide any boundaries for it, thus rendering it indefinite. But, because an ex
parte reexamination request may not challenge a claim based on indefiniteness,% Requester uses
Patent Owner’s construction for this term proposed in the litigation, namely, that this term is
subject to its plain and ordinary meaning.”® Notably, during the original prosecution, Patent
Owner stated “interrelationship™ is defined as “the way in which two or more things affect each
»71

other because they are related in some way.

IX. THE PRIOR ART PROVIDES NEW, NON-CUMULATIVE TECHNICAL
TEACHINGS.

The Patent Office did not consider Beetcher, Beetcher 072, and Hasebe individually or
in combination during the original prosecution of the 842 Patent. And the Patent Office did not
consider Cooperman in the new light presented herein. As such, these four references provide
new, non-cumulative teachings that warrant a reexamination of the "842 Patent.

Beetcher was issued on August 3, 1999 based on a U.S. application filed January 29,
1993, which in turn was a continuation application to a U.S. application filed December 14,
1990.7 Beetcher is a patent granted on a U.S. application by another before the earliest possible
priority date for the "842 Patent and is thus prior art under at least pre-AIA 35 U.S.C. § 102(a)
and § 102(e). As explained in more detail below, Beetcher discloses an apparatus and method of
key-protected software distributed separately from an encrypted entitlement key that enables

execution of the sofiware.” Beetcher further discloses (a) enabling software functionality based

% MPEP 2258.

70 Ex. 10, Blue Spike Proposed Constructions at 58-39.

"L Ex. 2, Prosecution History at 518.

72 Beetcher at Date of Patent [45], Filed [22], Related U.S. Application Data [63].
73 Id at Abstract, 4:3-46.

12
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on a license key, (b) decoding an encoded a code resource upon receipt of a license key, and (¢)
interrelationships between code resources that result in a specified underlying functionality,
which the Board found was missing from the prior art of record during the original prosecution.”
Beetcher’s disclosures raise substantial questions as to the anticipation of claims 11-14 of the
’842 Patent.

Beetcher "072 is a Japanese Patent Application Publication published on December 17,
1993.7% Beetcher is a printed publication published more than one year prior to the earliest
possible priority date for the *842 Patent and is thus prior art under at least pre-AIA 35 U.S.C. §
102(a) and § 102(b). Beetcher *072 claims priority to the U.S. application No. 07/629,295,7¢
which is the parent application to the Beetcher reference discussed above. This Request refers to
Beetcher "072’s Japanese disclosures as well as to the corresponding translation of those
Japanese disclosures, Ex. 5.77 As explained in more detail below, Beetcher *072 discloses an
apparatus and method of key-protected software distributed separately from an encrypted
entitlement key that enables execution of the software.”® Beetcher *072 further discloses (a)

enabling software functionality based on a license key, (b) decoding an encoded a code resource

upon receipt of a license key, and (c) interrelationships between code resources that result in a

" Ex. 2, Prosecution History at 1944-47 (Patent Board Decision (filed Mar. 12, 2015)).
7> Beetcher "072 at Publication Date (43).
76 Id. at Related Application Data (31), (32). (33).

’7Ex. 5 is amachine translation of Beetcher "072 available at https:/www19.j-
platpat.inpit.go.jp/P Al/cgi-
bin/PAIDETAIL?MaxCount=1000&PageCount=1000&SearchType=0&TempName=w--
adaa&MaxPage=1&DispPage=1+1000& HitCount=3 1 &ResultId=100333004701 & Cookield=2&
DetailPage=9& Language=ENG&Reservel=DetailPaging& Reserve2=j60EUdc54 KVb6al6leg
&Reserve3=/ (last visited Apr. 18, 2018).

'8 E.g., Beetcher "072 at Abstract.
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specified underlying functionality, which the Board found was missing from the prior art of
record during the original prosecution.”®

Beetcher "072’s disclosures raise substantial questions as to the anticipation of claims 11-
14 of the *842 Patent. These questions are non-cumulative of Beetcher because Beetcher "072
was published more than one year before the carliest potential priority date of the "842 Patent.
Thus, it will not be possible for Patent Owner to attempt to ante-date Beetcher 072 by arguing
the named inventor conceived and diligently reduced to practice the invention claimed in the
’842 Patent prior to the publication date of Beetcher "072.

Hasebe was issued on August 10, 1999 based on a U.S. application filed July 1, 1993 and
claims priority to a Japanese patent application filed August 31, 1995.3° Hasebe is a patent
granted on a U.S. application by another before the earliest possible priority date for the *842
Patent and is thus prior art under at least pre-AIA 35 U.S.C. § 102(a) and § 102(e). Hasebe
discloses a license notification system for converting license-protected software to an executable
form using license information, as explained in more detail below.®' Hasebe further discloses (a)
enabling software functionality based on a license key, (b) decoding an encoded code resource
upon receipt of a license key, and (c) interrelationships between code resources that result in a
specified underlying functionality, which the Board found was missing from the prior art of

record during the original prosecution.®” Thus, Hasebe’s disclosures raise substantial questions as

to the anticipation of claims 11-14 of the 842 Patent.

7 Ex. 2, Prosecution History at 1944-47 (Patent Board Decision (filed Mar. 12, 2015)).
80 Hasebe at Date of Patent [45], Filed [22], Related U.S. Application Data [30].

81 1d at Abstract, 2:42-3:15.

82 Ex. 2, Prosecution History at 1944-47 (Patent Board Decision (filed Mar. 12, 2015)).
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Cooperman was published on July 24, 1997%* and is prior art under at least pre-AIA 35
U.S.C. § 102(a). Cooperman lists on its face inventors Marc Cooperman and Scott Moskowitz.
As such, the Cooperman reference is a printed publication “by others,” as set forth in pre-AIA §
102(a). This is because the entities identified as the inventors of this reference differ from those
of the *842 Patent by at least one person, namely Mr. Cooperman. %

While Patent Owner listed Cooperman among the 665 documents provided to the
Examiner during the original prosecution,® Cooperman presents a substantial new question of
patentability because this Request presents it in a new light. As set forth in MPEP 2216, a
substantial new question of patentability exists when the pertinent publication raises:

[QJuestions of patentability [that] are substantially different from those raised in

the previous examination of the patent... The substantial new question of

patentability may be based on art previously congidered by the Office if the

reference is presented in a new light or a different way that escaped review during
earlier examination.%¢

During the original prosecution of the 842 Patent, none of the rejections or prior art discussions
refer to Cooperman. The Board has routinely affirmed that a prior art reference cited on the face
of a patent but neither relied upon to reject any claims during the prosecution nor discussed in

the statement of reason for allowance of that patent should not preclude the existence of a

8% Cooperman at 1.

8 MPEP 2132, 2136.

85 7842 Patent at page 5.

8 See also 35 U.S.C. § 303(a) (“The existence of a substantial new question of patentability is
not precluded by the fact that a patent or printed publication was previously cited by or to the
Office or considered by the Office.”); In re Swanson, 540 F.3d 1368, 1380 (Fed. Cir. 2008)
(““The appropriate test to determine whether a ‘substantial new question of patentability” exists
should not merely look at the number of references or whether they were previously considered

or cited but their combination in the appropriate context of a new light as it bears on the question
of the validity of the patent” (quoting H.R. Rep. No. 107-120, at 3)).

15
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substantial new question of patentability.®” Here, Cooperman is presented in a new light because
the question of whether Cooperman anticipates claims 11-14 was not addressed or resolved
during the original prosecution, thus raising a substantial new question regarding patentability.
Accordingly, SNQ-3 in Section X.C. presents a limitation-by-limitation discussion of
Cooperman’s teachings that is new and non-cumulative to the original prosecution’s record.

Large portions of Cooperman’s disclosure are identical to portions of the *842
specification.® During the original prosecution, Patent Owner admitted that these portions
common to the *842 Patent and Cooperman teach limitations recited in independent claims 11-
14.%

More specifically, Cooperman discloses a method that ensures licensing information is
preserved in copies of an original works, including application software, as explained in more
detail below.®® Cooperman further discloses (a) enabling software functionality based on a
license key, (b) decoding an encoded code resource upon receipt of a license key, and (¢)
interrelationships between code resources that result in a specified underlying functionality,

which the Board found was missing from the prior art of record during the original prosecution.”!

87 See, e.g., Fx parte Civix DDI LLC, 2011 WL 4007697, at *12 (B.P.A.L Sept. 7, 2011) (“[T]he
record reveals that Examiner did engage in a fact-specific inquiry and correctly determined that
the “old art™ of Tornetta raises an SNQ. Among other things, the Examiner stated that “a review
of the prosecution history of application 08/920,044 Reveals that ... “Tornetta’ even though
considered by the Examiner [was] not relied upon to reject any claims during the prosecution of
the 307 patent, nor was it discussed by the examiner of record in the statement of reason for
allowance of that patent.”); Ex parte Allied Mach. & Eng’e Corp., 2015 WL 5719730, at *6
(P.T.A.B. Sept. 25, 2015) (similar).

8 F g., compare Cooperman at 11:9-12:2 with *842 Patent at 13:44-14:6.

% FE.g., Ex. 2, Prosecution History at 577-81 (original claim 38, 59, 61, and 62 issued as claim
11, 12, 13, and 14, respectively).

0 Cooperman at Abstract, 5:25-6:9.

°l Ex. 2, Prosecution History at 1944-47 (Patent Board Decision (filed Mar. 12, 2015)).
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Moreover, as discussed with respect to the prosecution history overview in Section VI,
Patent Owner initially claimed priority to Application No. 08/587,943 filed January 17, 1996.
Later; Patent Owner rescinded its priority claim to Application No, 08/587,943,°% and relied on
Application No. 09/046.627 to establish the earliest possible priority of March 24, 1998.%% Yet
the prosecution history indicates that the Examiner limited his search to prior-art dated after
January 17, 1996 (filing date of Application No. 08/587,943), even after Patent Owner rescinded
its claim to that priority date.™ As annotated and shown below, the Examiner’s search histories

show limiting consideration of prior art dated after January 17, 1996 (dashed boxes):

Hintaey

Breaneed Histary § Reior Aoy

R O RN Y

SRS

B . o
SRR W

i 7
21

e

e A SR ST R SR

2 1d. at 1630 (Patent Owner A-rgumentsﬂemarfm Made in an Amendment (1iled Feb, 28, 2011)).
93 7842 Patent at [Related U.S. Application Data].

# Ex. 2, Prosecution History at 448-57, 547-57, 863-69 (Examiner Search Strategies and Results
(filed Apr. 1, 2011, Sept. 20, 2011, June 4, 2015)),
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As such, the Examiner would not have considered Cooperman (which was respectively
filed and published on January 16 and July 24, 1997) to be prior art as it was published after
January .17, 19956, Because Cooperman ig prior art under at least § 102¢a), Requester hag
presented Cooperman in a new light not considered during the original prosecution.

As explained, the Examiner did not consider the Beetcher, Beetcher *072, and Hascbe
references. And this Request presents Cooperman in a new light and in a different way that
escaped sarlier review. As such, no consideration has been given whether any of these references
anticipates claims 11-14, including limitations toward underlying functionality relating to code
resource Interrelationships, a license key enabling software functionality, and decoding an
encoded code resource that the Board found missing from the prior art during the original

prosecution.
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The substantial new questions of patentability under 37 C.F.R. § 1.510(b)(1) presented in
this Request are listed below and based on the four prior art references Beetcher, Beetcher "072,

Hasebe, and Cooperman that were not the subject of any final decision by the Patent Office or

court:

1 Claims 11, 12, 13, and 14 are anticipated by Beetcher under pre-AlA 35 U.
§§ 102(a), (e).

2 Claims 11, 12, 13, and 14 are anticipated by Beetcher 072 under pre-AIA 35 U.S.C.
§§ 102(a), (b).

3 Claims 11, 12, 13, and 14 are anticipated by Cooperman under pre-AIA 35 U.S.C.

§ 102(a).

4 Claims 11, 12, 13, and 14 are anticipated by Hasebe under pre-AIA 35 U.S.C.
§§ 102(a), (e).

.C

X. DETAILED EXPLANATION UNDER 37 C.F.R. 1.510(b)(2)

A. SNQ-1: Claims 11, 12, 13, and 14 are Anticipated by Beetcher Under 35
U.S.C. §§ 102(a), (e).

Beetcher anticipates claims 11, 12, 13, and 14 under 35 U.K.C. §§ 102(a), ().

1. Beetcher Anticipates Independent Claim 11.
a) Preamble: “A method for licensed software use, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Beetcher discloses claim 11°s preamble. Specifically, Beetcher describes a method of controlling
access to licensed software using an encrypted entitlement key.”® Beetcher, for instance,
summarizes its invention as:

Software is distributed according to the present invention without entitlement to

run. A separately distributed encrypted entitlement key enables execution of the
Software. The key includes the serial number ofthe machine for which the Software

3 Beetcher at Abstract, 4:3-13, 4:39-44, 10:48-11:3; see also id. at 1:7-11, 1:54-57, 3:54-62.

19

DISH-Blue Spike 842
Exhibit 1005, Page 0043



Request for Ex Parte Reexamination,
11.8. Paterit No, 9,104,842

is licensed, together-with a plurality of entitlement bits indicating which Software

modules are entitled to run on the machine.®

Beetcher’s Figure 10, as provided below, illustrates the use of an-entitled version of software

based on the customer’s license:

BEHE

As such, Beetcher teaches this preamble®.

% Beetcher at 4:3-9.
7 Silva Declaration at ¢ 35-36.

GENERATE EXCEPTIN az»: i
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b) Element 11.1: “loading a software product on a computer, said
computer comprising a processor, memory, an input, and an
output, so that said computer is programmed to execute said
software product”

Beetcher discloses element 11.1. Specifically, Beetcher’s system includes a customer
computer 101 including a CPU 102, memory 104, and storage devices 106-108.%® This customer
computer 101 also includes a media reader 110 (i.e., an input) and an operator console 109 (i.e.,
an output).”” As shown below in annotated Figure 1, Beetcher discloses a computer having

software product 112 loaded for execution (dashed perimeter)!%:

°8 Beetcher at 5:14-21, Fig. 1.
% Id. at 5:25-32, 6:7-15, Fig, 1.
100 Silva Declaration at 99 38-40.
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Beetcher details that the customer loads the media, such as an optical disk, containing a
software product onto the computer to execute the software product:

[Sloftware media 112 comprise one or more optical read/only disks, and unit 110
is an optical disk reader, it being understood that electronic distribution or other
distribution media could be used. Upon receipt of software media 112, the customer
will typically load the desired software modules from unit 110 into system 101, and
storc the software modules on storage devices 106-108.1%

101 Beetcher at 6:7-15; see also id. ‘at Abstract, 3:48-50, 9:51-55, Fig. 1, claim 6.

B
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©) Element 11.2: “said software product outputting a prompt for
input of license information™

Beetcher diseloses element 11.2. Specifically, Beetcher explains that its software product
includes a user interface routine for the customer to input a license key into the computer before
the product can be used.!%? For instance, Beetcher explains that the software product prompts the
user to input license information:

This operation system support at virtual machine level 404 contains two user
interface routines needed to support input of the entitlement key. General input
routine 441 is used to handle input during normal operations. In addition, special
install input routine 440 is required to input the key during initial installation
of the operating system. This 1s required because that part of the operating system
above machine interface level 405 1s treated for purposes of this invention as any
other program produet; it will have a product number and its object code will be
infected with entitlement verification triggers.!%

Beetcher’s Figure 2 illustrates this license information in unenerypted form:

w o oaw

p EUIREEH

‘3€3i§3

"*\\ “f

C‘%&R
‘?iiP
LERITS

VERRION MACHINE SERIAL

{8 BUIS) ‘ {:53 RITS:

Beetcher further explains that the software’s “install mput routine 440 interacts with the
operator to receive the input” of the customer’s license information during the software’s. initial

installation.'® And as discussed with respect to clement 11.1, the customer’s computer includes

102 rd at 7:66-8:8; see also id. at 3725-28.
193 Id. at 7:66-8:8.
1M 74 at9:51-55; see also id. at Fig, 4 (reference number 440), claim 6.
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an operator console 109 shown with a monitor and keyboard that “can receive input from an
operator.”%

d) Element 11.3: “said software product using license information
entered via said input in response to said prompt in a routine
designed to decode a first license code encoded in said software
product”

Beetcher discloses element 11.3. Upon inserting the software’s disk 112, Beetcher
explains that the operator console prompts the customer to enter a license key.!% Beetcher details
that the customer enters entitlement key 111, i.e., license information, in response to the prompt
initiated by install input routine 440.'%7 Afier entering that key, Beetcher teaches that the
customer’s computer uses a decode key to initiate unlock routine 430 to decode the license code
encoded in the sofiware product.!%® Beetcher’s Figures 4 and 9a, which are provided below,
show the software using the key (i.e., license information) entered by the customer to decode a
first license code encoded in the software product. For instance, annotated Figure 4 illustrates
that the install input routine 440 starts unlock routine 430 once the customer inputs key 111 into
the computer.!® And “[u]nlock routine 430 uses the unique machine key to decode[] entitlement

key 1117 (dashed perimeter):'1°

105 1d. at 3:25-28, Fig. 1; Silva Declaration at 9 42-44.

106 7 o, Beetcher at 6:11-19, 7:66-8:8, Figs. 1, 9a.

107 1d. at 7:66-8:8; see also id. at 9:51-55, Figs. 1, 4, claim 6.

108 14 at 7:39-42, 9:49-60; see also id. at 6:66-7:5, 8:60-62 Figs. 4, 9a.
109 14 at 8:3-13, 9:52-60.

10 74 at 7:39-42; see also id. at 8:62-62; 10:27-36.
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Beetcher details that unlock routine 430 “handles the decoding process,” which is
illustrated in Figure 9a’s steps 902-909: “Unlock routine 430 causes get machine key function
420 to retrieve the machine serial number and generate the machine key at 902. Unlock routine
430 then uses the machine key to decode the entitlement key 111 at step 903.7111

Beetcher specifies that its unencrypted entitlement key includes multiple fields, which

includes version field 202 specifying entitled version levels and product entitlement flags 205

UL 7 at 9:57-60.
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specifying customer’s accessible product numbers.!!? Beetcher’s Figure 2 shows this license

information with fields 201 to 205:

ENTITLEMENT X

3 {UNERCRYPTEDY 3%
oy , 08 ¢
W chpnke \\ ™~ . . }

3
“wloo10loonoiio0looooo0o0lootn . . . e . . . W
| PRODUCT ENTITLEMENT FLAGS
(30 RIS}

Beetcher’s unlock routine 430 will complete the decoding process by building an

encoded product key table (step 904), populating the key table for the relevant sofiware product
specified in the entitlement key (steps 905-908), and saving the key table (step 909).11* Beetcher
also specifies that the customer’s RAM ineludes table 460 populated with products having:
entitlement keys.!'* Beetcher’s software product uses the key’s version and product number
fields to decode a license code.

When compiling and translating the software code, Beetcher explains that the code
includes entitlement verification triggering instructions encoded into the software.!1? Beetcher’s
triggering instructions are encoded into the software when the software code is compiled and

translated, as shown in Figure 3 provided below:

12 74 at 6:22-40,

13 1d at 9:60-10:19, Figs. 5, 9a.

14 Id. at 7:42-44, 8:43-52, 10:20-47, Fig. 6, Fig. 9a,

15 74 at 6:41-58, 11:4-39; see aiso id. at 4:14-23, 8:5-22, 8:56-9:20.,

26

DISH-Blue Spike 842
Exhibit 1005, Page 0050



Request for Ex Parte Reexamination,
11.8. Paterit No, 9,104,842

\

i
R j} Ry W
\ , s & i

I e
: : 2 : :

Novoeo cosamiyveessesesey

S

Fig &

Beetcher explains that'its software code verifies the customer ig entitled to use the
software when the code encounters a triggering instruction. When it encounters one of these
instructions, Beetcher’s code accesses the license key information stored in the key table 460,116
As such, a POSITA would have understood that Beetcheruses its-license information in a
routine, such as check lock function 422, designed to decode a first license code encoded in a
software product via the triggering instructions:

If any instruction is an entitlement verification triggering instruction 301 (step

1004 y-check lock function 422 is invoked. Check lock function 422 aceesses the

product lock table entry 601 corresponding to the product number contained in the
triggering instruction at step 1005. If the version number in product lock table 460

U6 74 at 10:48-11:39; see also id. at Abstract, 8:14-22, 8:53-9:20, Fig. 10.
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is equal to or greater than the version number 303 contained in triggering instruction
301, the software is entitled to execute (step 1006).'!7

Moreover, Beetcher teaches that the triggering instructions will be encoded into the code
resources controlling software functionality:

[An] additional barrier would be to define the entitlement triggering instruction to
simultaneously perform some other function.... The alternative function must be
s0 selected that any compiled software module will be reasonably certain of
containing a number of instructions performing the function. If these criteria are
met, the compiler can automatically generate the object code to perform the
alternative function (and simultaneously, the entitlement verification trigger) as
part of its normal compilation procedure. This definition would provide a
significant barrier to patching of the object code to nullify the entitlement triggering
instructions.!'®

And Beetcher details that “the triggering instruction is also a direct instruction to perform some
other useful work .... [E]xecution of the triggering instruction causes system 101 to perform
»119

some other operation simultancous with the entitlement verification.

Accordingly, Beetcher discloses claim 11.

2. Beetcher Anticipates Independent Claim 12.
a) Preamble: “A method for encoding software code using a
computer having a processor and memory, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting. 2%

Nevertheless, Beetcher discloses claim 12°s preamble. Specifically, Beetcher describes a method

U7 14 at 10:52-62, Fig. 10; Silva Declaration at 99 46-51.

118 Beetcher at 11:14-28; see also id. at 4:25-33, 6:58-65.

19 14, at 6:58-65 (Beetcher specifies that these functions are those “which do not require that an
operand for the action be specified in the instruction.”); Silva Declaration at Y 52-53.

120 Claim 12°s preamble recites “a computer” and claim 12°s body recites “a computer system.”
It is unclear whether those elements refer to the same or separate computing devices. For
purposes of this Request and using the broadest reasonable interpretation consistent with the
specification, it is assumed that the “computer” recited in the preamble is a device separate from
the “computer system.”

28
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for encoding software code using a computer with a processor and memory. Beetcher details that
the software distributor has “development computer system 125, which contains compiler 126
and translator 1277 where “[t]he software modules are recorded on sofiware recording media
112 and “entitlement key generator/encrypter 122 and a database 123 containing customer
information.”'?' Beetcher specifies these compiling and key generating functions may be
performed by a single computer.!?> Below annotated Figure 1 illustrates the distributor’s

computer system distributing memory media 112 and compiling encoded software code:

121 Beetcher at 5:38-48; see also id. at 9:1-20.
122 14 at 5:51-58.

29

DISH-Blue Spike 842
Exhibit 1005, Page 0053



Request for Ex Parte Reexamination,
11.8. Paterit No, 9,104,842

e

)

S

RSN \\\E
o S
WY

e

b

3

A

P

g

S

R
e S B

\\\\\“\\s\\\\\i

3 REXAE ¢ § o
HARRRRR s

g

Bosaaaaisrrrrsscds

7

Gosrsssssisorss
s,
o

%

Beetcher’s Figure 7 illustrates the software code being encoded to include watermarking

triggers decoded by the customer’s licensing information:1%?

128 14 at 9:1-20, Fig. 7.
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As such, a POSITA would have understood that Beetcher’s distributor compiles and
stores the encoded software code using a processor and memory akin to the console’s CPU 102
and memory devices 106-108. As expert Dr, Silva explains in his declaration (Ex. 9), Beetcher’s
computer would necessarily include a processor and memory in order to function. 124

As such, Beetcher teaches this preamble.

124 Silva Declaration at 19 56-59.
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b) Element 12.1: “storing a software code in said memory”
Beetcher discloses element 12.1. Specifically, Beetcher discloses a development system

125 for compiling and translating for the software code.!?® Beetcher details that the software
code is stored as disks 112 in warchouse 120. A POSITA would have understood that developer
system 125 stores the compiled and translated code in memory and records that code onto disks
112 for distribution to customers. As expert Dr. Silva explains in his declaration (Ex. 9),
Beetcher’s computer would necessarily include store software code in memory in order to
function. 126

c) Element 12.2: “wherein said software code comprises a first

code resource and provides a specified underlying functionality
when installed on a computer system™

Beetcher discloses element 12.2. Specifically, Beetcher explains that its software code
includes multiple code resources that include a first code resource.!?’ Beetcher’s code resources
include software modules 300 (dashed box) including sub-objects within the code, as shown
below in annotated Figure 4 and Figure 3.1?® These sub-objects control multiple functions of the
software installed on the customer’s computer system 101.12° And Beetcher’s sofiware prevents
unwanted “patching” of these sub-objects by including entitlement verification triggering

instructions 301.13°

125 Beetcher at 5:38-48, 9:1-20.

126 Silva Declaration at Y 62.

127 Beetcher at 5:40-43, 6:1-15.

128 Id. at 6:41-45, 8:14-17, Fig. 4; see also id. at 7:45-48, Fig. 3.

129 1d. at 6:58-65, 11:4-39; see also id. at Abstract, 4:28-33, 6:65-7:5, claim 3.
130 14 at 4:25-33, 11:11-39; see also id. at Abstract, 3:14-18.
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151 7842 Patent at 11:55-65, 15:36-42.
132 Silva Declaration at 19 65-66.
133 1d. at 9 67.

L3

The 7842 Patentrefers to sub-objects and a memory scheduler as examples of code

resources. 31 A POSITA would have understood that Beetcher’s module sub-objects are sub-

Based on Beetcher’s description, a POSITA would have understood that one sub-object
in module 300 is a first code resource providing a speeified underlying functionality when

installed on the customer’s computer system 101 and unlocked using the license information
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d) Element 12.3: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Beetcher discloses element 12.3. Beetcher describes encoding its software code by the
distributor svstem that includes development system 125 and marketing system 124, which may
be “a single computer system performing both functions.”!** Specifically, Beetcher describes
encoding a first license kev into the software code where that key is used to authorize access to

the software product:

Software module 300 is part of a program product in compiled object code form which
executes on system 101.... [T]he actual executable code operates at executable code level
403, as shown by the box in broken lines. The executable code contains entitlement
verification triggering instructions 301 (only one shown), which are executed by horizontal
microcode check lock function 422,13

This encoding is illustrated in Figure 3:

134 Beetcher at 5:37-58, 6:41-65, 11:4-39.
135 1d. at 8:13-23; see also id. at 4:3-21, 6:20-55, 7:39-44, 8:58-67, 9:51-56, 10:22-38.
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The computern Beetcher’s development system 125 performs the encoding, as shown in
Figure 7 at step 704, detailed as: “The program template serves as input to translator 127 at step
704, along with its product number and version number identification. Translator 127
automatically generates a substantial number of entitlement verification triggers, inserts them in

random locations in the object code ....7"136

136 1d. at9:10-16; see also id. at 5:38-47, 9:1-10, 9:16-20, Fig. 7; Silva Declaration at 9 70-72.
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Moreover, the computer in Beetcher’s development system 125 uses an encoding
algorithm to encode the first license key. Beetcher’s system uses a set of instructions;, as shown.

in Figure 7, to encode triggers into the software code to form the first license key;!¥’

STARY

o1 |
A
SOURCE COBE INPUT
10 CONRILER |

. <70
COMPILER PROBUCES :
PROGRAN TEMPLATE | |

+ ~703

PROGRAM TEMPLATE |
INPUT 1O TRANSLATOR |

TRANGLATOR INSERTS
TRIGGERS

TRANSLATOR PRODUCES |
EXECUTARLE SUFTWARE
NODULE

The compiler begins the process by producing a template (step 702); next the template is:
input into the translator (step 703), then the translator encades the triggers/license keys into the
code (step 704),.and finally the translator resolves references after key insertion to produce the

executable modile. 13 As such, a POSITA would have understood Beetcher’s Figure 7 illustrates

137 Beetcherat 9:10-16; see also id. at 5:38-47,9:1-10, 9:16-20, Fig. 7; Silva Declaration at § 73.
138 Beetcher at 9:6-20, Fig. 7.
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an encoding algorithm.13” Beetcher’s encoding process is further described with respect to
element 11.3.

Moreover, during the original prosecution, Patent Owner specified that “[e]ncoding using
a key and an algorithm is known.”!#? As such, a POSITA would have understood that Beetcher’s
encoding technique necessarily includes a first license key and an encoding algorithm to form a
first license key encoded software code!#!,

€) Element 12.4: “wherein, when installed on a computer system,
said first license key encoded software code will provide said
specified underlying functionality only after receipt of said first
license key”

Beetcher discloses element 12.4. Specifically, Beetcher explains that its first license key
encoded software code provides the specified underlying functionality only after receipt of the
first license key.!*? For instance, Beetcher states:

For support of such a traditional compilation path where the object code format is
known by customers, additional barriers to patching of the object code to nullify or
alter the entitlement triggering instructions may be appropriate. One such additional
barrier would be to define the entitlement triggering instruction to simultaneously
perform some other function. In this case, it is critical that the alternative function
performed by the triggering instruction can not be performed by any other simple
instruction. The alternative function must be so selected that any compiled software
module will be reasonably certain of containing a number of instructions
performing the function. If these criteria are met, the compiler can automatically
generate the object code to perform the alternative function (and simultaneously,
the entitlement verification trigger) as part of its normal compilation procedure.
This definition would provide a significant barrier to patching of the object code to
nullify the entitlement triggering instructions. 43

139 Silva Declaration at 9 74.

140 Ex. 2, Prosecution History at 519.
141 Silva Declaration at 9 70-75.

142 Beetcher at 6:58-65, 11:4-39; see also id. at Abstract, 3:14-18, 4:25-33, 6:65-7:5, claim 3.
143 14 at 11:10-28.
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And as described with respect to element 12.3, Beetcher teaches encoding the triggering
instructions into the software code that is decoded via the first license key.

Beetcher’s Figure 10, 8s provided below, illustrates providing the software’s underlying
functionality based on the first license key (ﬁ'i‘gger information). For instance, Bectcher explains:

System 101 executes the module by fetching (step 1001) and executing (step 1002)
object code instructions until done (step 1003). If any instruction is an entitlement
verification triggering instruction 301 (step 1004) check lock function 422 is
invoked. Check lock function 422 accesses the product lock table entry 601
corresponding to the product number contained in the triggering instruction at step
10635. If the version number in product lock table 460 is equal to or greater than the
version number 303 contained in triggering instruction 301, the software is entitled
to execute (step 1006).14

- 10y
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I 1d at 10:49-60; see also id. at 10:48-49, 10:60-11:3; Silva Declaration at 99 78-82.
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Accordingly, Beetcher discloses claim 12.

3. Beetcher Anticipates Independent Claim 13.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Beetcher discloses claim 13’s preamble. Claim 13°s preamble is the same as claim 12°s

preamble. As explained above, Beetcher discloses a method for encoding software using a

computer with a processor and memory. As such, Beetcher teaches this preamble. '

b) Element 13.1: “storing a software code in said memory”
Element 13.1 is identical to element 12.1. As explained above, Beetcher discloses each
limitation of element 12.1. For the same reasons, Beetcher teaches element 13.1.146

c) Element 13.2: “wherein said software code comprises a first
code resource and provides a specified underlying functionality
when installed on a computer system™

Element 13.2 is identical to element 12.2. As explained above, Beetcher discloses each
limitation of element 12.2. For the same reasons, Beetcher teaches element 13.2.1%

d) Element 13.3: “modifying, by said computer, using a first
license key and an encoding algorithm, said software code, to
form a modified software code; and wherein said modifyving
comprises encoding said first code resource to form an encoded
first code resource”

Beetcher discloses element 13.3. As described with respect to element 12.3, Beetcher’s
distributor system includes a computer that encodes software code using a first license key (e.g.,

triggering information) and an encoding algorithm (e.g., Figure 7). And Beetcher’s encoding

145 Silva Declaration at q 85.
146 4 at 9 87.
147 74, at 9 89,
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process modifies the software code by inserting triggering information into the code.'*® For
instance, Beetcher details that system inputs compiled software code into a translator which
modifies the code by “automatically generat[ing] a substantial number of entitlement verification
triggers” and “insert[ing] them in random locations in the object code,” as shown in Figure Ts
steps 703 and 704.1% Figure 3 illustrates this modifying by inserting triggering information 301

to form amodified software code:
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148 Beetcher at 8:13-23, 9:1-20; see also id. at 5:38-47, 9:1-10, 9:16-20, Fig. 7; Silva Declaration
at 1.

149 Beetcher at 9:11-15.
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As described with respect to element 12.2, Beetcher’s software code includes a series of
code resources corresponding to sub-objects. And Beetcher teaches a code resource is modified
to encode the first code resource via the triggering information.!>° For instance, Beetcher
teaches:

For support of such a traditional compilation path where the object code format is
known by customers, additional barriers to patching of the object code to nullify or
alter the entitlement triggering instructions may be appropriate. One such additional
barrier would be to define the entitlement triggering instruction to simultaneously
perform some other function. In this case, it is critical that the alternative function
performed by the triggering instruction can not be performed by any other simple
instruction. The alternative function must be so selected that any compiled software
module will be reasonably certain of containing a number of instructions
performing the function. If these criteria are met, the compiler can automatically
generate the object code to perform the alternative function (and simultaneously,
the entitlement verification trigger) as part of its normal compilation procedure.
This definition would provide a significant barrier to patching of the object code to
nullify the entitlement triggering instructions.'”!

A POSITA would have understood that such modification results in an encoded first code
resource. 152

Moreover, during the original prosecution, Patent Owner specified that “[e]ncoding using
akey and an algorithm is known.”'** As such, a POSITA would have understood that Beetcher’s
encoding technique necessarily includes a first license key and an encoding algorithm to form a

modified encoded first code resource.!>*

150 1. at 4:25-33, 11:11-39; see also id. at Abstract, 3:14-18.
151 1d. at 11:10-28.
152 Silva Declaration at 9 92.

133 Ex. 2, Prosecution History at 519.
134 Silva Declaration at 9 93.
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€e) Element 13.4: “wherein said modified software code comprises
said encoded first code resource, and a decode resource for
decoding said encoded first code resource”

Beetcher discloses element 13.4. Beetcher explains that its modified sofiware code
includes a decode resource for decoding the encoded first code resource. Specifically, Beetcher
teaches that executing a trigger 301 invokes check lock function 422, which results in accessing
“unlock (decode key)” function 430 upon confirmation that the customer possesses the
software’s license key.!>® Beetcher’s Figure 4, as annotated below, illustrates the decode

resource (dashed perimeter) of the modified software code:!>®

135 Beetcher at 10:22-39, 10:52-65, Figs. 9b, 10; see also id. at 7:16-38, 8:18-22, 9:49-10:7.
136 Silva Declaration at 9 96.
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H Element 13.5: “wherein said decode resource is configured to
decode said encoded first code resource upon receipt of said
first license key”

Beetcher discloses element 13.5, Beetcher specifies that its decode resource decodes the
encoded first code resource upon receipt of the license key. Beetcher, for example, states that

unlock routine 430 “fetches the encrypted entitlement key from ... table 450 ... and decodes the

entitlement key .... The triggering mstruction is then retried and program execution continnes at
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step 928.71%7 And Beetcher’s Figure 9b illustrates accessing the decode resource to decode the

encoded first code resources based on the entitlement key, reflected in steps 921 to 928:
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Ag such, a POSITA would have understood that Beetcher’s decode resource is configured
to decode the encoded first code resource based on first license key. '®

Accordingly, Beetcher discloses claim 13,

137 Beetcherat 10:27-38.
138 Silva Declaration at 19 99-100.
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4. Beetcher Anticipates Independent Claim 14.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Beetcher discloses claim 14’s preamble. Claim 14°s preamble is the same as each of claim 12
and 13’s preamble. As explained above, Beetcher discloses a method for encoding software
using a computer with a processor and memory. As such, Beetcher teaches this preamble.!*®

b) Element 14.I: “storing a software code in said memory”
Element 14.1 is identical to element 12.1. As explained above, Beetcher discloses each
limitation of element 12.1. For the same reasons, Beetcher teaches element 14.1.160
c) Element 14.2: “wherein said software code defines software
code interrelationships between code resources that result in a
specified underlying functionality when installed on a
computer system”

Beetcher discloses element 14.2. Beetcher details that its software code is compiled into
executable code by compiler 126. This compiler works with translator 127 to compile the
software sub-objects and insert triggering information. %! And Beetcher specifies that translator
127 “resolves references” in the software code, which corresponds to defining code
interrelationships between code resources.!®? As shown in steps 701 and 702 of Figure 7,
Beetcher teaches its software code is input into compiler 126 that produces a template of the

software code:!%3

159 74, at 9 103,
160 77, at 9 105,
161 Beetcher at 8:14-17.

162 14 at 9:11-18; Silva Declaration at § 107.
163 Beetcher at 8:14-17, 9:1-20, Fig. 7; see also id. at 5:37-39, 6:41-45, 7:63-66
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A POSIT A would have understood that this software code template also defines the code
interrelationships between the code resources. 14 As the Patent Owner spccified during the
original prosecution, software ¢ode interrelationships are defined during the compiling process of

conventional software applications:

or mention 'software code interrelationships' is that software code
interrelationships were somehow unknown in the art, which clearly is not the case.
As admitted, in the specification at the beginning of paragraph [0051]; an
"application" comprises "sub-objects" whose "order-in the computer memory is of
vital importance® in order to perform an intended function. And as admitted further
in paragraph [0051], "When a program is compiled, then, it consists of a
collection of these sub-objects, whose exact order or arrangement in memory
is not important, so long as any sub-object which uses anether sub-object
knows where in memory it can be found.” Paragraph [0031] of course refers
to conventional applications. Accordingly, that is admittedly a discussion of

164 Silva Declaration at 1 108.
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what is already know by one skilled in the art. Accordingly, the examiner's
statement that the specification lacks written description support for "software code
interrelationships" is inconsistent with the fact that such interrelationships were
explained in paragraphs [0051] and [0052] as a fundamental basis of pre-
existing modem computer programs.'5’

Moreover, during the original prosecution, Patent Owner specified that
“interrelationships between code resource are not that which is novel.”1¢® Based on Patent
Owner’s concessions, it is clear that a POSITA would have understood that Beetcher’s code
necessarily defines code interrelationships between code resources'®’.

Beetcher further teaches that the code resource interrelationships specify the underlying
application functionalities when installed on the customer’s computer 101. For instance,
Beetcher’s software code includes multiple entitlement verification triggers.'®® And Beetcher
details that certain code resources include triggering instruction that controls the underlying
functionalities of the software code:

[An] additional barrier would be to define the entitlement triggering instruction to

simultaneously perform some other function.... The alternative function must be

so selected that any compiled software module will be reasonably certain of

containing a number of instructions performing the function. If these criteria are

met, the compiler can automatically generate the object code to perform the
alternative function (and simultaneously, the entitlement verification trigger) as

part of its normal compilation procedure. This definition would provide a

significant barrier to patching of the object code to nullify the entitlement triggering

instructions. 67

Beetcher further explains that “the triggering instruction is also a direct instruction to perform

some other useful work .... [E|xecution of the triggering instruction causes system 101 to

163 Ex. 2, Prosecution History at 519.
166 J,1
167 Silva Declaration at 9 109.

168 Beetcher at 4:15-33, 9:1-3, 10:22-34, Fig. 3; see also id. at 6:45-65, 8:19-22, 10:52-11:39.
162 1. at 11:14-28; see also id. at 4:25-33, 6:58-65.
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perform some other operation simultaneous with the entitlement verification.”!’® As such, a
POSITA would have understood that the code interrelationships between Beetcher’s code
resources result in a specified underlying functionality once installed.!"

d) Element 14.3: “encoding, by said computer using at least a first

license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Element 14.3 is identical to element 12.3. As explained above, Beetcher discloses each
limitation of element 12.3. For the same reasons, Beetcher teaches element 14.3.

Moreover, during the original prosecution, Patent Owner specified that “[e]ncoding using
a key and an algorithm is known™ and that “an interrelationship in software code is necessarily
defined by digital data, and digital data can obviously be encoded by an encoding process.” 2 As
such, a POSITA would have understood that Beetcher’s encoding technique necessarily includes
a first license key and an encoding algorithm to form a first license key encoded software

code.1”

€) Element 14.4: “in which at least one of said software code
interrelationships are encoded”

Beetcher discloses element 14.4. As described with respect to element 14.2, Beetcher
teaches that its software code defines code interrelationships between code resources and
triggering information 301 in the code control certain underlying software functionality. And

Beetcher details that triggering information 301 is encoded into the software code.!™ For

170 Id_ at 6:58-65 (Beetcher specifies that these functions are those “which do not require that an
operand for the action be specified in the instruction.”).

171 Silva Declaration at 99 110-11.

172 Ex. 2, Prosecution History at 519.
173 Silva Declaration at 9 114-15.

174 Beetcher at 4:25-33, 6:58-65, 11:4-39.
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instance, Beetcher explains that the triggering instructions will be encoded into the code
resources controlling software functionality:

[An] additional barrier would be to define the entitlement triggering instruction to
simultaneously perform some other function.... The alternative function must be
so selected that any compiled software module will be reasonably certain of
containing a number of instructions performing the function. If these criteria are
met, the compiler can automatically generate the object code to perform the
alternative function (and simultaneously, the entitlement verification trigger) as
part of its normal compilation procedure. This definition would provide a
significant barrier to patching of the object code to nullify the entitlement triggering
instructions.!”

And Beetcher details that “the triggering instruction is also a direct instruction to perform some
other useful work .... [E]xecution of the triggering instruction causes system 101 to perform
some other operation simultancous with the entitlement verification.”’% Accordingly, a POSITA
would have understood that this encoded triggering information includes encoded code
interrelationship of the coder resources.!”’

Accordingly, Beetcher discloses claim 14,

B. SNQ-2: Claims 11, 12, 13, and 14 are Anticipated by Beetcher 072 Under 35
U.S.C. §§ 102(a), (b).

Beetcher "072 anticipates claims 11, 12, 13, and 14 under 35 U.S.C. §§ 102(a), (b).
1. Beetcher *072 Anticipates Independent Claim 11.

a) Preamble: “A method for licensed software use, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,

Beetcher "072 discloses claim 11°s preamble. Specifically, Beetcher "072 describes a method of

175 1d. at 11:14-28; see also id. at 4:25-33, 6:58-65.

176 Id. at 6:58-65 (Beetcher specifies that these functions are those “which do not require that an
operand for the action be specified in the instruction.”).

177 Silva Declaration at 9 117-19.
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controlling access to licensed software using an encrypted entitlement key.!”® Beetcher 072, for
instance, summarizes ity invention as:

According to the present invention, software is distributed without the qualification
grant: for performing. Execution of software is attained by the enciphered
qualification grant key which is distributed independently. This qualification grant
key contains a plurality of qualification grant bits which instruct the consecutive
numbers of the machine with which software is licensed to it, and which software
module has the qualification it runs by that machine.'”

Beetcher "072’s Figure 10, as provided below, illustrates the use of an entitled version of

software based on the customer’s license:

178 Beetcher 072 at Abstract, 19 0020, 0022, 0043; see also id. at 9 0001, 0004, 0016 (See Ex. 5
for English translation).
179 Beetcher 072 at 0020 (See Ex. 5 for English translation).
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As such, Beetcher "072 teaches this preamble. %
b) Element 11.I: “loading a software product on a computer, said
computer comprising a processor, memory, an input, and an

output, so that said computer is programmed to execute said
software product”

Beetcher "072 discloses element 11.1. Specifically, Beetcher *072’s system includes a
customer computer 101 including a CPU 102, memory 104, and storage devices 106-108.'8! This
customer computer 101 also includes a media reader 110 (i.e., an input) and an operator console
109 (i.e., an output).'¥? As shown below in annotated Figure 1, Beetcher "072 discloses a

computer having software product 112 loaded for execution (dashed perimeter):

180 Silva Declaration at 99 122-25.

181 Beetcher *072 at 4 0023, Fig. 1 (See Ex. 5 for English translation).
182 Beetcher *072 at 90023, 0027, Fig. 1 (See Ex. 5 for English translation).
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Beetcher "072 details that the customer loads the media, such as an optical disk,

containing a software product onto the compuiter for execution:'®

[Sloftware media 112 comprise one sheet or a plurality of read-only optical discs,
and the medium reader 110 is an optical disc reader. However, please understand
that an electronic distribution medium and other distribution media can also be
used. If the software media 112 are received, a customer will load a desired software
moduleio the system 101 from the medium reader 110, and will usoally memorize
the software module to the memory storage 106-108.1%

1% Silva Declaration at 9 127-29.

18 Beetcher 072 at §0027; see also id. at Abstract, 9 0014, 0040, Fig. 1, claim 6 (See Ex. 5 for

English translatiomn).
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c) Element 11.2: “said software proeduct outputting a prompt for
input of license information”

Beetcher *072 discloses element 11.2. Specifically, Beetcher 072 explains that its
software product contains a user interface routine for the customer to input a license key into the
compiiter before the product can be used,'® For instance, Beetcher *072 explains that the
software product prompts the uiser it inpiit license information:

The support of this operation system contains two user interface routines
required to support the input of a qualification grant key on the virtual-
machine level 404. The general input routine 441 is. used-for processing an input
in normal operation. The installation input routine 440 special to inputting a
qualification grant key is required during the. initial introduction of an
operation system. The thing which needs this is because the portion -of an upper
level operating system is treated as other program products by the present invention
from the machine interface level 405. Namely, such a portion has product number
and the target code is subject to the influence of a qualification verification
trigger. 1%

Beetcher 2072°s. Figure 2 illustrates this license information in unencrypted form
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Beetchér *072 further explains that the software’s “installation input routine 440 has a

dialog with an operator; and receives an input” of the customer’s. license information:during the

185 Beetcher 072 at 90033; see also id. al 10010 (See Ex. 5 for English translation).
18 Beetcher 072 at 0033 (See Ex: 5 for English translation).
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187

software’s initial installation.'®’ And as discussed with respect to element 11.1, the customer’s

computer includes an operator console 109 shown with a monitor and keyboard that “receive the

input from an operator. ™18

d) Element 11.3: “said software product using license information
entered via said input in response to said prompt in a routine

designed to decode a first license code encoded in said software
product”

Beetcher "072 discloses element 11.3. Upon inserting the software’s disk 112, Beetcher
*072 explains that the operator console prompts the customer to enter license information. %
Beetcher "072 details that the customer enters entitlement key 111, i.e., license information, in
response to the prompt initiated by install input routine 440.'%° After entering that key, Beetcher
*(072 teaches that the customer’s computer uses a decode key to initiate unlock routine 430 to
decode the license code encoded in the software product.'®! Beetcher "072’s Figures 4 and 9a,
which are provided below, show the software using the key (i.e., license information) entered by
the customer to decode a first license code encoded in the software product. For instance,
annotated Figure 4 illustrates that the install input routine 440 starts unlock routine 430 once the
customer inputs key 111 into the computer.'®? And “unlocking routine 430 decodes the

qualification grant key 111 using a peculiar machine key” (dashed perimeter):!®?

187 Beetcher *072 at § 0040, see also id. at Fig. 4 (reference number 440), claim 6 (See Ex. 5 for
English translation).

188 Beetcher *072 at § 0023; see also id. at 90025, 0033, 0039, Fig. 1 (See Ex. 5 for English
translation); Silva Declaration at 9 131-133.

189 [ g, Beetcher 072 at 990033, 0040, Figs. 1, 9a.

190 Beetcher *072 at § 0033; see also id. at 0040, Figs. 1, 4, claim 6 (See Ex. 5 for English
translation).

191 Beetcher *072 at 90032, 0040, see also id. at 190030, 0037, Figs. 4, 9a (See Ex. 5 for
English translation).

192 Beetcher *072 at 90033, 0040 (See Ex. 5 for English translation).
193 Beetcher *072 at § 0032; see also id. at 190037, 0041 (See Ex. 5 for English translation).
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Beetcher *072 details that unlock routine 430 “handles the decoding process,” which is
illustrated in Figure 9a’s steps 902-909: “The lock release routineg 430 makes the machine-key
acquisition function 420 search machine consecutive numbers with Step 902, and makes it
generate a machine key at it. Subsequently, the lock release routine 430 decodes the qualification.
grant key 111 at Step 903 using a machine key.”'™

Beetcher "072 specifies that its unencrypied entitlement key includes multiple fields,

which includes version field 202 specifying entitled version levels and produet éntitlement flags

19 Beetcher 072 at 0040 (See Ex. 5 for English translation).
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205 specifying customer’s accessible product numbers.!** Beetcher "072°s Figure 2 shows this

license information with fields 201 to 205:
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Beetcher "0727s unlock routine 430 will complete the decoding process by building an
encoded product key table (step 904), populating the key table for the relevant softwarg product
(steps 905-908), and saving the key table (step 909).1%¢ Beetcher "072 also specifies that the
customer’s RAM includes table 460 populated with products having entitlement keys.!?
Beetcher "072’s software productuses the key’s version and product number fields to decode a
license code.

When compiling and translating the software code, Beetcher "072 explains that the code
includes entitlement verification triggering instructions encoded into the software. ' Beetcher
072%s triggering instructions are encoded into the software when the software code is compiled

and translated, as shown in Figure 3 provided below:

15 Beetcher 7072 at 9§ 0028.

196 I at 90040 (See Ex. 5 for English translation).

197 Beetcher "072 at 0032, 0036, 0041-42, Fig. 6, Fig. 9a.

198 Id. at 9910029, 0044 see also id. at 90021, 0033-34, 0037-38 (See Ex. 5 for English
trans lation).
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Beetcher?072 explains that its software code verifies the customer is entitled to use the
software when the:code encounters a triggering instruction. When it encounters one of these
instructions, Beetcher 072°s code accesses the license key mformation stored in the key table
460.1 As such, a POSITA would have understood that Beetcher uses its license informationin a

routine, such as check lock function 422, designed to decode a first license code encoded in a

software product via the triggering instructions:>%

When a command is the qualification verification trigger 301 (Step 1004), the lock
checking feature 422 is called. At Step 1003, the lock checking feature 422 dccesses
the product locking table entry 601 to which it corresponds to the product number
incladed in a qualification verification trigger. The qualification for the version
number in the product locking table 460 being equal to the version number 303

19 Beetcher *072 at 99 0043-44; see also id. at Abstract, 99 0034, 0037-38, Fig. 10 (See Ex. 5 for
English translation).
200 Silva Declaration at 4% 135-39.
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contained in the qualification verification trigger 301, or performing software, in
being larger than it is given (Step 1006). In this case, the lock checking feature 422
does not perform treatment beyond it, but a system proceeds to execution of the
next target code command in a software module.2%!

Moreover, Beetcher 072 teaches that the triggering instructions will be encoded into the
code resources controlling software functionality:

[An] additional barrier|]| is defining a qualification verification trigger, as other
functions of a certain are performed simultaneously.... This alternate function must
be selected so that any compiled software modules may include some commands
which perform that function quite reliably. When having coincided in these criteria,
the compiler can generate automatically the target code which performs the
alternate function (it is also a qualification verification trigger simultaneously with
it) as a part of the usual compilation order. This definition should bring about the
important barrier to ‘patching’ of a target code which invalidates a qualification
verification trigger.??

And Beetcher "072 details that “a qualification verification trigger is also the direct instruction ...
which performs other useful work of a certain.... [I]f a trigger command is executed, the system

101 will perform other operations of a certain simultaneously with qualification verification.”2%*

Accordingly, Beetcher 072 discloses claim 11.
2. Beetcher ’072 Anticipates Independent Claim 12.
a) Preamble: “A method for encoding software code using a
computer having a processor and memory, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting.2%*

Nevertheless, Beetcher 072 discloses claim 12°s preamble. Specifically, Beetcher 072 describes

201 Beetcher 072 at 9 0043, Fig. 10.

202 1d. at 9 0044; see also id. at 90021, 0029 (See Ex. 5 for English translation); Silva
Declaration at 4 140.

203 Beetcher 072 at 9 0029 (Beetcher "072 specifies that these functions are those “which does
not need to divide, does not need to be ordering the operand for the processing and does not need
to be specified”) (See Ex. 5 for English translation); Silva Declaration at 9§ 140,

204 Claim 12°s preamble recites “a computer” and claim 12’s body recites “a computer system.”
It is unclear whether those elements refer to the same or separate computing devices. For
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a method for encoding sofiware code using a computer with a processor and memory. Beetcher
072 details that the software distributor has “computer system 125 for development contain the
compiler 126 and the translator 127 where “[a] software module is recorded on the software
recording medium 112" and “generation/enciphered program 122 of a qualification grant key,
and the data base 123 containing customer data.”?% Beetcher *072 specifies these compiling and
key generating functions may be performed by a single computer.?°¢ Below annotated Figure 1
illustrates the distributor’s computer system distributing memory media 112 and complying

encoded software code:

purposes of this Request and using the broadest reasonable interpretation consistent with the
specification, it is assumed that the “computer” recited in the preamble is a device separate from
the “computer system.”

205 Beetcher *072 at 9 0024, see also id. at 10038 (See Ex. 5 for English translation).
206 Beetcher 072 at § 0024 (See Ex. 5 for English translation).

60

DISH-Blue Spike 842
Exhibit 1005, Page 0084



Request for Ex Parte Reexamination,
11.8. Paterit No, 9,104,842

Sond

s i

e

s R

A e

S

s

i

o

Grvroosacn

o

E

“,

&

o
%

R

V\;{‘\,\Y(t‘"\\\\?“?&t«\‘ S

¥ >
oy

T

3
3
3

2

R

%,

)
P s )
28
7

A
% 7

i

Beetcher "072%s Figure 7 illustrates the software code being encoded to include

watermarking triggers decoded by the customer’s licensing information:

207

207 Beetcher 072 at 0038, Fig. 7 (See Ex. 5 for English translation).
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As such, .a POSITA would have understood that Beetcher *072% distributor compiles and
stores the encode software code using a processor and memory akin to the console™s CPU 102
and memory devices 1106-108. As expert Dr. Silva explains in his declaration (Ex. 9), Beetcher
208

"072’s computer would necessarily include a processor and memory in order:to function.

As such, Beetcher "072 teaches this preamble.2%

28 Silva Declaration at 9 147.
29 140 at 49 144-47,
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b) Element 12.1: “storing a software code in said memory”

Beetcher "072 discloses element 12.1. Specifically, Beetcher *072 discloses a
development system 125 for compiling and translating for the software code.?'” Beetcher "072
details that the software code is stored as disks 112 in warehouse 120. A POSITA would have
understood that developer system 125 stores the compiled and translated code in memory and
records that code onto disks 112 for distribution to customers. As expert Dr. Silva explains in his
declaration (Ex. 9), Beetcher "072°s computer would necessarily include store software code in
memory in order to function.?!!
c) Element 12.2: “wherein said software code comprises a first

code resource and provides a specified underlying functionality
when installed on a computer system™

Beetcher "072 discloses element 12.2. Specifically, Beetcher 072 explaings that its
software code includes multiple code resources that include a first code resource.?!? Beetcher
’072’s code resources include software modules 300 (dashed box) including sub-objects within
the code, as shown below in annotated Figure 4 and Figure 3.2!* These sub-objects control
multiple functions of the software installed on the customer’s computer system 101.214 And
Beetcher "072’s software prevents unwanted “patching” of these sub-objects by including

entitlement verification triggering instructions 301.213

210 Beetcher 072 at 990024, 0038 (See Ex. 5 for English translation).
21 Gilva Declaration at 9§ 150.
12 Beetcher 072 at 990024, 0026-27 (See Ex. 5 for English translation).

213 Beetcher 072 at 990029, 0034, Fig. 4; see also id. at 10032, Fig. 3 (See Ex. 5 for English
translation).

24 Beetcher 072 at 990029, 0044 see also id. at Abstract, 190021, 0030, claim 3 (See Ex. 5 for
English translation).

215 Beetcher 072 at 990021, 0044; see also id. at Abstract, § 0009 (See Ex. 5 for English
translation).
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The *842 Patent refers to sub-objects and a memory scheduler as examples of code
resources.”1¢ A POSITA would have understood that Beetcher *072°s module sub-objects are
sub-objects.?!”

Based on Beetcher "072°s description, a POSITA would have understood that one sub-
ij ect in-medule 300 is a first code resource providing a specified underlying funetionality when

installed on the customer’s computer system 101 and unlocked using the license information

(key)_zls

216 2842 Patent at 11:55-65, 15:36-42.
217 Silva Declaration at 19 153-54.
218 74 0t 9155,
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d) Element 12.3: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Beetcher "072 discloses element 12.3. Beetcher "072 describes encoding its software code
by the distributor system, which includes development system 125 and marketing system 124,

via a “single computer systems may be physically used performs both of functions.””?1

Specifically, Beetcher 072 describes encoding a first license key into the software code where
that key is used to authorize access to the software product:

The software modules 300 are some program products of the compiled target code form
which is performed on the system 101.... [T]he code which can actually be executed
operates on the executable code level 403 as shown by the frame of the broken lines. The
executable code contains the qualification verification trigger 301 (only one is shown in
the figure) performed by the lock checking feature 422 of a horizontal microcode. 22°

This encoding is illustrated in Figure 3:

19 Beetcher 072 at 490024, 0029, 0044 (See Ex. 5 for English translation).

220 Beetcher *072 at § 0034; see also id. at 9 0020-21, 0028-29, 0032, 0037, 0040, 0041 (See Ex.
5 for English translation).
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The computer in Beetcher "072°s development system 125 performs the encoding, as
shown m Figure 7 at step 704, detailed ag: “At Step 704, a program template identifies the
product niumber and version number, and it works as an input to the translator 127,
Automatically, the translator 127 generates most number of qualification verification triggers,
inserts this in the random position in a target code Lo

Moreover, the.computer in Beeteher *072%s development system 125 uses an encoding:
algorithm to.encode the first Heense key. Beetcher 2072 system uses a set of instructions, as

shown in Figure 7, to encode triggers into the software code to form the first license key:**?

221 Beetcher *072 at §0038; see also id. at 0024, Fig. 7 (See Ex. 5 for English translation);
Silva Declaration at 99 158-60.

222 Beetcher 072 at 9 0038; see also id. at 0024, Fig. 7 (See Ex. 5 for English translation);
Silva Declaration at 9 161,
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The compiler begins the process by producing atemplate (step 702), next the template is
input into the translator (step 703); then the translator encodes the triggers/license keys into the
code (step 704), and finally the translator resolves references after key insertion to produce the
executable module.>® As such, a POSITA would have understood Beetcher "072’s Figure 7
illustrates an encoding algorithm.?** Beetcher’s encoding process is further described with

respect to clement 11.3.

223 Beetcher "072 at 0038, Fig. 7 (See Ex. 5 for English translation).
324 Silva Declaration at 162,
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Moreover, during the original prosecution, Patent Owner specified that “[e]ncoding using
akey and an algorithm is known.”??* As such, a POSITA would have understood that Beetcher
*072’s encoding technique necessarily includes a first license key and an encoding algorithm to
form a first license key encoded software code??®.

e) Element 12.4: “wherein, when installed on a computer system,
said first license key encoded software code will provide said
specified underlying functionality only after receipt of said first
license key”

Beetcher "072 discloses element 12.4. Specifically, Beetcher *072 explains that its first
license key encoded software code provides the specified underlying functionality only after
receipt of the first license key.??’ For instance, Beetcher *072 states:

[[Jnvalidating a qualification verification trigger, in order that the format of a target
code may support the compile course of the conventional type known by the
customer | - - or it may become suitable to add the barrier to ‘patching’ of a target
code which is changed. One of such the additional barriers is defining a
qualification verification trigger, as other functions of a certain are performed
simultaneously. In this case, it is important that the alternate function carried out
by the qualification verification trigger cannot carry out with other simple
commands. This alternate function must be selected so that any compiled software
modules may include some commands which perform that function quite reliably.
When having coincided in these criteria, the compiler can generate automatically
the target code which performs the alternate function (it is also a qualification
verification trigger simultaneously with it) as a part of the usual compilation order.
This definition should bring about the important barrier to ‘patching’ of a target
code which invalidates a qualification verification trigger.??8

And as described with respect to element 12.3, Beetcher *072 teaches encoding the triggering

instructions into the software code that is decoded via the first license key.??

223 Ex. 2, Prosecution History at 519.

226 Silva Declaration at 9 163.

227 Beetcher *072 at 490029, 0044; see also id. at Abstract, 99 0009, 0021, 0030, claim 3 (See
Ex. 5 for English translation).

228 Beetcher *072 at § 0044 (See Ex. 5 for English translation).
229 Silva Declaration at 9 166.
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Beetcher 7072%s Figure 10, as provided below, illustrates providing the software’s
underlying functionality based on the first license key (trigger information).?® For instance,
Beeteher "072 explains:

Execution of the software module by the system 101 is made by what this is taken
out and performed for (Step 1002) (Step 1001) until a modular target code
command is completed (step 1003). When a command is the qualification
verification trigger 301 (Step 1004), the lock checking feature 422 is called. At Step
1003, the lock checking feature 422 accesses the product locking table entry 601 to
which it corresponds to the product number included in a qualification verification
trigger. The qualification for the version number in the product locking table 460
being equal to the version number 303 contained in the qualification verification
trigger 301, or performing software, in being larger than it is given (Step 1006).23!

20 11 at 49 167-69.
331 Beetcher *072 at 90043 (See Ex: 5 for English translation).
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Accordingly, Beetcher 072 discloses claim 12.

3. Beetcher ’072 Anticipates Independent Claim 13.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Beetcher "072 discloses claim 13’s preamble. Claim 13’s preamble is the same as claim 12°s
preamble. As explained above, Beetcher "072 discloses a method for encoding software using a
computer with a processor and memory. As such, Beetcher *072 teaches this preamble.?*?

b) Element 13.1: “storing a software code in said memory”

Element 13.1 is identical to element 12.1. As explained above, Beetcher 072 discloses
each limitation of element 12.1. For the same reasons, Beetcher *072 teaches element 13.1.%733

c) Element 13.2: “wherein said software code comprises a first
code resource and provides a specified underlying functionality
when installed on a computer system”

Element 13.2 is identical to element 12.2. As explained above, Beetcher 072 discloses
each limitation of element 12.2. For the same reasons, Beetcher 072 teaches element 13.2.234

d) Element 13.3: “moditying, by said computer, using a first
license key and an encoding algorithm, said software code, to
form a modified software code; and wherein said modifying
comprises encoding said first code resource to form an encoded
first code resource”

Beetcher "072 discloses element 13.3. As described with respect to element 12.3,

Beetcher "072’s distributor system includes a computer that encodes software code using a first

232 Silva Declaration at 9 172.
233 14 at 9 174,
24 14 at 9 176.
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license key (e.g., triggering information) and an encoding algorithm (e.g., Figure 7). And
Beetoher "072’s encoding process modifies the software code by inserting triggering information
into the code.”*’ For instance, Beetcher 7072 details that its system inputs compiled software
code into a trans lator which modifies the code by “autom‘atically ... generat[ing] most number of
qualification verification triggers™ and “insert[ing] this in the random position in a target code,”
as shown in Figure 7’s steps 703 and 704.2%¢ Figure 3 illustrates this modifying by inserting

triggering information 301 to form a modified software code:

IR

335 Beetcher *072 at Y 0034, 0038; see also id. at 0024, Fig. 7 (See Ex. 5 for English
translation); Silva Declaration at 9 178.
36 Beetcher "072 at 90038 (See Ex. 5 for English translation).
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As described with respect to element 12.2, Beetcher *072°s software code includes a
series of code resources corresponding to sub-objects. And Beetcher "072 teaches a code
resource is modified to encode the first code resource via the triggering information. >*” For
mstance, Beetcher "072 teaches:

[IJnvalidating a qualification verification trigger, in order that the format of a target
code may support the compile course of the conventional type known by the
customer ] - - or it may become suitable to add the barrier to ‘patching’ of a target
code which is changed. One of such the additional barriers is defining a
qualification verification trigger, as other functions of a certain are performed
simultaneously. In this case, it is important that the alternate function carried out
by the qualification verification trigger cannot carry out with other simple
commands. This alternate function must be selected so that any compiled software
modules may include some commands which perform that function quite reliably.
When having coincided in these criteria, the compiler can generate automatically
the target code which performs the alternate function (it is also a qualification
verification trigger simultancously with it) as a part of the usual compilation order.
This definition should bring about the important barrier to ‘patching’ of a target
code which invalidates a qualification verification trigger.?’%

A POSITA would have understood that such modification results in an encoded first code

resource.¥?
Moreover, during the original prosecution, Patent Owner specified that ““[e|ncoding using

a key and an algorithm is known.”?** As such, a POSITA would have understood that Beetcher

*072’s encoding technique necessarily includes a first license key and an encoding algorithm to

form a modified encoded first code resource.?!

237 Beetcher 072 at 990021, 0044; see also id. at Abstract, § 0009 (See Ex. 5 for English
translation).

238 Beetcher 072 at § 0044 (See Ex. 5 for English translation).
239 Silva Declaration at 9 178-79.

20 Ex. 2, Prosecution History at 519.

21 Gilva Declaration at 9 180.
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e) Element 13.4: “wherein said modified software code comprises
said encoded first code resource, and a decode resource for
decoding said encoded first code resource”

Beetcher "072 discloses element 13.4. Beetcher "072 explains that its modified software.
code includes a decode resource for decoding the encoded first code resource. Specifically,
Beetcher "072 teaches that executing a trigger 301 invokes check lock function 422, which
results in accessing “unlock (decode key)” function 430 upon confirmation that the customer
possesses the software’s license key.?"? Beetcher "072%s Figure 4, as annotated below, illustrates

the decode resource (dashed perimeter) of the modified software code 2

B A S

22 Bectoher *072 at 9 0041, 0043, Figs. 9b, 10; see also id. at 9 0031-32, 0034, 0040 (See Ex.
5 for English translation).
3 Silva Declaration at ¥ 183.
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f Element 13.5: “wherein said decode resource is configured to
decode said encoded first code resource upon receipt of said
first license key”

Beetcher "072 discloses element 13.5. Beetcher "072 specifies that its decode resource
decodes the encoded first code resource upon receipt of the license key. Beetcher "072, for
example, states that “the qualification grant key enciphered from the suitable entry in the product
key table 450 in which the lock release routine 430 was coded ... is taken out ... and a
qualification grant key is decoded .... Subsequently, at Step 928, a qualification verification
trigger is retried and execution of a program is continued.”*** And Beetcher "072’s Figure 9b
illustrates accessing the decode resource to decode the encoded first code resources based on the

entitlement key, reflected in steps 921 to 928:

244 Beetcher *072 at 0041 (See Ex. 5 for English translation).
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TR ORI

As such,-a POSITA would have understoed that Beetcher "072’s decode resource is
configured to decode the encoded first code resource based on first license key.***
Accordingly, Beetcher 2072 discloses claim 13.
4. Beetcher *072 Anticipates Independent Claim 14.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,

Beetcher *072 discloses claim 14°s preamble. Claim 14’s preamble is the same as each of claim

2 Gilva Declaration at 9 186.
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12 and 13’s preamble. As explained above, Beetcher "072 discloses a method for encoding
software using a computer with a processor and memory. As such, Beetcher "072 teaches this
preamble.?4¢
b) Element 14.I: “storing a software code in said memory”
Element 14.1 is identical to element 12.1. As explained above, Beetcher 072 discloses
each limitation of element 12.1. For the same reasons, Beetcher “072 teaches element 14.1.27
c) Element 14.2: “wherein said software code defines software
code interrelationships between code resources that result in a

specified underlying functionality when installed on a
computer system”

Beetcher "072 discloses element 14.2. Beetcher “072 details that its software code is
compiled into executable code by compiler 126. This compiler works with translator 127 to
compile the software sub-objects and insert triggering information.?*® And Beetcher *072
specifies that translator 127 generates the verification triggers and randomly inserts the triggers
into the target code.?* Translator 127 then resolves references to the positions of the triggers in
the target code, which corresponds to defining code interrelationships between code resources.?*

As shown in steps 701 and 702 of Figure 7, Beetcher 072 teaches its software code is input into

compiler 126 that produces a template of the software code: 2!

26 14/, at 4 190.

27 14 at 9 192.

248 Beetcher 072 at 9 0034 (See Ex. 5 for English translation).

249 Beetcher *072 at 0038 (See Ex. 5 for English translation).

250 Beetcher 072 at 4 0038 (See Ex. 5 for English translation); Silva Declaration at ¥ 194.

231 Beetcher 072 99 0034, 0038, Fig. 7, see also id. at 170024, 0029, 0033 (See Ex. 5 for
English translation).
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A POSITA would have understood that this software code template also defines the eode
interrelationships between the code resources.™* As Patent Owner specified during tlie original
prosecution, software code interrelationships are defined during the compiling process of
conventional software applications:

What the examiner has implied by alleging that the "specification ... fails to teach
or mention software code interrelationships™ s that sofiware code
interrclationships were somchow unknown:in the art, which clearly is not the case.
As admitted, in the specification at the beginning of paragraph [0051], an
"application” comprises "sub-ohjects" whose "order in the computer memory is of
vital importance” in order to perform an intended function. And as admitted further
in paragraph [0031], "When a program is compiled, then, it consists of a
collection of these sub-objects, whose exact erder or arrangement in.memory
is mot important, so long as’ any sub-object which uses another sub-cobject
knows where in memory it can be found.” Paragraph [(0051] of course refers

232 Silva Declaration at 1% 194-95.
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to conventional applications. Accordingly, that is admittedly a discussion of
what is already know by one skilled in the art. Accordingly, the examiner's
statement that the specification lacks written description support for "software code
interrelationships" is inconsistent with the fact that such interrelationships were
explained in paragraphs [0051] and [0052] as a fundamental basis of pre-
existing modem computer programs.>?

Moreover, during the original prosecution, Patent Owner specified that
“interrelationships between code resource are not that which is novel.”?** Based on the Patent

Owner’s concessions, it is clear that a POSITA would have understood that Beetcher *072°s code

necessarily defines code interrelationships between code resources.?>*

Beetcher "072 further teaches that the code resource interrelationships specify the

underlying application functionalities when installed on the customer’s computer 101. For

instance, Beetcher "072’s software code includes multiple entitlement verification triggers.?>

And Beetcher "072 details that certain code resources include triggering instructions that control
the underlying functionalities of the software code:

[An] additional barrier[] is defining a qualification verification trigger, as other
functions of a certain are performed simultaneously.... This alternate function must
be selected so that any compiled software modules may include some commands
which perform that function quite reliably. When having coincided in these criteria,
the compiler can generate automatically the target code which performs the
alternate function (it is also a qualification verification trigger simultaneously with
it) as a part of the usual compilation order. This definition should bring about the
important barrier to ‘patching” of a target code which invalidates a qualification
verification trigger.?*’

Beetcher "072 further explains that “a qualification verification trigger is also the direct

instruction ... which performs other useful work of a certain. ... [I|f a trigger command is

233 Ex. 2, Prosecution History at 519.

234 Id. at 519.

233 Silva Declaration at 9 196.

236 Beetcher 072 at 490021, 0038, 0041, Fig. 3; see also id. at 0029, 0034, 0043-44 (See EX.
5 for English translation).

357 Beetcher *072 at § 0044; see also id. at 190021, 0029 (See Ex. 5 for English translation).
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executed, the system 101 will perform other operations of a certain simultaneously with
qualification verification.”?’® As such, a POSITA would have understood that the code
interrelationships between Beetcher "072’s code resources result in a specified underlying
functionality once installed. >

d) Element 14.3: “encoding, by said computer using at least a first

license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Element 14.3 is identical to element 12.3. As explained above, Beetcher 072 discloses
each limitation of element 12.3. For the same reasons, Beetcher 072 teaches element 14.3.

Moreover, during the original prosecution, Patent Owner specified that “[e|ncoding using
akey and an algorithm is known™ and that “an interrelationship in software code is necessarily
defined by digital data, and digital data can obviously be encoded by an encoding process.”?¢? As
such, a POSITA would have understood that Beetcher "072°s encoding technique necessarily
includes a first license key and an encoding algorithm to form a first license key encoded
software code.

€) Element 14.4: “in which at least one of said software code
interrelationships are encoded”

Beetcher "072 discloses element 14.4. As described with respect to element 14.2,
Beetcher "072 teaches that its software code defines code interrelationships between code
resources and triggering information 301 in the code control certain underlying software

functionality. And Beetcher "072 details that triggering information 301 is encoded into the

238 Beetcher 072 at 9 0029 (Beetcher "072 specifies that these functions are those “which does
not need to divide, does not need to be ordering the operand for the processing and does not need
to be specified”) (See Ex. 5 for English translation).

239 Silva Declaration at 9 197-98.
260 Ex. 2, Prosecution History at 519.
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software code.?%! For instance, Beetcher *072 explains that the triggering instructions will be
encoded into the code resources controlling software functionality:

[An] additional barrier[] is defining a qualification verification trigger, as other
functions of a certain are performed simultaneously.... This alternate function must
be selected so that any compiled software modules may include some commands
which perform that function quite reliably. When having coincided in these criteria,
the compiler can generate automatically the target code which performs the
alternate function (it is also a qualification verification trigger simultaneously with
it) as a part of the usual compilation order. This definition should bring about the
important barrier to ‘patching’ of a target code which invalidates a qualification
verification trigger.?

And Beetcher "072 details that “a qualification verification trigger is also the direct instruction ...

which performs other useful work of a certain.... [I]f a trigger command is executed, the system

101 will perform other operations of a certain simultancously with qualification verification.”?6?

Accordingly, a POSITA would have understood that this encoded triggering information

includes encoded code interrclationship of the coder resources. %

Thus, Beetcher "072 discloses claim 14,

C. SNQ-3: Claims 11, 12, 13, and 14 are Anticipated by Cooperman Under 35
U.S.C. § 102(a).

Cooperman anticipates claims 11, 12, 13, and 14 under 35 U.S.C. § 102(a).

261 Beetcher 072 at 990021, 0029, 0044 (See Ex. 5 for English translation).
262 Beetcher 072 at 9 0044, see also id. at 90021, 0029 (See Ex. 5 for English translation).

263 Beetcher 072 at 9 0029 (Beetcher "072 specifies that these functions are those “which does
not need to divide, does not need to be ordering the operand for the processing and does not need
to be specified™) (See Ex. 5 for English translation).

264 Silva Declaration at 49 201-02.
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1. Cooperman Anticipates Independent Claim 11.
a) Preamble: “A method for licensed software use, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Cooperman discloses claim 11°s preamble. Specifically, Cooperman describes a method for use
of licensed software.?®* Cooperman, for instance, provides a method of encoding a license key
into software code where the code operates by “ask[ing] the user for personalization information,
which include the license code.”?%6 And Cooperman specifies that, to extract a digital watermark
essential to operate the software, “the user must have a key. The key, in turn, is a function of the
license information for the copy of the software in question.”?¢’

As such, Cooperman teaches this preamble. 26
b) Element 11.1: “loading a software product on a computer, said

computer comprising a processor, memory, an input, and an

output, so that said computer is programmed to execute said
software product”

Cooperman discloses element 11.1. Specifically, Cooperman’s system includes a
computer having a processor, memory, input, and output. Cooperman initially recognizes that
“la] computer application secks to provide a user with certain utilities or tools, that is, users
interact with a computer or similar device to accomplish various tasks and applications provide

222

the relevant interface.”?®” And Cooperman discloses loading software object code into “computer

memory for the purpose of execution.”?’? Cooperman further discusses that software products

265 Cooperman at 5:35-6:5, 11:24-33; see also id. at 3:24-31, 11:34-37, 12:13-35, claim 2.
266 1 at 11:24-33.

27 Id. at 12:13-16.

268 Silva Declaration at 4 208-10.

269 Cooperman at 3:16-20.

20 Id. at claim 3; see also id. at 13:31-36, claim 7.
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include functions made from executable object code whose “order in the computer memory is of
vital importance.”?’! Accordingly, a POSITA would have understood that Cooperman’s
computer includes a processor and memory for executing the stored software code because, as
expert Dr. Silva explains, inclusion of a processor and memory is standard in such computers.?’?

Cooperman explains that the computer may “process|] a digital sample stream for the
purpose of modifying it or playing the digital sample stream.”?’”* A POSITA would have
understood that such digital sample stream processing is performed by a computer’s processor
and an output plays the digital sample stream.?’*

Cooperman further describes loading a software product on the computer, so the
computer can execute the software product. For instance, Cooperman further describes the
operation of the disclosed software product requires

1. Installing, i.e., loading, the software on the computer;
2. Asking the user to input a license code;

Generating, i.e., outputting, a decoding key after receiving the license code to
access the software resources.?’>

c) Element 11.2: “said software product outputting a prompt for
input of license information™

Cooperman discloses element 11.2. Specifically, Cooperman explains that its software
product requests that the user input license information, i.¢., a license key, into the computer

before the product can be used.?’® For instance, Cooperman explains that the software product

2 Id. at 7:1-5.

272 Silva Declaration at ¥ 212.

273 Cooperman at claim 4; see also id. at claims 5, 6 (processing digital sample stream and a map
list).

274 Silva Declaration at 4 213.

273 Cooperman at 11:24-34; Silva Declaration at § 214.

276 Cooperman 11:24-33; see also id. at Abstract, 3:24-28, 5:35-6:5, 11:6-8, 12:10-16.
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prompts the user it input license information: 1) when it is run for the first time, after
installation, it asks the user for personalization information, which includes the license code.
This can include a particular computer configuration.”?’” Cooperman specifies that such license
codes are entered by the user “when prompted at start-up.”?’® A POSITA would have understood
this request corresponds to the software product outputting a prompt to input license
information.”

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 11.2. For instance, Patent Owner’s May 14, 2012 Appeal Brief
states that element 11.2 is taught by: ““1) when it is run for the first time, after installation, it asks
the user for personalization information, which includes the license code. This can include a

22280

particular computer configuration. Cooperman includes this same teaching, and thus

discloses element 11.228L,

d) Element 11.3: “said software product using license information
entered via said input in response to said prompt in a routine
designed to decode a first license code encoded in said software
product”

Cooperman discloses element 11.3. Specifically, Cooperman explains that its system
includes a routine designed to decode a first license code encoded in the software product based

on inputted license information. For instance, Cooperman states:

Given that there are one or more of these essential resources, what is needed to
realize the present invention is the presence of certain data resources of a type which

277 Id. at 11:25-28.
278 Id. at 1:25-28.
27 Silva Declaration at § 216.

280 Ex. 2, Prosecution History at 577 (original claim 58 issued as claim 11).
281 Silva Declaration at §217.
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are amenable to the "stega-cipher" process described in the "Steganographic
Method and Device" patent application. %

And Cooperman discloses: “3) Once it has the license code, it can then generate the proper
decoding key to access the essential code resources.”® As explained regarding element 11.2,
Cooperman details that the user enters license information via an input in response to the prompt.

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 11.3. For instance, Patent Owner’s May 14, 2012 Appeal Brief
states that element 11.3 is taught by:

Given that there are one or more of these essential resources, what is needed to
realize the present invention is the presence of certain data resources of a type which
are amenable to the “stega-cipher” process described in the “Steganographic
Method and Device” patent U.S. Pat. No. 5,613,004 [issued from U.S. Application
No. 08/489,172].

* ok ok ok

3) Once it has the license code, it can then generate the proper decoding key to
access the essential code resources.?®*

Cooperman includes these same teachings, and thus discloses element 11.3.28°

Accordingly, Cooperman discloses claim 11.

282 Cooperman at 9:22-27; see also id. at 2:34-37, 4:7-17 (incorporating by reference U.S. Patent
Application No. 08/489,172 entitled “Steganographic Method and Device™).

83 Cooperman at 11:31-33.

84 Ex. 2, Prosecution History at 577 (original claim 58 issued as claim 11); see also id. at 664

(Patent Owner explaining that element 11.3 is met by teachings corresponding to Cooperman at
10:7-11:33).
285 Silva Declaration at 49 220-23.
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2. Cooperman Anticipates Independent Claim 12.
a) Preamble: “A method for encoding software code using a
computer having a processor and memory, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting, 2%
Nevertheless, Cooperman discloses ¢laim 12°s preamble. Specifically, Cooperman describes a
method for encoding software code using a computer with a processor and memory. Cooperman
details that, during the software code assembly, the computer system will “choose one or several
essential code resources, and encode them into one or several data resources using the
stegacipher process.”?®” As expert Dr. Silva explains, Cooperman’s computer would necessarily
include a processor and memory in order to function.?®®

As such, Cooperman teaches this preamble.?%®

b) Element 12.I: “storing a software code in said memory”

Cooperman discloses element 12.1. Specifically, Cooperman describes techniques for
randomizing the location of software code stored in memory.?*® Cooperman explains that this
randomization makes the software code more resistant to patching and memory capture

analysis.”' As such, a POSITA would have understood that these techniques are used for code

286 Claim 12°s preamble recites “a computer” and claim 12’s body recites “a computer system.”
It is unclear whether those elements refer to the same or separate computing devices. For
purposes of this Request and using the broadest reasonable interpretation consistent with the
specification, it is assumed that the “computer” recited in the preamble is a device separate from
the “computer system.”

387 Cooperman at 10:13-16; see also id. at claim 6.

288 Silva Declaration at 9 227.

89 Id. at 99 226-28.

290 Cooperman at 3:32-37; see also id. at 4:1-6, 6:5-9, 13:23-46, 14:4-9.

2114 at 3:13-16, 14:37-15:18, claim 7.
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stored in memory because, as expert Dr. Silva explains, storage of code in memory is standard in
computers like Cooperman’s.?*?

Cooperman further explains that its software code is compiled and assembled: “When
code and data resources are compiled and assembled into a precursor of an executable program
the next step is to use a utility application for final assembly of the executable application.”??
Cooperman also states that code resources are stored separately from applications, i.e., software,
code.?® A POSITA would have understood that Cooperman’s compiled and assembled
application code is stored in memory. As Dr. Silva explains, Cooperman’s computer would
necessarily include store software code in memory in order to function.??

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 12.1. For example, Patent Owner’s May 14, 2012 Appeal Brief
states that element 12.1 is taught by: “When code and data resources are compiled and assembled
into a precursor of an executable program the next step is to use a utility application for final
2296

assembly of the executable application.

Cooperman includes this same teaching, and thus discloses element 12.1.

22 Silva Declaration at 9 230.

293 Cooperman at 10:8-11; see also id. at 7:1-21.
294 Id. at 7:26-30.

295 Silva Declaration at §231.

296 Ex. 2, Prosecution History at 578 (original claim 59 issued as claim 12); see also id. at 415-16
(original claim 61, which issued as claim 13, includes the same limitation “wherein said software
code comprises a first code resource and provides a specified underlying functionality when
installed on a computer system™); Silva Declaration at §232.

87

DISH-Blue Spike 842
Exhibit 1005, Page 0111



Request for Fx Parte Reexamination,
U.S. Patent No. 9,104,842

c) Element 12.2: “wherein said software code comprises a first
code resource and provides a specified underlying functionality
when installed on a computer system™

Cooperman discloses element 12.2. Specifically, Cooperman explains that its software
code includes multiple code resources that include a first code resource.?” And Cooperman
discloses that its software code includes the code resources and provides an underlying
functionality when installed on the computer.?®® For instance, Cooperman states: “The basic
premise for this scheme is that there are a certain sub-set of executable code resources, that
comprise an application and that are ‘essential” to the proper function of the application.”?*?

As another example, Cooperman details that software applications include code resources
providing functionalities specified in the application:

The memory address of the first instruction in one of these sub-objects is called the
"entry point" of the function or procedure. The rest of the instructions comprising
that sub-object immediately follow from the entry point. Some systems may prefix
information to the entry point which describes calling and return conventions for
the code which follows, an example is the Apple Macintosh Operating System
(MacOS). These sub-objects can be packaged into what are referred to in certain
systems as "code resources," which may be stored separately from the application,
or shared with other applications, although not necessarily. Within an application
there are also data objects, which consist of some data to be operated on by the
executable code. These data objects are not executable. That is, they do not consist
of executable instructions. The data objects can be referred to in certain systems as
"resources."00

27 Cooperman at 10:11-29, 11:13-33; see also id. at Abstract, 7:26-30, 9:10-21, 13:31-36, claim
6

298 1d. at 7:19-36, 11:24-37; see also id. at $:30-33, 10:11-29.
299 14 at 8:30-33.
300 14 at 7:19-36.
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The 842 Patent refers to sub-objects and a memory scheduler as examples of code resources.3%!

In this additional and alternative way, a POSITA would have understood that Cooperman’s sub-

objects and code resources. 0

During the original prosecution, Patent Owner confirmed that such teachings disclosed by
Cooperman meets element 12.2. For example, Patent Owner’s May 14, 2012 Appeal Brief states
that element 12.2 is taught by: “The basic premise for this scheme is that there are a certain sub-
set of executable code resources, that comprise an application and that are ‘essential’ to the
proper function of the application.”® As another example, Patent Owner’s May 14, 2012
Appeal Brief states this element is taught by:

The memory address of the first instruction in one of these sub-objects is called the
"entry point" of the function or procedure. The rest of the instructions comprising
that sub-object immediately follow from the entry point. Some systems may prefix
information to the entry point which describes calling and return conventions for
the code which follows, an example is the Apple Macintosh Operating System
(MacOS). These sub-objects can be packaged into what are referred to in certain
systems as "code resources," which may be stored separately from the application,
or shared with other applications, although not necessarily. Within an application
there are also data objects, which consist of some data to be operated on by the
executable code. These data objects are not executable. That is, they do not consist
of executable instructions. The data objects can be referred to in certain systems as
"resources."*04

Cooperman includes these same teachings, and thus discloses element 12.2.3%

301 °842 Patent at 11:55-65, 15:36-42.
302 Silva Declaration at 9 235-36.
303 Ex. 2, Prosecution History at 578 (original claim 59 issued as claim 12).

304 Id. at 579-80 (original claim 61, which issued as claim 13, includes the same limitation
“wherein said software code comprises a first code resource and provides a specified underlying
functionality when installed on a computer system”).

393 Silva Declaration at 49 235-37.
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d) Element 12.3: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Cooperman discloses element 12.3. Specifically, Cooperman describes encoding its
software code to form a first license key encode software code.3"® Cooperman details that this
encoding uses a first license key and an encoding algorithm.3*” For instance, Cooperman details
that “[t]he assembly utility can be supplied with a key generated from a license code generated
for the license in question.”?% And Cooperman states: “The utility will choose one or several
essential code resources, and encode them into one or several data resources using the
stegacipher process.”3%

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 12.3. For instance, Patent Owner’s May 14, 2012 Appeal Brief
states that “encoding, by said computer using at least a first license key and an encoding

algorithm, said software code” is taught by:

The assembly utility can be supplied with a key generated from a license code
generated for the license in question.

k ok koK

The utility will choose one or several essential code resources, and encode them
into one or several data resources using the stegacipher process.??

As another example, Patent Owner’s May 14, 2012 Appeal Brief states that “to form a first

license key encoded software code” is taught by:

306 Cooperman at 10:28-35, 11:6-15; see also id. at 2:27-31, 3:24-31, 12:13-23, claim 6.
307 Id. at 10:13-16, 11:9-11, claim 6.

308 74 at 11:9-11.

309 1 at 10:13-16; see also id. at claim 6.

310 Ex. 2, Prosecution History at 578 (emphasis in original) (original claim 59 issued as claim
12).
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The purpose of this scheme is to make a particular licensed copy of an application
distinguishable from any other. It is not necessary to distinguish every instance of
an application, merely every instance of a license.

LI S

3) Once it has the license code, it can then generate the proper decoding key to
access the essential code resources.!!

Cooperman includes this same teaching, and thus discloses element 12.3.
Moreover, during the original prosecution, Patent Owner specified that “[e]ncoding using
a key and an algorithm is known.”*!? As such, a POSITA would have understood that
Cooperman’s encoding technique necessarily includes a first license key and an encoding
algorithm to form a first license key encoded software code.!?
€) Element 12.4: “wherein, when installed on a computer system,
said first license key encoded software code will provide said

specified underlying functionality only after receipt of said first
license key”

Cooperman discloses element 12.4. Specifically, Cooperman explains that its first license
key encoded software code provides the specified underlying functionality only after receipt of
the first license key.?!* For instance, Cooperman states: “Once it has the license code, it can then
generate the proper decoding key to access the essential code resources. Note that the
application...must contain the license code issued to the licensed owner, to access its essential
code resources.”!® Cooperman describes that these essential code resources correspond to the

underlying functionalities of the software program installed on the computer.3!6

311 Ex. 2, Prosecution History at 578-79 (original claim 59 issued as claim 12).

32 1d. at 519.

313 Silva Declaration at 99 240-43.

314 Cooperman at 10:28-35, 11:6-15; see also id. at 2:27-31, 3:24-31, 12:13-23, claim 6.
315 1d. at 11:31-37.

36 Id at 5:35-6:9, 11:6-8, 11:31-37, 12:10-16;, see also id. at 6:26-30, 7:1-5, 8:25-37, 9:14-21;
Silva Declaration at 99 246-47.
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Accordingly, Cooperman discloses claim 12.

3. Cooperman Anticipates Independent Claim 13.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Cooperman discloses claim 13°s preamble. Claim 13°s preamble is the same as claim 12’s
preamble. As explained above, Cooperman discloses a method for encoding sofiware using a
317

computer with a processor and memory. As such, Cooperman teaches this preamble.

b) Element 13.1: “storing a software code in said memory”

Element 13.1 is identical to element 12.1. As explained above, Cooperman discloses each
limitation of element 12.1. For the same reasons, Cooperman teaches element 13.1.

And during the original prosecution, Patent Owner confirmed that such a teaching
disclosed by Cooperman meets element 13.1. For instance, Patent Owner’s May 14, 2012 Appeal
Brief states that element 13.1 is taught by: “When code and data resources are compiled and
assembled into a precursor of an executable program the next step is to use a utility application
for final assembly of the executable application.”*'® As explained with respect to element 12.1,
Cooperman includes this same teaching.?!®

c) Element 13.2: “wherein said software code comprises a first

code resource and provides a specified underlying functionality
when installed on a computer system”

Element 13.2 is identical to element 12.2. As explained above, Cooperman discloses each

limitation of element 12.2. For the same reasons, Cooperman teaches element 13.2.32°

317 Silva Declaration at 99 249-50.

318 Ex. 2, Prosecution History at 579 (original claim 61 issued as claim 13).
319 Silva Declaration at 9 252.

320 1d. at 99 254-55.
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And during the original prosecution, Patent Owner confirmed that such a teaching
disclosed by Cooperman meets element 13.2. For instance, Patent Owner’s May 14, 2012 Appeal
Brief states that element 13.2 is taught by:

The memory address of the first instruction in one of these sub-objects is called the
"entry point" of the function or procedure. The rest of the instructions comprising
that sub-object immediately follow from the entry point. Some systems may prefix
information to the entry point which describes calling and return conventions for
the code which follows, an example is the Apple Macintosh Operating System
(MacOS). These sub-objects can be packaged into what are ref erred to in certain
systems as "code resources," which may be stored separately from the application,
or shared with other applications, although not necessarily. Within an application
there are also data objects, which consist of some data to be operated on by the
executable code. These data objects are not executable. That is, they do not consist
of executable instructions. The data objects can be referred to in certain systems as
"resources."*?!

As explained with respect to element 12.2, Cooperman includes this same teaching.???

d) Element 13.3: “modifying, by said computer, using a first
license key and an encoding algorithm, said software code, to
form a modified software code; and wherein said modifying
comprises encoding said first code resource to form an encoded
first code resource”

Cooperman discloses element 13.3. Specifically, Cooperman describes modifying its
software code using a license key and an encoding algorithm.*?* And Cooperman’s modification
includes encoding the first code resource to form an encoded first code resource. For instance,
Cooperman teaches code modification using a “digital watermarking™ process to encode a code

resource: “The first method of the present invention described involves hiding necessary ‘parts’

or code ‘resources’ in digitized sample resources using a “digital watermarking’ process, such as

321 Ex. 2, Prosecution History at 579-80 (original claim 61 issued as claim 13).
322 Silva Declaration at 9 254-55.

323 Cooperman at 3:10-31, 8:25-30, 10:8-31; see also id. at 2:19-37, 4:7-17, 11:6-24, claim 6.
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that described in the ‘Steganographic Method and Device’ patent application.”*?* Cooperman
further discloses “watermarking with ‘keys’ derived from license codes... and using the
watermarks encoded with such keys to hide an essential subset for the application code
resources.”?* A POSITA would have understood that such modification results in a modified
software code.??6

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 13.3. For instance, Patent Owner’s May 14, 2012 Appeal Brief
states that element 13.3 is taught by: “The first method of the present invention described
involves hiding necessary “parts’ or code ‘resources’ in digitized sample resources using a
‘digital watermarking’ process, such as that described in the ‘Steganographic Method and

Device’ patent application.”?’

Cooperman includes this same teaching, and thus discloses
element 13.3.3%8

Moreover, during the original prosecution, Patent Owner specified that ““[e|ncoding using
akey and an algorithm is known.””3? As such, a POSITA would have understood that

Cooperman’s encoding technique necessarily includes a first license key and an encoding

algorithm to form a modified encoded first code resource.?*?

324 Id. at 8:25-30; see also id. at 2:34-37, 4:7-17 (incorporating by reference U.S. Patent
Application No. 08/489,172 entitled “Steganographic Method and Device™).

325 Cooperman at 5:15-22.
326 Silva Declaration at 4 257

327 Ex. 2, Prosecution History at 580 (original claim 61 issued as claim 13).
328 Silva Declaration at ¥ 258

329 Ex. 2, Prosecution History at 519.
330 Silva Declaration at 9 259.
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€e) Element 13.4: “wherein said modified software code comprises
said encoded first code resource, and a decode resource for
decoding said encoded first code resource”

Cooperman discloses element 13.4. Specifically, Cooperman explains that its modified
software code includes a decode resource for decoding the encoded first code resource.??! For
instance, Cooperman describes the modified application code has a decoding resource: “Note
further that the application contains a code resource which performs the function of decoding an
encoded code resource from a data resource.”®¥? And Cooperman further discloses that “[o]nce
[the application] has the license code, it can then generate the proper decoding key to access the
essential code resources.”?3

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 13.4. For instance, Patent Owner’s May 14, 2012 Appeal Brief
states that element 13.4 is taught by: “Note further that the application containg a code resource
which performs the function of decoding an encoded code resource from a data resource.”**
Cooperman includes this same teaching, and thus discloses element 13.4.33

f) Element 13.5: “wherein said decode resource is configured to

decode said encoded first code resource upon receipt of said
first license key”

Cooperman discloses element 13.5. Cooperman specifies that its decode resource decodes
the encoded first code resource upon receipt of the license key:

The application must also contain a data resource which specifies in which data
resource a particular code resource is encoded. This data resource is created and

31 Cooperman at 11:17-20, claim 6; see also id. 11:31-33, claim 5.
332 1d. at 11:17-20.
333 Id. at 11:31-33; Silva Declaration at 9§ 262.

334 Ex. 2, Prosecution History at 580 (original claim 61 issued as claim 13).
333 Silva Declaration at 9 263.
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added at assembly time by the assembly utility. The application can then operate as
follows:

1) when it is run for the first time, after installation, it asks the user for
personalization information, which includes the license code. This can include a
particular computer configuration;

2) it stores this information in a personalization data resource;
3) Once it has the license code, it can then generate the proper decoding key

to access the essential code resources.33¢

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 13.5. For instance, Patent Owner’s May 14, 2012 Appeal Brief
states that element 13.5 is taught by:

The application must also contain a data resource which specifies in which data
resource a particular code resource is encoded. This data resource is created and
added at assembly time by the assembly utility. The application can then operate as
follows:

1) when it is run for the first time, after installation, it asks the user for
personalization information, which includes the license code. This can include a
particular computer configuration;

2) it stores this information in a personalization data resource;

3) Once it has the license code, it can then generate the proper decoding key
to access the essential code resources.??’

Cooperman includes this same teaching, and thus discloses element 13.5.338
Accordingly, Cooperman discloses claim 13.
4. Cooperman Anticipates Independent Claim 14.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,

Cooperman discloses claim 14°s preamble. Claim 14°s preamble is the same as each of claim 12

336 Cooperman at 11:20-33; see also id. at claims 5 and 6.
337 Ex. 2, Prosecution History at 580-81 (original claim 61 issued as claim 13).
338 Silva Declaration at 9 266-68.
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and 13’s preamble. As explained above, Cooperman discloses a method for encoding software
using a computer with a processor and memory. As such, Cooperman teaches this preamble.*

b) Element 14.I: “storing a software code in said memory”

Element 14.1 is identical to element 12.1. As explained above, Cooperman discloses each
limitation of element 12.1. For the same reasons, Cooperman teaches element 14.1.

And during the original prosecution, Patent Owner confirmed that such a teaching
disclosed by Cooperman meets element 14.1. And as another example, Patent Owner’s May 14,
2012 Appeal Brief states that element 14.1 is taught by: “When code and data resources are
compiled and assembled into a precursor of an executable program the next step is to use a utility
application for final assembly of the executable application.”?? As explained with respect to
element 12.1, Cooperman includes this same teaching,**!

c) Element 14.2: “wherein said software code defines software
code interrelationships between code resources that result in a

specified underlying functionality when installed on a
computer system”

Cooperman discloses element 14.2. Specifically, Cooperman explains that its software
code establishes software code interrelationships between code resources.** For instance,
Cooperman details that its software code includes a special code resource, such a memory
scheduler, that knows the code interrelationships of all other code resources:

Under the present invention, the application contains a special code resource which

knows about all the other code resources in memory. During execution time, this

special code resource, called a "memory scheduler,” can be called periodically, or
at random or pseudo random intervals, at which time it intentionally shuffles the

339 Silva Declaration at §9270-71.

30 Ex. 2, Prosecution History at 581 (original claim 62 issued as claim 14); see also id. at 415-16

(Patent Owner explaining that element 14.1 is met by teachings corresponding to Cooperman at
13:31-36).
31 Silva Declaration at ¥ 273.

32 Cooperman at 14:35-15:17.
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other code resources randomly in memory, so that someone trying to analyze
snapshots of memory at various intervals cannot be sure if they are looking at the
same code or organization from one "break" to the next. This adds significant
complexity to their job. The scheduler also randomly relocates itself when it is
finished. In order to do this, the scheduler would have to first copy itself to a new
location, and then specifically modify the program counter and stack frame, so that
it could then jump into the new copy of the scheduler, but return to the correct
calling frame. Finally, the scheduler would need to maintain a list of all memory
addresses which contain the address of the scheduler, and change them to reflect its
new location.’*?

Cooperman further describes its software code as including sub-objects that are code
resources that provide entries point to the software’s various functions:

The memory address of the first instruction in one of these sub-objects is called
the "entry point" of the function or procedure. The rest of the instructions
comprising that sub-object immediately follow from the entry point. Some systems
may prefix information to the entry point which describes calling and return
conventions for the code which follows, an example is the Apple Macintosh
Operating System (MacOS). These sub-objects can be packaged into what are
referred to in certain systems as "code resources," which may be stored separately
from the application, or shared with other applications, although not necessarily. 3

And Cooperman discloses that these code resources will be fixed once installed on the computer:
“Once the code resources of a program are loaded into memory, they typically remain in a fixed

position.”**

During the original prosecution, Patent Owner confirmed that such a teaching disclosed
by Cooperman meets element 14.2. For example, Patent Owner’s February 28, 2011 Remarks
explain that element 14.2 is taught by:

Under the present invention, the application contains a special code resource which
knows about all the other code resources in memory.

* %k ok ok

During execution time, this special code resource, called a "memory scheduler,”
can be called periodically, or at random or pseudo random intervals, at which time
it intentionally shuffles the other code resources randomly in memory, so that

33 Cooperman at 14:35-15:17; Silva Declaration at 9 275.
34 Cooperman at 7:19-30.
33 Id. at 13:31-32; Silva Declaration at § 277.
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someone trying to analyze snapshots of memory at various intervals cannot be sure
if they are looking at the same code or organization from one "break” to the next.
This adds significant complexity to their job. The scheduler also randomly relocates
itself when it is finished. In order to do this, the scheduler would have to first copy
itself'to a new location, and then specifically modify the program counter and stack
frame, so that it could then jump into the new copy of the scheduler, but return to
the correct calling frame. Finally, the scheduler would need to maintain a list of all
memory addresses which contain the address of the scheduler, and change them to
reflect its new location. 46

And ag another example, Patent Owner’s May 14, 2012 Appeal Brief states that element
14.2 is taught by:

The memory address of the first instruction in one of these sub-objects is called the
"entry point" of the function or procedure. The rest of the instructions comprising
that sub-object immediately follow from the entry point. Some systems may prefix
information to the entry point which describes calling and return conventions for
the code which follows, an example is the Apple Macintosh Operating System
(MacOS). These sub-objects can be packaged into what are referred to in certain
systems as "code resources," which may be stored separately from the application,
or shared with other applications, although not necessarily.

k ok ok ok

Once the code resources of a program are loaded into memory, they typically
remain in a fixed position.**’

Cooperman includes these same teachings, and thus discloses element 14.2.343

Moreover, during the original prosecution, Patent Owner specified that
“interrelationships between code resource are not that which is novel.””**® The Patent Owner
continues by conceding:

What the examiner has implied by alleging that the "specification ... fails to teach

or mention ‘software code interrelationships™ iz that sofiware code

interrelationships were somehow unknown in the art, which clearly is not the case.
As admitted, in the specification at the beginning of paragraph [0051], an

36 Ex. 2, Prosecution History at 416 (original claim 62 issued as claim 14) see also id. at 669-71
(Patent Owner explaining that element 14.2 is met by teachings corresponding to Cooperman at
5:18-22, 6:30-7:36).

37 Id. at 581-82 (emphasis in original) (original claim 62 issued as claim 14).

348 Silva Declaration at 99 278-79.

39 Ex. 2, Prosecution History at 519.

99

DISH-Blue Spike 842
Exhibit 1005, Page 0123



Request for Fx Parte Reexamination,
U.S. Patent No. 9,104,842

"application" comprises "sub-objects" whose "orderin the computer memory
is of vital importance" in order to perform an intended function. And as
admitted further in paragraph [0051], "When a program is compiled, then, it
consists of a collection of these sub-objects, whose exact order or arrangement in
memory is not important, so long as any sub-object which uses another sub-object
knows where in memory it can be found." Paragraph [0051] of course refers to
conventional applications. Accordingly, that is admittedly a discussion of what
is already know by one skilled in the art. Accordingly, the examiner's statement
that the specification lacks written description support for "software code
mterrelationships" is inconsistent with the fact that such interrelationships were
explained in paragraphs [0051] and [0052] as a fundamental basis of pre-
existing modem computer programs.**

Based on the Patent Owner’s concession, it is clear that a POSITA would have understood that
Cooperman’s code resources necessarily define code interrelationships resulting in specific
application functionalities once installed on a computer.33!

d) Element 14.3: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Element 14.3 is identical to element 12.3. As explained above, Cooperman discloses each
limitation of element 12.3. For the same reasons, Cooperman teaches element 14.3.

And during the original prosecution, Patent Owner confirmed that such a teaching
disclosed by Cooperman meets element 14.3. For example, Patent Owner’s May 14, 2012
Appeal Brief states that element 14.3 is taught by:

The assembly utility can be supplied with a key generated from a license code
generated for the license in question.

k ok koK

The utility will choose one or several essential code resources, and encode them
into one or several data resources using the stegacipher process.

IR S

350 7
331 Silva Declaration at 49 280-82.
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The purpose of this scheme is to make a particular licensed copy of an application
distinguishable from any other. It is not necessary to distinguish every instance of
an application, merely every instance of a license.

LI S

3) Once it has the license code, it can then generate the proper decoding key to
access the essential code resources.?*?

As explained with respect to element 12.3, Cooperman includes these same teachings.?*?
Moreover, during the original prosecution, Patent Owner specified that “[e]ncoding using

a key and an algorithm is known” and that “an interrelationship in software code is necessarily

defined by digital data, and digital data can obviously be encoded by an encoding process.”* As

such, a POSITA would have understood that Cooperman’s encoding technique necessarily

includes a first license key and an encoding algorithm to form a first license key encoded

355

software code.

€) Element 14.4: “in which at least one of said software code
interrelationships are encoded”

Cooperman discloses element 14.4. Specifically, Cooperman explains that its encoding
technique results in the encoding of a software code interrelationship. Cooperman, for instance,
states that the software code includes a data resource that specifies where in the code the code
resource 1s encoded:

The application must also contain a data resource which specifies in which data

resource a particular code resource is encoded. This data resource is created and
added at assembly time by the assembly utility. 3

332 Ex. 2, Prosecution History at 582 (original claim 62 issued as claim 14); see also id. at 416
(Patent Owner explaining that element 14.3 is met by teachings corresponding to Cooperman at
10:7-20).

353 Silva Declaration at 99 284-86.

334 Ex. 2, Prosecution History at 519.

355 Silva Declaration at ¥ 287.

356 Cooperman at 11:20-24
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And Cooperman further discloses that one of the code resources, such a memory scheduler, is
encoded to include the software code interrelationships:

Under the present invention, the application contains a special code resource which
knows about all the other code resources in memory. During execution time, this
special code resource, called a "memory scheduler,” can be called periodically, or
at random or pseudo random intervals, at which time it intentionally shuffles the
other code resources randomly in memory, so that someone trying to analyze
snapshots of memory at various intervals cannot be sure if they are looking at the
same code or organization from one "break" to the next."**’

During the original prosecution, Patent Owner confirmed that such teachings disclosed by
Cooperman meets element 14.4. For instance, Patent Owner’s May 14, 2012 Appeal Brief states
that element 14.4 is taught by:

The application must also contain a data resource which specifies in which data
resource a particular code resource is encoded. This data resource is created and
added at assembly time by the assembly utility.

k ok ok ok

Under the present invention, the application contains a special code resource which
knows about all the other code resources in memory. During execution time, this
special code resource, called a "memory scheduler," can be called periodically, or
at random or pseudo random intervals, at which time it intentionally shuffles the
other code resources randomly in memory, so that someone trying to analyze
snapshots of memory at various intervals cannot be sure if they are looking at the
same code or organization from one "break" to the next."*%

Cooperman includes this same teaching, and thus discloses element 14.4.3%
Accordingly, Cooperman discloses claim 14.

D. SNQ-4: Claims 11, 12, 13, and 14 are Anticipated by Hasebe Under 35 U.S.C.
§§ 102(a), (e).

Hasebe anticipates claims 11, 12, 13, and 14 under 35 U.S.C. §§ 102(a), (e).

337 Cooperman at 14:35-15:8.
338 Ex. 2, Prosecution History at 577 (original claim 58 was issued as claim 11).
339 Silva Declaration at 49 289-91.
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1. Hasebe Anticipates Independent Claim 11.

a) Preamble: “A method for licensed software use, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,

Hasebe discloses claim 11°s preamble. Hasebe describes a method of providing software to a

user in a non-executable form as well as separate license information.*® And Hasebe teaches that

the user uses the license information to convert the software into an executable form. ¢! Hasebe’s

Figure 6 illustrates this method for licensed software use:
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Haisebe explains the steps of this method as follows:

When this software is actuated, as shown in FIG. 6, the CPU, first. of all, by
checking the contents ID in the license file, decides whether or not data
corresponding to the software that is being actuated is present in the license file
(step:S101), Then, if the corresponding data exists (step $101:Y), the CPU performs

360 Hagebe at Abstract, 2:47-3:15.
361 Id
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a check of'the legitimacy of the corresponding data (step 102). In this step, the CPU
encodes the information consisting of contents ID and user name stored in the
license file using the signature key that is set as data in license display routine 25,
and if the result of this encoding agrees with the signature information, decides that
the data is legitimate.

If it is legitimate (step S102:0K), the CPU digplays the user name which is read
from the license file (step S103), and commences operation in accordance with the
main program (step S104).

Also, if the corresponding data is not present in the license file (step S101:N) or if
the content of the license file is found to be not legitimate (step S102:NG), i.e. if
the content of the license file is found to be different from the result of the
compilation performed by license file compilation unit 23, the CPU terminates
operation without displaying the user name or executing the main program.%?

As such, Hasebe teaches this preamble.3¢?

b) Element 11.1: “loading a software product on a computer, said
computer comprising a processor, memory, an input, and an
output, so that said computer is programmed to execute said
software product”

Hasebe discloses element 11.1. Hasebe describes a user’s computer having a processor
and memory.*%* For instance, Hasebe’s system includes a user terminal with a computer having a
“CPU [that operates] when the software that is the subject of the present license system is
actuated.” % And Hasebe’s computer includes memory for storing software:

The user terminal comprises a storage unit, a conversion unit, and license file
creating unit. In more detail, the storage unit is employed for storing the license
file and software converted to executable form. The license information, which
is generated by the license information generating unit in the management center,
is given to the conversion unit. The conversion unit then converts the software to
executable form using the license information and installs it in the storage unit. The
license file creating unit creates the license file which contains the user

32 Id. at 7:61-8:16.
363 Silva Declaration at 99 294-97.

364 Hasebe at 3:62-67, 6:21-25, 7:50-53.
365 Id. at 7:50-53; see also id. at 6:21-25, 7:7-10, 7:61-8:16, 9:6-9.
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identification information confained in the license information, and stores the
license file in the storage unit. %

Moreover, Hasebe’s computer includes an input (e.g., a keyboard) and output (e.g., a display).*¢’

As shown below, Hasebe illustrates the user’s terminal in Figure 7:
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Hasebe further discloses loading a'sottware product on the user’s computer wherein the
computer is programmed to execute the program. For instance, Hasebe details that its “software
in non-executable form is presented to a user, and license information: for converting the
software into executable form is informed to the user on condition of payment of a charge, and

the software is converted into executable form using this license information.”%® And Hasebe

366 I a1 2:66-3:10; see also id. at 3:62-67 (“convert|[ing] the software to executable form using
the license information stored in the license file and expands it into memory, and commences
operation™); 8:53-539,.claims 3, 14,

367 Hasebe at 7:1-10, 8:47-53, claim 5; see also id. at Abstract, 7:54-60, 8:6-21, 8:38-43, 9:33-39,
Figs. 6, 9.

368 Hasebe at 2:47-54; see also id. at claim 1.
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further describes loading the software onto the user’s memory for execution.?*® And as shown

above, Hasebe’s Figure 6 illustrates executing software loaded onto the user’s computer using

the license information.37

c) Element 11.2: “said software product outputting a prompt for
input of license information™

Hasebe discloses element 11.2. Specifically, Hasebe explains that its software product
requests that the user input “license information™ into the computer via the keyboard before the
product can be used.?”! For instance, Hasebe explains that the sofiware product prompts the user
to input license information: “[N]otification of the contents ID etc to the management center and
notification of the encoded license information to the user terminal were performed by another
information transmission unit, such as the post... The user terminal is constituted such that
installation is effected using encoded license information input from the keyboard.”*"?

Moreover, Hasebe describes the use of a prompt to enter user ID information which
management center 12 uses to generate the encoded-version of the license information:

Request transmission unit 18 commences operation when the keyboard (not shown)

of user terminal 11 is operated in accordance with a prescribed procedure that is

predetermined as the procedure for request of information for removal of functional
restrictions. This request procedure includes keyboard input of the user ID and
contents ID; request transmission unit 18 transmits to management center 12 the

keyboard input information and the user's characteristic information, which is
constituted by the ID of the CPU which is employed in user terminal 11.37

369 Id. at 3:28-34, 3:57-67, 8:47-52; see also id. at 3:11-15, 8:17-23, Figs. 6, 9.
370 Silva Declaration at §9299-301.

37 Hasebe at 7:1-10, 8:34-42.

372 Id. at 8:34-42.

33 Id. at 7:1-10; see also id. at 6:60-7:10, claims 1-2.
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A POSITA would have understood Hasebe’s request for the user ID and contents ID for
removal of functional restrictions corresponds to the software outputting a prompt to input
license information.?™

d) Element 11.3: “said software product using license information
entered via said input in response to said prompt in a routine
designed to decode a first license code encoded in said software
product”

Hasebe discloses element 11.3. Hasebe describes that the user’s computer receives
“encoded license information” from management center 12:

When a request for information for removal of functional restrictions is received

from user terminal 11, management center 12 sends to user terminal 11 encoded

license information. As a result, after request transmission unit 18 has been

operated, user terminal 11 receives encoded license information from management

center 12.37°
And Hasebe discloses that decoding unit 20 decodes a license code encoded in the software viaa
decode routine that uses the encoded license information.?”® For instance, Hasebe details that its
system will “make the software that is presented to the user encoded, and to make the conversion
information for decoding the encoded software. Also, ... it is possible to employ information, as
license information, which is the result of encoding the conversion information and user
identification information, combined in integrated manner.”?”” As shown below in annotated
Figure 1, Hasebe’s system includes the input of “encoded license information™ (dashed box) into

the user’s computer 11 which is used to decode the encoded software via decoding unit 20

(dashed oval):

374 Silva Declaration at 49 303-04.

375 Hasebe at 7:11-16; see also id. at 4:39-58, 6:42-50, Figs. 1, 7.
376 Id. at 7:17-31, 9:19-35.

377 Id. at 4:48-58; see also id. at 9:29-36.
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Moreover, Hasebe describes the decoding routine as:

(a) decoding the license information, which includes the key and user name,
(b)installing the encoded software using the decoded key,

(¢) writing the user name into the license display routine 25,

(dy displaying the user name, and

(€) eéxecuting the main portion of software program. 3’8

Hasebe’s Figure 8 illustrates the license code (routine 25) encoded into the software and main
routinie 26, and Figure 9 1llustrates the decode routine that uses the license information to decode

the license code:

378 Id. at 9:19-39.
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APOSIT A would have understood that Hasebe’s routine 25, with the encoded user name 27, is a.
license code because it is encoded into the software program and controls the accessibility of the
program.3”™ And as explained regarding element 11.2, Hasebe details that the user enters license
information via-an input in response to the prompt. 3%
Accordingly, Hasebe discloses claim 11.
2. Masebe Anticipates Independent Claim 12.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, the method
comprising”

Under the broadest reasonable construction, the preamble is non-limiting.3®!

Nevertheless, Hasebe discloses claim 12’s preamble. Specifically, Hasebe describes a method for

37 Silva Declaration at §9307-11.

%0 7d. at 312,

3?1 Claim 12’s preamble recites *“a computer” and claim 12’s body recites “a computer system.”
It is unclear whether those elements refer to the same or separate computing devices. For
purposes of this Request and using the broadest reasonable interpretation consistent -with the
specification, it is assumed that the “computer” recited in the preamble i a device separate from
the “computer system.”
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encoding software code using a computer with a processor and memory. Hasebe details that
management center 32 generates the software code provided to the user via CD-ROM. %2
Alternatively, Hasebe’s software code may be downloaded from the management center.*¥* And
Hasebe explains that the link-up unit 15 of the management center performs “processing”
reversed by separating unit 21.3% As such, A POSITA would have understood that the
management center includes a processor and memory to create these CD-ROMs and to provide
the downloading capability. As expert Dr. Silva explains, Hasebe’s computer would necessarily
include a processor and memory in order to function. *$

As such, Hasebe teaches this preamble.

b) Element 12.I: “storing a software code in said memory”

Hasebe discloses element 12.1. As described with respect to claim 12°s preamble,
Hasebe’s management center 32 either generates a CD-ROM containing the software code or
provides downloadable versions of the software code.?®® A POSITA thus would have understood
that Hasebe’s management center stores the software code in its memory for CD-ROM
generation or user downloading because, as Dr. Silva explains, storage of code in memory is
standard in computers like Hasebe’s.?®” And as shown in Hasebe’s Figure 1, as annotated below,

management center 14 includes a software database 14 (dashed box) capable of software storage:

382 Hasebe at 1:9-14, 6:9-13, 9:22-26.
383 1d. at 9:60-64.

384 Id. at 7:23-26, Fig. 1.

385 Silva Declaration at 49 314-17.

3% Hasebe at 6:9-13, 9:22-26, 9:60-64.
387 Silva Declaration at 9§ 319.
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©) Elentent 12.2: “wherein said software code comprises a first
code resource and provides-a specified underlying funectionality
when installed ona computer system”

Hasebe discloses element 12.2. Hasebe teaches that its software code includes multiple
code resources such as those used in license display routine 25.%%% Hasebe explains that routine
25 determines whether the user’s license information is legitimate and, if so, permits aceess to
the main program routine 26.%%° For instance, Hasebe states: “In the main program there are
defined the operating procedures relating to the proper functions of this software; in license
display routine 25, there is defined the content to be executed prior to execution of main program

26.7%% Hasebe illustrates routines 25 and 26 of the software code in Figures 5 and 8:

3%8 Hasebe at 7:55-8:9, 9:25-35, Figs. 5, 8.
38 Id. at 7:65-8:9.
390 1. at 7:55-60.

111

DISH-Blue Spike 842
Exhibit 1005, Page 0135



Request for Ex Parte Reexamination,
11.8. Paterit No, 9,104,842

26 RAIN PROSYAN 1 a pROGRA

The "842 Patent refers to sub-objects, a memory scheduler, and data as examples of code
resources.>”! Hasebe’s routine 25 consists of software code that controls access to the underlying
functionality of the software’s main program, or sub-objects.*? In this additional and alternative
way, a POSITA would have understood that Hasebe’s routine 25 contains a first code
resource. 39

Moreover, Hasebes software code provides underlying functionalities when installed on
the user’s computer system (terminal 31). Hasebe, for instance, explains that the code’s routine

25 provides access to the main program medule 26 upon verification of the user’s license

information.’®*

391 * QA Patent at 11:55-63, 15:36-42.

392 Silva Declaration at 9 323-24.

393 Idl. at 9324

3 Hasebe at 7:65-8:9, 9:20-36; Silva Declaration at ¥ 325,
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d) Element 12.3: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Hasebe discloses element 12.3. As discussed with respect to element 12.1, Hasebe’s
management center 32 provides the user the software code via CD-ROM or download from the
seller.*?® Hasebe details that the management center 32 encodes the software code:

[I]t is also possible to make the software that is presented to the user encoded, and
to make the conversion information for decoding the encoded software. Also, it is
possible to employ, in such a licensee notification system, license information
containing the user identification information in a form that cannot be separated
without special information. For example, it is possible to employ information, as
license information, which is the result of encoding the conversion information and
user identification information, combined in integrated manner. 3%

It is also possible to constitute the system such that, instead of the user name and
signature information, information representing the user name in encoded form is
stored in the license file, and, when the installed software is executed, the
information in the license file is decoded by the software and displayed.**’

With respect to the code illustrated in Figure 9, Hasebe explains that the customer’s computer
system “effects installation by decoding the software in the CD ROM using the software
decoding key, and generates the user name in encoded form by encoding the user name.”3%%

Moreover, Hasebe describes its encoding technique uses a license key and an encoding
algorithm. For instance, Hasebe states its system includes: “a DES (data encryption standard)
algorithm [| employed for encoding and decoding.”**® And Hasebe details that the system uses a
license key to encode the software code: “generat[ing] license information including user

identification information encoded with a characteristic key of the software.”* Figure 3, for

395 Hasebe at 6:9-13, 9:22-26, 9:60-64.

39 Id. at 4:48-58; see also id. at 7:32-38, 9:22-26.

397 Id. at 8:47-53.

398 1d. at 9:22-26.

399 Id. at 6:48-50.

400 14, at 4:40-43; see also id. at 6:33-47, 7:33-38, 9:19-26.
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example, illustrates a license key in the management center’s sofiware database 14 used to

encode:the software:

CONTENTS {0 | DECODING KEY

ABCROUG EXRAXRKAX

As.such, a POSITA would have understood that Hasebe’s encoded sofiware code utilizes the
encoded license information to generate the claimed “first license key encoded software
code.”40
Moreover;.during the original prosecution, Patent Owner specified that “[¢]ncoding using
a key and an algorithm is known.™92 As such, a POSITA would have understood that Hasebe’s
encoding technique necessarily includes a first licensc key and an encoding algorithm to form a
first license key encoded software code. 0
e) Element 12.4: “wherein, when installed on a computer system,
said first license key encoded software code will provide said
specified underlying functionality only after receipt of said first
license key”

Hasebe discloses element 12.4. Hasebe describes the installation of the software code

upon verification of the first license key by the user’s computer.4% For instance, Hasebe details

401 gjlva Declaration at 9 328-30.

402 Ex, 2, Prosecution History at 519.

403 Silva Declaration at 9 331.

40 Hasebe at 3:5-15, 3:30-38, 9:19-39; see also id. at 7:32-38, 8:47-53.
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the software code will provide access to specified underlying functionality of the code contained
in main program routine 26 only after receipt of the fust license key in license display routine
25:

(a) decoding the license information, which includes the key and user name,

{(b) installing the encoded software using the decoded key,

(¢) writing the user name into the license display routine 25,

(d) displaying the user name, and
(e) executing the main portion routine 26 of software program *5
And Hasebe’s Figure 9 illustrates the user’s ¢omputer providing the underlying functionality of

thie main program routing 26 after the receipt and decoding of the first license key:

Lo

-1G. 9

A POSITA would have understood that Hasebe’s main program routine 26 includes
specified underlying functionality of the first license key encoded software code accessible via
confirmation of the encoded license key. 1%

Accordingly, Hasebe discloses claim 12.

405 Hasebe at 9:19-39.
406 Silva Declaration at 19 334-36.
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3. Hasebe Anticipates Independent Claim 13.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Hasebe discloses claim 13’s preamble. Claim 13’s preamble is the same as claim 12°s preamble.
As explained above, Hasebe discloses a method for encoding software using a computer with a

processor and memory. As such, Hasebe teaches this preamble.*0

b) Element 13.1: “storing a software code in said memory”
Element 13.1 is identical to element 12.1. As explained above, Hasebe discloses each
limitation of element 12.1. For the same reasons, Hasebe teaches element 13.1.4%8

c) Element 13.2: “wherein said software code comprises a first
code resource and provides a specified underlying functionality
when installed on a computer system™

Element 13.2 is identical to element 12.2. As explained above, Hasebe discloses each
limitation of element 12.2. For the same reasons, Hasebe teaches element 13.2.4%°
d) Element 13.3: “moditying, by said computer, using a first
license key and an encoding algorithm, said software code, to
form a modified software code; and wherein said modifying
comprises encoding said first code resource to form an encoded
first code resource”
Hasebe discloses element 13.3. As described with respect to element 12.2, Hasebe’s
system includes multiple code resources (e.g., license display routine 25) for accessing software

functionality.*'® Hasebe illustrates routine 235 and main program routine 26 of the software code

in Figures 5 and 8:

407 1d. at 9 338-39.
408 14, at 4 341.
409 1. at 4 343.

410 Hasebe at 7:55-8:9, 9:25-35, Figs. 5, 8; Silva Declaration at q 345.
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411 in management

And as described with respect to element 12.3, Hasebe’s computer
center 12 modifies the software code to form an encoded first code resource.*!2 For example,
Hasebe’s software code 1s modified to include routing 25 used for verification of the user’s
license information, which permits execution of the software code.'!?

Hasebe discloses that its code modification uses a license key and an encoding algorithm,
as described with.-respect to element 12.3.414 Moreover, during the original prosecution, Patent
Owner specified that “[e]ncoding using a key and an algorithm is known.”*"> Ag such, a POSITA
would have understood that Hasebe’s encoding technique necessarily includes a first license key

and an encoding algorithm to form an encoded first code resource, %

411 Hasebe at 6:21-24.

M2 1 at 4:48-58, 8:47-53; see also id. at 7:32-38, 9:22-26; Silva Declaration at q 346.
13 Hascbe at 4:48-58, 8:47-53; Silva Declaration at ¥ 346.

14 Hasebe at 6:48-50, 4:40-43, Fig. 3; see also id. at 6:33-47, 7:33-38, 9:19-26.

415 Bx. 2, Prosecution History at 519.

416 Silva Declaration at 9 347.
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€e) Element 13.4: “wherein said modified software code comprises
said encoded first code resource, and a decode resource for
decoding said encoded first code resource”

Hasebe discloses element 13.4. As described with respect to element 13.3, Hasebe’s
modified software code includes the encoded first code resource. And Hasebe details that user
terminal 11 includes decode unit 20 and separating unit 21 to produce the decoding key for the
relevant software code.*'” Hasebe’s user terminal sends the decoding key to the software
installation unit (Fig. 1°s unit 22 or Fig. 7°s unit 29), and “[i]|nstallation unit 29 effects
installation by decoding the software in the CD ROM using the software decoding key, and
generates the user name in encoded form by encoding the user name.”*'¥ As shown below in
annotated Figure 7, Hasebe’s user terminal 11 includes a decode resource including the
separating and decoding units 20, 21 (dashed box) and installation unit 22 (dashed oval) to

decode the encoded code resource for software execution:

417 Hasebe at 7:17-31.
48 14 at 7:27-39, 9:22-26.
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As such, Hasebe teaches a decoding resource for decoding the encoded first code resource.

f) Element 13.5: “wherein said decode resource is configured to
decode said encoded first code resource upon receipt of said

first license key”

Hasebe discloses element 13.5. As described with respect to element 12.3; Hasebe details
that the system uses a license key to encode the software code: “generat|ing] license information
including user identification information encoded with a characteristic key of the software, ™20
And Hasebe specifies that its decode resource decodes the encoded first code résouiree upon

receipt of the license key. For instance, Hasebe teaches that theuser terminal receives the

encoded license information at decoding unit 20, de¢odes the mformation to produce the

412 Silva Declaration at 9 350.
420 Hasebe at 4:40-43; see also id. at 6:33-47, 7:33-38, 9:19-26, Fig. 3.
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decoding key, and decodes the encode first.code resouree (routine 25) “by-decoding the software
in the CD ROM using the software decoding key.”**! Figure 7, as annotated below, shows the
decode resource (dashed box) receiving the first license key (dashed ovaly to decode the encoded

software —including the encoded first code resource:
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Aceordingly, Hasebe discloses claim 13.

421 1d. at 7:27-39, 9:22-26; Silva Degclaration at §353.
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4. Hasebe Anticipates Independent Claim 14.

a) Preamble: “A method for encoding software code using a
computer having a processor and memory, comprising”

Under the broadest reasonable construction, the preamble is non-limiting. Nevertheless,
Hasebe discloses claim 14°s preamble. Claim 14’°s preamble is the same as each of claim 12 and
13’s preamble. As explained above, Hasebe discloses a method for encoding software using a
422

computer with a processor and memory. As such, Hasebe teaches this preamble.

b) Element 14.I: “storing a software code in said memory”

Element 14.1 is identical to element 12.1. As explained above, Hasebe discloses each
limitation of element 12.1. For the same reasons, Hasebe teaches element 14.1.423
c) Element 14.2: “wherein said software code defines software
code interrelationships between code resources that result in a

specified underlying functionality when installed on a
computer system”

Hasebe discloses element 14.2. Hasebe explains that its software code interrelates code
resources relating to routines 25 and 26 upon verification of the license key.*?* For instance,
Hasebe details that its sofiware code includes routine 25 which permits access to the main
program routine 26 upon validation of user’s license information.*** Hasebe states: “In the main
program there are defined the operating procedures relating to the proper functions of this
software; in license display routine 25, there is defined the content to be executed prior to
execution of main program 26.42¢ Hasebe illustrates routines 25 and 26 of the software code in

Figures 5 and 8:

422 Silva Declaration at § 356-57.
423 14 at 9359,

424 Hasebe at 7:55-8:9, Figs. 5, 8, 9.
45 1d. at 7:65-8:9.
426 14 at 7:55-60.
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' TLCENST preRay woUTNE

25 1| DISPLAY ROUTEE 1B e
26 RAIN PROSYAN 1 a pROGRA

Moreover, the "842 Patent refers to sub-objects and a memory scheduler as examples of
code resources.*?” Hasebe’s routine 25 contains a sub-object of the software code because it
controls access to the underlying functionality of the software’s main program.*?® And HHasebe
specifies routine 25 “directly rewrite[es]” the software code when the software code is
decoded. ®® In this additional and alternative way, a POSITA would have understood that
Hasebe’s routines 25 and 26 are code:resources and that the software code defines software code
interrelationships between these code resources.*** And a POSITA would have understood that
the interrelationship between Hasebe’s routines 25 and 26 result in a specified underlying

functionality upon code installation.*3!

427 78472 Patent at 11:55-65, 15:36-42.
428 Silva Declaration at 19361-62.

429 Hasebe at 5:10-32, 9:22-39.

430 Silva Declaration at 9 362.

B at 9362,
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Moreover, during the original prosecution, Patent Owner specified that
“interrelationships between code resource are not that which is novel.” 32 Patent Owner
continued by conceding:

What the examiner has implied by alleging that the "specification ... fails to teach
or mention ‘'sofiware code interrelationships™ is that sofiware code
interrelationships were somehow unknown in the art, which clearly is not the case.
As admitted, in the specification at the beginning of paragraph [0051], an
"application" comprises "sub-objects" whose "order in the computer memory
is of vital importance" in order to perform an intended function. And as
admitted further in paragraph [0051], "When a program is compiled, then, it
consists of a collection of these sub-objects, whose exact order or arrangement in
memory is not important, so long as any sub-object which uses another sub-object
knows where in memory it can be found." Paragraph [0051] of course refers to
conventional applications. Accordingly, that is admittedly a discussion of what
is already know by one skilled in the art. Accordingly, the examiner's statement
that the specification lacks written description support for "software code
interrelationships" is inconsistent with the fact that such interrelationships were
explained in paragraphs [0051] and [0052] as a fundamental basis of pre-
existing modem computer programs.*3?

Based on the Patent Owner’s concession, it is clear that a POSITA would have understood that
Hasebe’s code resources necessarily define code interrelationships resulting in specific
underlying functionality once installed on a computer.***

d) Element 14.3: “encoding, by said computer using at least a first

license key and an encoding algorithm, said software code, to
form a first license key encoded software code”

Element 14.3 is identical to element 12.3. As explained above, Hasebe discloses each
limitation of element 12.3. For the same reasons, Hasebe teaches element 14.3.433
Moreover, during the original prosecution, Patent Owner specified that “[e|ncoding using

a key and an algorithm is known” and that “an interrelationship in software code is necessarily

2 Ex. 2, Prosecution History at 519.
433 1q
434 Qilva Declaration at § 363-64.

435 14, at 9 367.
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defined by digital data, and digital data can obviously be encoded by an encoding process.”**¢ As
such, a POSITA would have understood that Hasebe’s encoding technique necessarily includes a
first license key and an encoding algorithm to form a first license key encoded software code.*}’

€) Element 14.4: “in which at least one of said software code
interrelationships are encoded”

Hasebe discloses element 14.4. As described with respect to element 14.2, Hasebe
teaches that its software code defines code interrelationships between code resources and routine
25 control certain underlying software functionality. Hasebe further details that its software code
is encoded:

[I]t is also possible to make the software that is presented to the user encoded, and
to make the conversion information for decoding the encoded software. Also, it is
possible to employ, in such a licensee notification system, license information
containing the user identification information in a form that cannot be separated
without special information. For example, it is possible to employ information, as
license information, which is the result of encoding the conversion information and
user identification information, combined in integrated manner. **8

It is also possible to constitute the system such that, instead of the user name and
signature information, information representing the user name in encoded form is
stored in the license file, and, when the installed sofiware is executed, the
information in the license file is decoded by the software and displayed.**

And Hasebe states that the software code includes the code interrelationships between routines
25 and 26, all of which would encoded as part of the software code.*4

Accordingly, Hasebe discloses claim 14,

43¢ Ex. 2, Prosecution History at 519.
437 Silva Declaration at 4 368.

438 Hasebe at 4:48-58; see also id. at 7:32-38, 9:22-26.
439 1d. at 8:47-53.
M0 14 at 7:55-8:9, Figs. 5, 8, 9; Silva Declaration at 9 370-71.
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XI. CONCLUSION

As shown above, the prior art references establish that independent claims 11, 12, 13, and
14 are invalid as anticipated. In light of the substantial new questions of patentability raised by
these references, Requester respectfully seeks ex parte reexamination of claims 11, 12, 13, and
14 of the *842 Patent.

As identified in the attached Certificate of Service and in accordance with 37 C.F.R. §§
1.33(¢c) and 1.510(b)(5), a copy of the present Request, in its entirety, is being served to the
address of the attorney of record reflected in the publicly available records of the United States
Patent & Trademark Office’s Patent Application Information Retrieval system.

Please direct all correspondence in this matter to the undersigned.

Dated: May 16, 2018 By: /Joseph F. Edell/
Joseph F. Edell
Reg. No. 67,625
Counsel for Requester

Fisch Sigler LLP

5301 Wisconsin Avenue NW
Fourth Floor

Washington, DC 20015
Phone: (202) 362-3524

Fax: (202) 362-3501
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DATA PROTECTION METHOD AND DEVICE

CROSS-REFERENCE 1O RELATED
APPLICATIONS

This application is a division of application Ser. No.
10/602,777, filed Jun. 25, 2003, now U.S. Pat. No. 7,664,263,
issued Feb. 16, 2010, which is acontinuation of of application
Ser. No. 09/046,627, filed Mar. 24, 1998, now U.S. Pat. No.
6,598,162, issued Jul. 22, 2003. The entire disclosure of U.S.
patent application Ser. No. 09/046,627 (which issued Jul. 22,
2003, as U.S. Pat. No. 6,598.162) and U.S. patent application
Ser. No. 08/587,943, (iled Jan. 17, 1996, (which issued Apr.
28,1998, as U.S. Pat. No. 5,745,943) are hereby incorporated
by reference in their entireties.

FIELD OF THE INVENTION

The invention relates to the protection of digital informa-
tion. More particularly, the invention relates (o a method and
device [or data protection.

With the advent of computer networks and digital multi-
media, protection of intellectual property has become a prime
concern for creators and publishers of digitized copies of

copyrightable works, such as musical recordings, movies, 2

video games, and computer software. One method of protect-
ing copyrights in the digital domain is to use “digital water-
marks.”

The prior art includes copy protection systems attempted at
many stages in the development of the software industry.
These may be various methods by which a software engineer
can writc the software in a clever manner to determine if it has
been copiced, and if so to deactivate itself. Also included arc
undocumented changes to the storage format of the content.
Copy protection was generally abandoned by the software
industry, since pirates were generally just as clever as the
software engineers and figured out ways to modify the soft-
ware and deactivate the protection. The cost of developing
such protection was not justified considering the level of
piracy which occurred despite the copy protection.

Other methods for protection of computer software include
the requirement of entering certain numbers or facts that may
beincluded in a packaged software’s manual, when prompted
al start-up. These may be overcome il copies of (the manual
are distributed to unintended users, or by patching the code to
bypass these measures. Other methods include requiring a
user to contact the software vendor and to receive “keys™ for
unlocking software after registration attached to some pay-
ment scheme, such as credit card authorization. Further meth-

ods include network-based searches of a user’s hard drive and 5

comparisons between what is registered to that user and what
is actually installed on the user’s general computing device.
Other proposals, by such parties as AT&T’s Bell Laborato-
ries, use “kerning” or actual distance in pixels, in the render-

ing of text documents, rather than a varied number of ASCII 5

characters. However, this approach can often be defeated by
graphics processing analogous to sound proccssing, which
randomizes that information. All of these methods require
outside determination and verification of the validity of the
software license.

Digital watermarks can be used to mark each individual
copy of a digitized work with information identifying the
title, copyright holder, and even the licensed owner of a par-
ticular copy. When marked with licensing and ownership
information, responsibility is created for individual copies
where before there was none. Computer application programs
can be watermarked by watlermarking digital content

_
<
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o

40

W
&

60

o
o
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resources used in conjunction with images or audio data
Digital watermarks can be encoded with random or pseudo
random keys, which act as secret maps for locating the water-
marks. These keys make it impossible for a party to find the
watermark without having the key. In addition, the encoding
method can be enhanced to force a party to cause damage to
awatermarked data stream when trying to erase a random-key
watermark. Other information is disclosed in “Technology:
Digital Commerce”, Denise Caruso, New York Times, Aug. 7,
1995; and “Copyrighting in the Information Age”, Harley
Ungar, ONLINE MARKETPLACE, September 1995, Jupi-
ter Communications.

Additionally, other methods for hiding information signals
in content signals, are disclosed in U.S. Pat. No. 5,319,735—
Preuss et al. and U.8. Pat. No. 5,379,345—Greenberg.

Tt is desirable to use a “stega-cipher” or watermarking
process to hide the necessary parts or resources of the execut-
able object code in the digitized sample resources. It is also
desirable to further modify the underlying structure of an
execulable computer application such that it is more resistant
(o attempts al patching and analysis by memory capture. A
computer application seeks to provide a user with certain
utilities or tools, that is, users interact with a computer or
similar device to accomplish various tasks and applications
provide the relevant interface. Thus, a level of authentication
can also be introduced into software, or “digital products,”
that include digital content, such as audio, video, pictures or
multimedia, with digital watermarks. Security is maximized
because erasing this code watermark without a key results in
the destruction of one or more essential parts of the underly-
ing application, rendering the “program” useless to the unin-
tended user who lacks the appropriate key. Further, if the key
is linked to a license code by means of a mathematical func-
tion, a mechanism for identifying the licensed owner of an
application is created.

It is also desirable to randomly reorganize program
memory structure intermittently during program run time, to
prevent attempts at memory capture or object code analysis
aimed at eliminating licensing or ownership information, or
otherwise modifying, in an unintended manner, the function-
ing of the application.

In this way, attempts to capture memory to determine
underlying functionality or provide a “patch” to facilitate
unauthorized use of the “application,” or compuler program,
without destroying the [unctionality and thus uselulness of a
copyrightable computer program can be made difficult or
impossible.

It is thus the goal of the present invention to provide a
higher level of copyright security to object code on par with
methods described in digital watermarking systems for digi-
tized media content such as pictures, audio, video and multi-
media content in its multifarious forms, as described in pre-
vious disclosures, “Steganographic Method and Device” Ser.
No. 08/489,172, filed Jun. 7, 1995, now U.S. Pat. No. 5,613,
004, and “Human Assisted Random Key Generation and
Application for Digital Watermark System”, Ser. No. 08/587,
944, filed on Jan. 17, 1996, now U.S. Pat. No. 5,822,432, thc
disclosure of which is hereby incorporated by reference.

It is a further goal of the present invention to establish
methods of copyright protection that can be combined with
such schemes as software metering, network distribution of
codeand specialized protection of software that is designed to
work over a network, such as that proposed by Sun Micro-
systems in their HotJava browser and Java programming lan-

5 guage, and manipulation of application code in proposed

distribution of documents that can be exchanged with
resources or the look and feel of the document being pre-
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served over a network. Such systems are currently being
offered by companies including Adobe, with their Acrobat
software. 1his latter goal is accomplished primarily by means
of the watermarking of font, or typeface, resources included
in applications or documents, which determine how a bitmap
representation of the document is ultimately drawn on a pre-
sentation device.

‘The present invention includes an application of the tech-
nology of “digital watermarks” As described in previous
disclosures, “Steganographic Method and Device™ and
“Human Assisted Random Key Generation and Application
for Digital Watermark System,” watermarks are particularly
suitable to the identification, metering, distributing and
authenticating digitized content such as pictures, audio, video
and derivatives thereof under the description of “multimedia
content.” Methods have been described for combining both
cryptographic methods, and steganography, or hiding some-
thing in plain view. Discussions of these technologies can be
found in Applied Cryptography by Bruce Schneier and The
Code Breakers by David Kahn. For more information on prior
art public-key cryptosystems see U.S. Pat. No. 4,200,770
Diffie-Hellman, U.S. Pat. No. 4,218,582 Hellman, U.S. Pat.
No.4,405,829 RSA, U.S. Pat. No. 4,424,414 Hellman Pohlig.

Computer code, or machine language instructions, which arc 2

not digitized and have zero tolerance for error, must be pro-
tected by derivative or alternative methods, such as those
disclosed in this invention, which focuses on watermarking
with “keys” derived from license codes or other ownership
identification information, and using the watermarks encoded
with such keys to hide an essential subset of the application
code resources.

BACKGROUND OF THE INVENTION

Increasingly, commercially valuable information is being
created and stored in “digital” form. For example, music,
photographs and video can all be stored and transmitted as a
series of numbers, such as 1’s and 0’s. Digital techniques let
the original information be recreated in a very accurate man-
ner. Unfortunately, digital techniques also let the information
be easily copied without the information owner’s permission.

Because unauthorized copying is clearly a disincentive to
the digital distribution of valuable information, it is important
{0 establish responsibility [or copies and derivative copies of
such works. For example, if each authorized digital copy of a
popular song is identified with a unique number, any unau-
thorized copy of the song would also contain the number. This
would allow the owner of the information, such as a song

publisher, to investigate who made the unauthorized copy. 3

Unfortunately, it is possible that the unique number could be
erased or altered if it is simply tacked on at the beginning or
end of the digital information.

As will be described, known digital “watermark™ tech-
niques give creators and publishers of digitized multimedia
content localized, secured identification and authentication of
that content. In considering the various forms of multimedia
content, such as “master,” stereo, National lelevision Stan-
dards Committee (N'1'SC) video, audio tape or compact disc,
tolerance of quality will vary with individuals and affect the
underlying commercial and aesthetic value of the content. I'or
example, if a digital version of a popular song sounds dis-
torted, it will be less valuable to users. It is therefore desirable
to embed copyright, ownership or purchaser information, or
some combination of these and related data, into the content
in a way that will damage the content if the watermark is
removed without authorization.
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To achieve these goals, digital watermark systems insert
ownership information in a way that causes little or no notice-
able effects, or “artifacts,” in the underlying content signal.
For example, if a digital watermark is inserted into a digital
version of a song, it is important that a listener not be bothered
by the slight changes introduced by the watermark. It is also
important for the watermark technique to maximize the
encoding level and “location sensitivity” in the signal to force
damage to the content signal when removal is attempted.
Digital watermarks address many of these concerns, and
research in the field has provided extremely robust and secure
implementations.

What has been overlooked in many applications described
in the art, however, are systems which closely mimic distri-
bution of content as it occurs in the real world. For instance,
many watermarking systems require the original un-water-
marked content signal to enable detection or decode opera-
tions. These include highly publicized efforts by NEC, Digi-
marc and others. Such techniques are problematic because, in
the real world, original master copies reside in arights holders
vaults and are not readily available to the public.

With much activity overly focused on watermark surviv-
ability, the security of a digital watermark is suspect. Any
simple linear operation for encoding information into a signal
may be used to erase the embedded signal by inverting the
process. This is not a difficult task, especially when detection
software is a plug-in freely available to the public, such as
with Digimarc. In general, these systems seek to embed cryp-
tographic information, not cryptographically embed informa-
tion into target media content.

Other methods embed ownership information that is
plainly visible in thc media signal, such as the mcthod
described in U.S. Pat. No. 5,530,739 to Braudaway ct al. The
system described in Braudaway protects a digitized image by
encoding a visible watermark to deter piracy. Such an imple-
mentation creates an immediate weakness in securing the
embedded information because the watermark is plainly vis-
ible. Thus, no search for the embedded signal is necessary and
the watermark can be more easily removed or altered. For
example, while certainly useful to some rights owners, simply
placing the symbol “©” in the digital information would only
provide limited protection. Removal by adjusting the bright-
ness of the pixels forming the “©” would not be difficult with
respect Lo the computational resources required.

Other relevant prior arl includes U.S. Pat. Nos. 4,979,210
and 5,073,925 to Nagata et al., which encodes information by
modulating an audio signal in the amplitude/time domain.
The modulations introduced in the Nagata process carry a
“copy/don’t copy” message, which is easily found and cir-
cumvented by one skilled in the art. The granularity of encod-
ing is fixed by the amplitude and frequency modulation limits
required to maintain inaudibility. These limits are relatively
low, making it impractical to encode more information using
the Nagata process.

Although U.S. Pat. No. 5,661,018 to Leighton describes a
means to prevent collusion attacks in digital watermarks, the
disclosed method may not actually provide the sccurity
described. For-example, in cases where the watermarking
technique is linear, the “insertion envelope” or “watermark-
ing space” is well-defined and thus susceptible to attacks less
sophisticated than collusion by unauthorized parties. Over-
encoding at the watermarking encoding level is but one
simple attack in such linear implementations. Another con-
sideration not made by T .eighton is that commercially-valu-

5 able content may already exist in a un-watermarked form

somewhere, easily accessible to potential pirates, gutting the
need for any type of collusive activity. Digitally signing the

DISH-Blue Spike 842
Exhibit 1005, Page 0163



US 9,104,842 B2

5

embedded signal with preprocessing of watermark data is
more likely to prevent successful collusion. Furthermore, a
“baseline” watermark as disclosed is quite subjective. It is
simply described elsewhere in the art as the “perceptually
significant” regions of a signal. Making a watermarking func-
tion less linear or inverting the insertion of watermarks would
seem to provide the same benefit without the additional work
required to create a “bascline” watermark. Indeed, water-
marking algorithms should alrcady be capable of defining a
target insertion envelope or region without additional steps.
What is evident is the Leighton patent does not allow for
initial prevention of attacks on an embedded watermark as the
content is visibly or audibly unchanged.

It is also important that any method for providing security
also function with broadcasting media over networks such as
the Internet, which is also referred to as “streaming.” Com-
mercial “plug-in”  products such as RealAudio and
RealVideo, as well as applications by vendors VDONet and
Xtreme, are common in such network environments. Most
digital walermark implementations focus on common file
base signals and fail (0 anticipate the securily of streamed
signals. It is desirable that any protection scheme be able to
function with a plug-in player without advanced knowledge
of the encoded media stream.

Other technologies focus solely on file-based security. 2

These technologies illustrate the varying applications for
security that must be evaluated for different media and dis-
tribution environments. Use of cryptolopes or cryptographic
containers, as proposed by IBM in its Cryptolope product,
and InterTrust, as described in U.S. Pat. Nos. 4,827.508,
4,977,594, 5,050,213 and 5,410,598, may discourage certain
forms of piracy. Cryptographic containcrs, howcever, requirc a
uscr to subscribe to particular decryption softwarc to decrypt
data. IBM’s InfoMarket and Interlrust’s DigiBox, among
other implementations, provide a generalized model and need
proprietary architecture to tfunction. Livery user must have a
subscription or registration with the party which encrypts the
data. Again, as a form of general encryption, the data is
scrambled or encrypted without regard to the media and its
formatting. Finally, control over copyrights or other neigh-
boring rights is left with the implementing party, in this case,
IBM., InterTrust or a similar provider.

Methods similar to these “trusted systems” exist, and Cer-
berus Central Limited and Liquid Audio, among a number of
companies, ofler systems which may functionally be thought
of as subsets of IBM and InterTrust’s more generalized secu-
rity offerings. Both Cerberus and Liquid Audio propose pro-
prietary player software which is registered to the user and
“locked” in a manner parallel to the locking of content that is

distributed via a cryptographic container. The economic 5

trade-off in this model is that users are required to use each
respective companies’ proprietary player to play or otherwise
manipulate content that is downloaded. If, as is the case
presently, most music or other media is not available via these
proprietary players and more companies propose non-com-
patible player formats, the proliferation of players will con-
tinuc. Cerberus and Liquid Audio also by way of extension of
their architectures provide for “near-CD quality” but propri-
etary compression. This requirement stems from the neces-
sity not to allow content that has near-identical data make-up
to an existing consumer electronic standard, in Cerberus and
Liquid Audio’s case the so-called Red Book audio CD stan-
dard of 16 bit 44.1 kHz, so that comparisons with the propri-
etary file may not yield how the player is secured. Knowledge
of the player’s file format renders its security ineffective as a
file may be replicated and played on any common player, not
the intended proprietary player of the provider of previously
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secured and uniquely formatted content. This is the parallel
weakness to public key crypto-systems which have gutted
security if enough plain text and cipher text comparisons
enable a pirate to determine the user’s private key.

Many approaches to digital watermarking leave detection
and decoding control with the implementing party of the
digital watermark, not the creator of the work to be protected.
A sct of sccurce digital watermark implementations address
this fundamental control issue forming the basis of key-based
approaches. These are covered by the following patents and
pending applications, the entire disclosures of which are
hereby incorporated by reference: U.S. Pat. No. 5,613,004
cntitled “Steganographic Mcthod and Deviee” and its deriva-
tive U.S. patent application Ser. No. 08/775,216 (which
issued Nov. 11,1997, as U.S. Pat. No. 5,687,236), U.S. patent
application Ser. No. 08/587,944 entitled “Human Assisted
Random Key Generation and Application for Digital Water-
mark System” (which issued Oct. 13, 1998, as U.S. Pat. No.
5,822,432), U.S. patent application Ser. No. 08/587,943
entitled “Method for Stega-Cipher Protection of Computer
Code™ (which issued Apr. 28, 1998, as U.S. Pat. No. 5,748,
569), U.S. patent application Ser. No. 08/677,435 entitled
“Optimization Methods for the Insertion, Protection, and
Detection of Digital Watermarks in Digitized Data” (which
issued Mar. 30, 1999, as 1J.S. Pat. No. 5,889,868) and 1J.S.
patent application Ser. No. 08/772,222 entitled “Z-Transform
Implementation of Digital Watermarks™ (which issued Jun.
20, 2000, as U.S. Pat. No. 6,078,664). Public key crypto-
systems are described in U.S. Pat. Nos. 4,200,770, 4,218,582,
4,405,829 and 4,424,414, the entire disclosures of which are
also hereby incorporated by relerence.

In particular, an improved protection scheme is described
in “Method for Stega-Cipher Protection of Computer Code,”
U.S. patent application Ser. No. 08/587,943 (which issucd
Apr. 28, 1998, as 11.S. Pat. No. 5,748.569). This technique
uses the key-based insertion of binary executable computer
code within a content signal that is subsequently, and neces-
sarily, used to play or otherwise manipulate the signal in
which it is encoded. With this system, however, certain com-
putational requirements, such as one digital player per digital
copy of content, may be necessitated. For instance, a con-
sumer may download many copies of watermarked content.
With this technique, the user would also be downloading as
many copics of the digital player program. While this form of
security may be desirable for some applications, it is not
appropriate in many circumstances.

Finally, even when digital information is distributed in
encoded form, it may be desirable to allow unauthorized users
to play the information with a digital player, perhaps with a
reduced level of quality. ['or example, a popular song may be
encoded and freely distributed in encoded form to the public.
The public, perhaps using commonly available plug-in digital
players, could play the encoded content and hear the music in
some degraded form. The music may-sound choppy, or fuzzy
or be degraded in some other way. This lets the public decide,
based on the available lower quality version of the song, if
they want Lo purchase a key from the publisher to decode, or
“clean-up,” the content. Similar approaches could be used to
distribute blurry pictures or low quality video. Or even
“degraded” text, in the sense that only authenticated portions
ofthe text can be determined with the predetermined key or a

5 validated digital signature for the intended message.

In view of the foregoing, it can be appreciated that a sub-
stantial need exists for a method allowing encoded content to
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be played, with degraded quality, by a plug-in digital player,
and solving the other problems discussed above.

SUMMARY OF THE INVENTION

The disadvantages of the art are alleviated to a great extent
by a method for combining transfer functions with predeter-
mined key creation. In one embodiment, digital information,
including a digital sample and format information, is pro-
tected by identifying and encoding a portion of the format
information. Encoded digital information, including the digi-
tal sample and the encoded format information, is generated
to protect the original digital information.

In another embodiment, a digital signal, including digital
samples in a file format having an inherent granularity, is
protected by creating a predetermined key. The predeter-
mined key is comprised of a transfer function-based mask set
to manipulate data at the inherent granularity of the file format
of the underlying digitized samples.

It is thus a goal of the present invention, to provide a level
of security for executable code on similar grounds as that
which can be provided for digitized samples. ['urthermore,
the present invention differs from the prior art in that it does
not attempt to stop copying, but rather, determines responsi-

bility for a copy by ensuring that licensing information must 2

be preserved in descendant copies from an original. Without
the correct license information, the copy cannot function.

An improvement over the art is disclosed in the present
invention, in that the sofiware itsell is a set of commands,
compiled by software engineer, which can be configured in
such amanner as to tie underlying functionality to the license
or authorization of the copy in possession by the user. Without
such verification, the functions sought out by the user in the
form of sofiware cease to properly work. Attempts to tamper
or “patch” substitute code resources can be made highly
difficult by randomizing the location of said resources in
memory on an intermittent basis to resist most attacks at
disabling the system.

With these and other advantages and features of the inven-
tion that will become hereinafter apparent. the nature of the
invention may be more clearly understood by reference to the
following detailed description of the invention, the appended
claims and to the scveral drawings attached hercin.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a block flow diagram of a method for copy
protection or authentication of digital information according
to an embodiment of the present invention.

DETAILED DESCRIPTION

In accordance with an embodiment of the present inven-
tion, a method combines transfer functions with predeter-
mined key creation. Increased security is achieved in the
method by combining elements of “public-key steganogra-
phy” with cryptographic protocols, which keep in-transit data
secure by scrambling the data with “keys” in a manner that is
not apparent to those with access to the content to be distrib-
uted. Because different forms of randomness are combined to
offer robust, distributed security, the present invention
addresses an architectural “gray space” between two impor-
tantareas of security: digital watermarks, a subset of the more
general art of steganography, and cryptography. One form of
randomness exists in the mask sets that are randomly created
to map watermark data into an otherwise unrelated digital
signal. The second form of randomness is the random permu-
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tations of data formats used with digital players to manipulate
the content with the predetermined keys. These forms can be
thought of as the transfer function versus the mapping func-
tion inherent to digital watermarking processes.

According to an embodiment of the present invention, a
predetermined, or randomly generated, key is used to
scramble digital information in a way that is unlike known
“digital watermark” techniques and public key crypto-sys-
tems. As used herein, a key is also referred to as a “mask sct”
which includes one or more random or pseudo-random series
of bits. Prior to encoding, a mask can be generated by any
cryptographically secure random generation process. A block
cipher, such as a Data Encryption Standard (DES) algorithm,
in combination with a sufficiently random seed value, such as
one created using a Message Digest 5 (MD5) algorithm,
emulates a cryptographically secure random hit generator.
The keys are saved in a database, along with information
matching them to the digital signal, for use in descrambling
and subsequent viewing or playback. Additional file format or
transfer property information is prepared and made available
{o the encoder, in a bit addressable manner. As well, any
authenticating function can be combined, such as Digital
Signature Standard (DSS) or Secure Hash Algorithm (SHA).

Using the predetermined key comprised of a transfer func-
tion-based mask set, the data representing the original content
is manipulated at the inherent granularity of the file format of
the underlying digitized samples. Instead of providing, or
otherwise distributing, watermarked content that is not
noticeably altered, a partially “scrambled”” copy of the con-
tent is distributed. The key is necessary both to register the
sought-after content and to descramble the content into its
original form.

The present invention uscs mcthods disclosed in “Mcthod
for Stega-Cipher Protection of Computer Code,” U.S. patent
application Ser. No. 08/587,943 (which issued Apr. 28, 1998,
as U.S. Pat. No. 5,748,569), with respect to transter functions
related to the common file formats, such as PICT, TIFF, AIFF,
WAY, etc. Additionally, in cases where the content has not
been altered beyond being encoded with such functional data,
it is possible for a digital player to still play the content
because the file format has not been altered. Thus, the
encoded content could still be played by a plug-in digital
player as discrete, digitally sampled signals, watermarked or
not. That is, the structure of the file can remain basically

5 unchanged by the watermarking process, letling common file

format based players work with the “‘scrambled” content.
For example, the Compact Disc-Digital Audio (CD-DA)
format stores audio information as a series of frames. Each
frame contains a number of digital samples representing, for
example, music, and a header that contains file format infor-
mation. As shown in FIG. 1, according to an embodiment of
the present invention some of the header information can be
identified and “scrambled” using the predetermined key at
steps 110 to 130. The music samples can remain unchanged.

5 Using this technique, a traditional CD-DA player will be able

to play a distorted version of the music in the sample. The
amount of distortion will depend on the way, and cxtent, that
the header, or file format, information has been scrambled. It
would also be possible to instead scramble some of the digital
samples while leaving the header information alone. In gen-
eral, the digital signal would be protected by manipulating
data at the inherent granularity, or “frames,” of the CD-DA
file format. To decode the information, a predetermined key is
used before playing the digital information at steps 140 and

5 150.

Akey-based decoder canactas a “plug-in” digital player of
broadcast signal streams without foreknowledge of the
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encoded media stream. Moreover, the data format orientation
is used to partially scramble data in transit to prevent unau-
thorized descrambled access by decoders that lack authorized
keys. A distributed key can be used to unscramble the
scrambled content because a decoder would understand how
to process the key. Similar to on-the-fly decryption opera-
tions, the benefits inherent in this embodiment include the
fact that the combination of watermarked content sccurity,
which is key-based, and the descrambling of the data, can be
performed by the same key which can be a plurality of mask
sets. The mask sets may include primary, convolution and
message delimiter masks with file format data included.

The creation of an optimized “envelope” for insertion of
watermarks provides the basis of much watermark security,
butis also acomplementary goal ofthe present invention. The
predetermined or random key that is generated is not only an
essential map to access the hidden information signal, but is
also the descrambler of the previously scrambled signal’s
format for playback or viewing.

In a syslem requiring keys for watermarking content and
validating the distribution of the content, different keys may
be used to encode different information while secure one way
hash functions or one-time pads may be incorporated to
secure the embedded signal. The same keys can be used to

later validate the embedded digital signature, or even fully 2

decode the digital watermark if desired. Publishers can easily
stipulate that content not only be digitally watermarked but
that distributors must check the validity of the watermarks by
performing digital signature-checks with keys that lack any
other functionality. The system can extend to simple authen-
tication of text in other embodiments.

Before such a market is cconomically fecasible, there arc
other methods for deploying key-based watermarking
coupled with transter functions to partially scramble the con-
tent to be distributed without performing full public key
encryption, i.e., a key pair is not necessarily generated, sim-
ply, a predetermined key’s function is created to re-map the
data of the content file in a lossless process. Moreover, the
scrambling performed by the present invention may be more
dependent on the file in question. Dissimilarly, encryption is
not specific to any particular media but is performed on data.
The file format remains unchanged, rendering the file useable
by any conventional viewer/player, but the signal quality can
be intentionally degraded in the absence of the proper player
and key. Public-key encryption seeks (o complelely obscure
the sensitive “plaintext™ to prevent comparisons with the
“ciphertext™ to determine a user’s private keys. Centralized
encryption only differs in the utilization of a single key for
both encryption and decryption making the key even more

highly vulnerable to attacks to defeat the encryption process. 3

With the present invention, a highly sought after photograph
may be hazy to the viewer using any number of commonly
available, nonproprietary software or hardware, without the
authorized key. Similarly, a commercially valuable song may
sound poor.

The benefit of some form of cryptography is not lost in the
present invention. In fact, some piracy can be deterred when
the target signal may be known but is clearly being protected
through scrambling. What is not anticipated by known tech-
niques, is an ala carte method to change various aspects of tile
formatting to enable various “scrambled states™ for content to
be subsequently distributed. An image may lack all red pixels
or may not have any of the most significant bits activated. An
audio sample can similarly be scrambled to render it less-
than-commercially viable.

The present invention also provides improvements over
known network-based methods, such as those used [or the
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streaming of media data over the Internet. By manipulating
file formats, the broadcast media, which has been altered to
“fit” within electronic distribution parameters, such as band-
width availability and error correction considerations, can be
more eflectively utilized Lo restrict the subsequent use of the
content while in transit as well as real-time viewing or play-
ing.

‘I'he mask set providing the transfer function can be read on
a per-use basis by issuing an authorized or authenticating
“key” for descrambling the signal thal is apparent (o a viewer
or a player or possessor of the authenticating key. The mask
set can be read on a per-computer basis by issuing the autho-
rized key that is morc gencralized for the computer that
receives the broadcast signals. Metering and subscription
models become viable advantages over known digital water-
mark systems which assist in designating the ownership of a
copy of digitized media content, but do not prevent or restrict
the copying or manipulation of the sampled signal in ques-
tion. ['or broadcast or streamed media, this is especially the
case. Message authentication is also possible, though not
guaranteeing the same security as an encrypted file as with
general crypto systems.

The present invention thus benefits from the proprietary
player model without relying on proprietary players. No new
players will be necessary and existing multimedia file formats
can be altered to exact a measure of security which is further
increased when coupled with digital watermarks. As with
most consumer markets for media content, predominant file
formats exist, de facto, and corresponding formats for com-
puters likewise exist. For a commercial compact disc quality
audio recording, or 16 bit 44.1 kHz, corresponding file for-
mats include: Audio Interchange File Format (AIFF),
Microsoft WAV, Sound Designer 1I, Sun’s .au, Apple’s
Quicktime, etc. For still image media, formats are similarly
abundant: TII'T, PICT, JPEG, GII, etc. Requiring the use of
additional proprietary players, and their complementary file
formats, for limited benefits in security is wasteful. Moreover,
almost all computers today are multimedia-capable, and this
is increasingly so with the popularity of Intel’s MMX chip
architecture and the PowerPC line of microchips. Because file
formatting is fundamental in the playback of the underlying
data, the predetermined key can act both as a map, for infor-
maltion to be encoded as watermark data regarding ownership,

5 and a descrambler of the (ile that has been distributed. Limi-

tations will only exist in how large the key must be retrofitted
for a given application, but any manipulation of file format
information is not likely to exceed the size of data required
versus that for an entire proprietary player.

As with previous disclosures by the inventor on digital
watermarking techniques, the present invention may be
implemented with a variety of cryptographic protocols to
increase both confidence and security in the underlying sys-
tem. A predetermined key is described as a set of masks.
These masks may include primary, convolution and message
delimiter mask. In previous disclosures, the functionality of
these masks is defined solely for mapping. The present inven-
tion includes a mask set which is also controlled by the
distributing party of a copy of a given media signal. T'his mask
set is a transter function which is limited only by the param-
eters of the file format in question. To increase the uniqueness
or security of each key used to scramble a given media file
copy, a secure one way hash function can be used subsequent
to transfer properties that are initiated to prevent the forging
ofa particular key. Public and private keys may be used as key
pairs to further increase the unlikeliness that a key may be
compromised.
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These same cryptographic protocols can be combined with
the embodiments of the present invention in administering
streamed content that requires authorized keys to correctly
display or play the streamed content in an unscrambled man-
ner. As with digital walermarking, symmetric or asymmetric
public key pairs may be used in a variety of implementations.
Additionally, the need for certification authorities to maintain
authentic key-pairs becomes a consideration for greater sccu-
rity beyond symmetric key implementations. The crypto-
graphic protocols makes possible, as well, a message of text
to be authenticated by a message authenticating function in a
general computing device that is able to ensure secure mes-
sage cxchanges between authorizing partics.

An executable computer program is variously referred to as
an application, from the point of view of a user, or executable
object code from the point of view of the engineer. A collec-
tion of smaller, atomic (or indivisible) chunks of object code
typically comprise the complete executable object code or
application which may also require the presence of certain
data resources. These indivisible portions of object code cor-
respond with the programmers’ function or procedure imple-
mentations in higher level languages, such as C or Pascal. In
creating an application, a programmer writes “code” in a

higher level language, which is then compiled down into 2

“machine language,” or, the executable object code, which
can actually be run by a computer, general purpose or other-
wise. Each function, or procedure, written in the program-
ming language, represents a self-contained portion of the
larger program, and implements, typically. a very small piece
of'its functionality. The order in which the programmer types
the code for the various [unctions or procedures, and the
distribution of and arrangement of these implementations in
various files which hold them is unimportant. Within a func-
tion or procedure, however, the order of individual language
constructs, which correspond to particular machine instruc-
tions is important, and so [unctions or procedures are consid-
ered indivisible for purposes of this discussion. That is, once
a function or procedure is compiled, the order of the machine
instructions which comprise the executable object code of the
function is important and their order in the computer memory
is of vital importance. Note that many “compilers” perform
“optimizations” within [unctions or procedures, which deter-
mine, on a limited scale, il there is a betler arrangement for
executable instructions which is more efficient than that con-
structed by the programmer, but does not change the result of
the function or procedure. Once these optimizations are per-
formed, however, making random changes to the order of
instructions is very likely to “break”™ the function. When a
program is compiled, then, it consists of a collection of these
sub-objects, whose exact order or arrangement in memory is
not important, so long as any sub-object which uses another
sub-object knows where in memory it can be found.

The memory address of the first instruction in one of these
sub-objects is called the “entry point” of the function or
procedure. The rest of the instructions comprising that sub-
object immediately follow from the entry point. Some sys-
tems may prefix information to the entry point which
describes calling and return conventions for the code which
follows, an example is the Apple Macintosh Operating Sys-
tem (MacOS). These sub-objects can be packaged into what
are referred to in certain systems as “code resources,” which
may be stored separately from the application, or shared with
other applications, although not necessarily. Within an appli-
cation there are also data objects, which consist of some data
{0 be operated on by the executable code. These data objects
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are not executable. That is, they do not consist of executable
instructions. The data objects can be referred to in certain
systems as “resources.”

When a user purchases or acquires a computer program,
she seeks a computer program that “functions” in a desired
manner. Simply, computer software is overwhelmingly pur-
chased for its underlying functionality. In contrast, persons
who copy multimedia content, such as picturcs, audio and
vidco, do so for the entertainment or commercial valuc of the
content. The difference between the two types of products is
that multimedia content is not generally interactive, but is
instead passive, and its commercial value relates more on
passive not interactive or utility features, such as those
required in packaged software, set-top boxes, cellular phones,
VCRs, PDAs, and the like. Interactive digital products which
include computer code may be mostly interactive but can also
contain content to add to the interactive experience of the user
or make the underlying utility of the software more aestheti-
cally pleasing. It is a common concern of both of these cre-
alors, both of interactive and passive multimedia products,
that “digital products” can be easily and perfectly copied and
made into unpaid or unauthorized copies. This concern is
especially heightened when the underlying product is copy-
right protected and intended for commercial use.

The first method of the present invention described
involves hiding necessary “parts” or code “resources” in digi-
tized sample resources using a “digital watermarking” pro-
cess, such as that described in the “Steganographic Method
and Device” patent application. The basic premise for this
scheme is that there are a certain sub-set of executable code
resources, that comprise an application and that are “essen-
tial” to the proper function of the application. In general, any
code resource can be considered “cssential” in that if the
program proceeds to a point where it must “call” the code
resource and the code resource is not present in memory, or
cannot be loaded. then the program fails. [lowever, the
present invention uses a definition of “essential” which is
more narrow. This is because, those skilled in the art or those
with programming experience, may create a derivative pro-
gram, not unlike the utility provided by the original program,
by writing additional or substituted code to work around
unavailable resources. This is particularly true with programs
that incorporate an optional “plug-in architecture,” where
several code resources may be made optionally available at

5 run-lime. The present invention is also concerned with con-

centrated efforts by technically skilled people who can ana-
lyze executable object code and “patch”™ it to ignore or bypass
certain code resources. Thus, for the present embodiment’s
purposes, “essential” means that the function which distin-
guishes this application from any other application depends
upon the presence and use of the code resource in question.
The best candidates for this type of code resources are NOT
optional, or plug-in types. unless special care is taken to
prevent work-arounds.

Given that there are one or more of these essential
resources, what is needed to realize the present invention is
the presence of certain data resources of a type which arc
amenable to the “stega-cipher” process described in the “Ste-
ganographic Method and Device” patent U.S. ’at. No. 5,613,
004. Data which consists of image or audio samples is par-
ticularly usetul. Because this data consists of digital samples,
digital watermarks can be introduced into the samples. What
is further meant is that certain applications include image and
audio samples which are important to the look and feel of the

5 programor are essential to the processing of the application’s

functionality when used by the user. These computer pro-
grams are familiar (0 users of computers but also less obvious
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to users of other devices that run applications that are equiva-
lent in some measure of functionality to general purpose
computers including, but not limited to, set-top boxes, cellu-
lar phones, “smart televisions,” PDAs and the like. However,
programs still comprise the underlying “operating systems™
of these devices and are becoming more complex with
increases in functionality.

Onc mcthod of the present invention is now discussed.
When code and data resources are compiled and assembled
into a precursor ol an executable program the next step is to
use a utility application for final assembly of the executable
application. The programmer marks several essential code
resources in a list displayed by the utility. 'The utility will
choose one or several essential code resources, and encode
them into one or several data resources using the stegacipher
process. The end result will be that these essential code
resources are not stored in their own partition, but rather
stored as encoded information in data resources. They are not
accessible at run-time without the key. Basically, the essential
code resources that provide functionality in the final end-
product, an executable application or computer program, are
no longer easily and recognizably available for manipulation
by those seeking to remove the underlying copyright or

license, or its equivalent information, or those with skill to 2

substitute alternative code resources to “force” the applica-
tion program to run as an unauthorized copy. Forthe encoding
of the essential code resources, a “key” is needed. Such a key
is similar to those described in U.S. Pat. No. 5,613,004, the
“Steganographic Method and Device” patent. The purpose of
this scheme is to make a particular licensed copy of an appli-
cation distinguishable from any other. It is not nccessary to
distinguish cvery instance of an application, merely cvery
instance of a license. A licensed user may then wish to install
multiple copies of an application, legally or with authoriza-
tion. This method, then, is to choose the key so that it corre-
sponds, is equal to, or is a function of, alicense code or license
descriptive information, not just a text file, audio clip or
identifying piece of information as desired in digital water-
marking schemes extant and typically useful to stand-alone,
digitally sampled content. The key is necessary to access the
underlying code, i.e., what the user understands to be the
application program.

The assembly utility can be supplied with 1 key generated
from a license code generated [or the license in question.
Alternatively, the key, possibly random, can be stored as a
data resource and encrypted with a derivative of the license
code. Given the key, it encodes one or several essential
resources into one or several data resources. Exactly which
code resources are encoded into which data resources may be
determined in a random or pseudo random manner. Note
further that the application contains a code resource which
performs the function of decoding an encoded code resource
from a data resource. The application must also contain a data
resource which specifies in which data resource a particular
code resource is encoded. This data resource is created and
addced at assembly time by the assembly utility. The applica-
tion can then operate as follows:

1) when it is run for the first time, after installation, it asks
the user for personalization information, which includes
the license code. This can include a particular computer
configuration;

2) it stores this information in a personalization data
resource;

3) Once it has the license code, it can then generate the
proper decoding key to access the essential code
resources.
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Note that the application can be copied in an uninhibited
manner, but must contain the license code issued to the
licensed owner, to access its essential code resources. The
goal of the invention, copyright protection of computer code
and establishment of responsibility for copies, is thus accom-
plished.

This invention represents a significant improvement over
prior art because of the inherent difference in use of purcly
informational watcrmarks versus watcrmarks which contain
executable object code. If the executable object code in a
watermark is essential to an application which accesses the
data which contains the watermark, this creates an all-or-none
situation. Cither the user must have the extracted watermark,
or the application cannot be used, and hence the user cannot
gain full access to the presentation of the information in the
watermark bearing data. Tn order to extract a digital water-
mark, the user must have a key. The key, in turn, is a function
of the license information for the copy of the software in
question. The key is fixed prior to final assembly of the
application [iles, and so cannot be changed at the option o[ the
user. That, in turn, means the license information in the soft-
ware copy must remain fixed, so that the correct key is avail-
able 1o the software. The key and the license information are,
in fact, interchangeable. One is merely more readable than the
other. In U.S. Pat. No. 5,613,004, the “Steganographic
Method and Device, patent”, the possibility of randomization
erasure attacks on digital watermarks was discussed. Simply,
it is always possible to erase a digital watermark, depending
on how much damage you are willing to do to the watermark-
bearing content stream. The present invention has the signifi-
cant advantage that you must have the watermark to be able to
usc the code it contains. If you crasc the watcrmark you have
lost akey picee of the functionality of the application, or cven
the means to access the data which bear the watermark.

A preferred embodiment would be implemented in an
embedded system, with a minimal operating system and
memory. No media playing “applets,” or smaller sized appli-
cations as proposed in new operating environments envi-
sioned by Sun Microsystems and the advent of Sun’s Java
operating system, would be permanently stored in the system,
only the bare necessities to operate the device, download
information, decode watermarks and execute the applets con-
tained in them. When an applet is finished executing, it is
erased [rom memory. Such a system would guarantee that

5 content which did not contain readable watermarks could not

be used. This is a powerful control mechanism for ensuring
that content to be distributed through such a system contains
valid watermarks. Thus, in such networks as the Internet or
set-top box controlled cable systems, distribution and
exchange of content would be made more secure from unau-
thorized copying to the benefit of copyright holders and other
related parties. The system would be enabled to invalidate, by
default, any content which has had its watermark(s) erased,
since the watermark conveys, in addition to copyright infor-
mation, the means to fully access, play, record or otherwise
manipulate, the content.

A sccond method according to the present invention is to
randomly re-organize program memory structure to prevent
attempts at memory capture or object code analysis. The
object of this method is to make it extremely ditficult to
perform memory capture-based analysis of an executable
computer program. This analysis is the basis for a method of
attack to defeat the system envisioned by the present inven-
tion.

Once the code resources of a program are loaded into
memory, they typically remain in a fixed position, unless the
compuler operating system [inds it necessary 0 rearrange
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certain portions of memory during “system time,” when the
operating system code, not application code, is running. Typi-
cally, this is done in low memory systems, to maintain opti-
mal memory utilization. The MacOS for example, uses
Handles, which are double-indirect pointers to memory loca-
tions, in order to allow the operating system to rearrange
memory transparently, underneath a running program. If a
computer program contains countermcasurcs against unli-
censed copying, a skilled technician can often take a snapshot
of the code in memory, analyze it, determine which instruc-
tions comprise the countermeasures, and disable them in the
stored application file, by means of a “patch.” Other applica-
tions for designing code that moves to prevent scanning-
tunnelling microscopes, and similar high sensitive hardware
for analysis of electronic structure of microchips running
code, have been proposed by such parties as Wave Systems.
Designs of Wave Systems” microchip are intended for pre-
venting attempts by hackers to “photograph” or otherwise
determine “burn in” to microchips for attempts at reverse
engineering. The present invention seeks to prevent attempts
atunderstanding the code and its organization for the purpose
of patching it. Unlike systems such as Wave Systems’, the
present invention seeks to move code around in such a manner

as to complicate attempts by software engineers to reengineer 2

ameans to disable the methods for creating licensed copies on
any device that lacks “trusted hardware.” Moreover, the
present invention concerns itself with any application soft-
ware that may be used in general computing devices, not
chipsets that are used in addition to an underlying computer to
perform encryption. Wave Systems’ approach to security of
software, if interpreted similarly to the present invention,
would dictate separate microchip sets for cach picce of appli-
cation software that would be tamperproof. This is not con-
sistent with the economics of software and its distribution.
Under the present invention, the application contains a
special code resource which knows about all the other code
resources in memory. During execution time, this special
code resource, called a “memory scheduler,” can be called
periodically, or at random or pseudo random intervals, at
which time it intentionally shuffles the other code resources
randomly in memory, so that someone trying to analyze snap-
shots of memory at various intervals cannot be sure if they are
looking at the same code or organization [rom one “break” to
the next. This adds significant complexity to their job. The
scheduler also randomly relocates itself when it is finished. In
order to do this, the scheduler would have to first copy itselfto
a new location, and then specifically modify the program
counter and stack frame, so that it could then jump into the

new copy of the scheduler, but return to the correct calling 3

frame. Finally, the scheduler would need to maintain a list of
all memory addresses which contain the address of the sched-
uler, and change them to reflect its new location.

The methods described above accomplish the purposes of
the invention—to make it hard to analyze captured memory
containing application executable code in order to create an
identifiable computer program or application that is different
from other copies and is less susceptible to unauthorized use
by those attempting to disable the underlying copyright pro-
tection system. Simply, each copy has particular identifying
information making that copy different from all other copies.

Although various embodiments are specifically illustrated
and described herein, it will be appreciated that modifications
and variations of the present invention are covered by the
above teachings and within the purview of the appended
claims without departing from the spirit and intended scope
of the invention.
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What is claimed is:

1. A computer-based method for modifying software, com-
prising: receiving, in a computer having a processor and
memory, software, wherein said software provides a specified
functionality; embedding a watermark into said software,
using said computer, said watermark encoding at least one
first license code, thereby resulting in a first license code
cncoded watcrmarked softwarc; and whercin said first licensc
code encoded watermarked softwarce is configured to query a
user for personalization information during its installation.

2. A computer-based method for moditying software, com-
prising: receiving, in a computer having a processor and
memory, software, wherein said software provides a specified
functionality: embedding a watermark into said software,
using said computer, said watermark encoding at least one
first license code, therehy resulting in a first license code
encoded watermarked software; wherein said watermark is
accessible with a key; and said key enables said first license
code encoded watermarked software to provide said specified
[unctionality.

3. A compuler-based method for modifying software, com-
prising: receiving, in a computer having a processor and
memory, software, wherein said software provides a specified
functionality: embedding a watermark into said software,
using said computer, said watermark encoding at least one
first license code, thereby resulting in a first license code
encoded watermarked software; and wherein the step of
embedding the software with a watermark is performed dur-
ing execution of the software.

4. An article of manufacture comprising a machine read-
able medium, having thereon stored instructions adapted to
be cxecuted by a processor of a computer system, said com-
puter system including a memory, which instructions when
executed by said computer system result in a process com-
prising:

said computer system storing a software in said memory;

said computer system receiving licensing information as

an input and using said licensing information in an algo-
rithm to identify a watermark in said software.

5. The article of manufacture of claim 4, wherein said
watermark encodes therein information defining an execut-
able code providing a functionality of said software.

6. The article of manufacture of claim 4, wherein the water-
mark aflects [unctionalily of the watermarked soliware.

7. The article of manulacture of claim 5, wherein said
instructions comprise decode instructions for said computer
system to use said licensing information to generate a decode
key for decoding said software.

8. The article of manufacture of claim 7, wherein said
licensing information comprises a license key, and said
decode instructions instruct said computer to determine said
license key from said licensing information and to generate
said decode key using said license key.

9. The article of manufacture of claim 4:

wherein said watermark encodes a license key;

said instructions include a prompt to enter licensing infor-

mation;

wherein said software provides a certain functionality after

receipt of licensing information in response to said
prompt only if said licensing information comprises a
license key encoded in said watermark.

10. A computer-based system for modifying software,
comprising: a computer having a processor and memory;
wherein said computer is programmed to receive software
that provides a specified functionality when installed on a
computer system; wherein said computer is programmed to
embed a walermark into said soflware; wherein said walter-
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mark encodes at least one first license code, thereby resulting
in a first license code encoded watermarked software; and
wherein said [irst license code encoded watermarked soli-
ware is designed (o prompt for entry of licensing information
and only provides a certain functionality if licensing infor-
mation entered in response to said prompt comprises at least
one of said at least one first license code encoded in said
watermark.

11. A method for licensed software use, the method com-
prising:

loading a software product on a computer, said computer

comprising a processor, memory, an input, and an out-
put, so that said computer is programmed to execute said
software product;

said software product outputting a prompt for input of

license information; and

said softwarc product using license information entered via

said input in responsc to said prompt in a routinc
designed to decode a first license code encoded in said
software product.

12. A method for encoding software code using a computer
having a processor and memory, comprising: storing a soft-
ware code in said memory; wherein said software code com-
prises a first code resource and provides a specified underly-
ing functionality when installed on a computer system; and
encoding, by said computer using at least a first license key
and an encoding algorithm, said sofiware code, to form « (irst
license key encoded soflware code; and wherein, when
installed on a computer system, said first license key encoded
software code will provide said specified underlying func-
tionality only after receipt of said first license key.

18

13. A method for encoding software code using a computer
having a processor and memory, comprising:
storing a software code in said memory;
wherein said software code comprises a first code resource
5 and provides a specified underlying [unctionality when
installed on a computer system; and
modifying, by said computer, using a first license key and
an cncoding algorithm, said softwarc code, to form a
modified software code; and
wherein said modilying comprises encoding said first code
resource to form an encoded first code resource;
wherein said modified software code comprises said
encoded first code resource, and a decode resource for
decoding said encoded first code resource;
wherein said decode resource is configured to decode said
encoded first code resource upon receipt of said first
license key.
14. A method for encoding software code using a computer
having a processor and memory, comprising:

w

20 . Lo
storing a softwarce code in said memory;
wherein said softwarc code defines software code interre-
lationships between code resources that result in a speci-
fied underlying functionality when installed on a com-
25 puter system; and

encoding, by said computer using at least a first license key
and an encoding algorithm, said software code, to form
a first license key encoded software code in which at
least one of said software code interrelationships are
encoded.
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APPARATUS AND METHOD FOR
CONTROLLING ACCESS TO SOFTWARE

This application is a continuation of Ser. No. 07/629,295,
filed Dec. 14, 1990, now abandoned.

FIELD OF THE INVENTION

The present invention relates to computer software usage,
and in particular to restricting the ability of a computer user
to use licensed software in a manner inconsistent with the
license.

BACKGROUND OF THE INVENTION

A modern computer system is an enormously complex
machine, incorporating the results of countless hours of
engineering and programming skill in its design. A computer
syslem contains many e¢lements, but these may generally be
broken down into hardware and software. Hardware is the

tangible circuits, boards, cables, storage devices, enclosurcs,

etc. that make up the system. But the hardware, in and of
itsell, can not solve problems in the real world, any more
than a typewriter can compose a Pulitzer-winning play. The
hardware requires instructions which tell it what to do. In it
purest form, “software” refers to these instructions which
make the hardware perform useful work (although it is
sometimes loosely applied to the media on which software
is stored and distributed). Like hardware, software is the
product of human ingenuity. High quality software requires

considerable creativity, training and intelligence on the part -

of the creator, also known as the programmer. Universitics
offer courses of instruction in “computer science” and
similar disciplines, [or the purpose of teaching people the art
of creating software. An entire industry, encompassing thou-
sands of carccrs, has grown up to crcatc softwarc which
performs useful work. As a result of the extensive effort that
can be expended in the development of software, it is nol
uncommon for the value of the software which is part of a
computer system to cxceed the value of the hardware.
One of the characteristics of a modern computer system is
its ability to transmit and copy data with great speed and
case. [n general, this is a necessary and beneficial capability.
But it also means that software which may have taken years
of creative cffort to develop can be replicated in a fraction
of a second on relatively inexpensive magnetic media, a
capability which can be abused. Unauthorized persons can,
with little cost or effort, replicate valuable software. This
practice is generally known as software piracy. In recent
years, various laws imposing criminal and civil liabilities

have been enacted to curb software piracy. However, given 5

the relative ease with which one may copy software, and the
temptation to do so which arises from the value of the
software, software piracy remains a problem.

In the case of inexpensive mass distributed software for
small computers known as “personal computers™, it is com-
mon to license the software for a fixed one-time charge
which is the same for all customers. This is less practical for
large mainframe computer systems. Software for such sys-
tems can involve millions of lines of code, requiring a very
large investment to develop and maintain. A single fixed
one-time charge sufficient for the developer to recoup this
investment is likely to be prohibitively expensive for many
smaller users. Therefore, it is common in the mainframe
environment to charge license fees for software based on
usage. On such method, known as “tiered pricing”, involves
charging according to a variable fee scale based on the
capability of the customer’s machine. The customer with a
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faster machine, with more terminals attached, will pay a
higher license fee for the same software than a customer
with a less capable machine. Another common practice is to
charge separately for maintenance upgrades of the software.

Given the level of expertise required to create quality
software, and the amount of time and effort that must be
expended, creation of such software requires money. If
softwarc developers arc not paid proportionate to their
training and effort, it will not be possible to find people to
creale soltware. It is not merely a practical imperative that
the investment in software made by its developers be
protected, but a moral onc as well. Legitimate owners of
software have therefore sought to develop ways to distribute
software which will make it difficult to use the software in
an unauthorized manner, and ensure that software develop-
ers are fairly compensated for their products.

Software may be distributed by the legitimate owner in a
number of dilferent ways. From the standpoint of preventing
unauthorized use, these distribution methods may broadly be
classificd in three groups: unrestricted entitlement methods,
restricted entitlement methods, and non-entitlement meth-
ods.

Unrestricted entitlement means that the software as dis-
tributed will run on any machine for which it was designed,
without restriction. An owner distributing software with
unrestricted entitlement must distribute to each user only the
software which that user has paid for and is entitled to run.
Apart from legal and contractual obligations, there is noth-
ing to prevent the recipient of such software from copying
or using it in an unauthorized manner. For inexpensive
software which is licensed for a one-time charge, such as
that used on most personal computers, this is the most
common method of distribution.

Restricted entitlement means that the software contains
some built-in restriction, limiting the ability of a user to copy
and run it on any number of machines. There are several
varieties of restricted entitlement methods. One of these is
copy protection, which restricts the number of copies that
can be made from the distributed original. While it achieves
some level of protection from software piracy, copy protec-
tion has certain disadvantages. Like unrestricted entitlement,
copy protection requires that the owner distribute (o each
user only the software that the user is entitled to run. It is not

5 foolproof, and some programs exist which can make literal

copies of copy protected software, defeating the protection
mechanism. Finally, it interferes with the user’s ability to
make legitimate copies for backup purposes or to run the
software from a fast storage device. Another restricted
entitlement method is to encode user or machine specific
information in the software itself. When the software is run,
the machine will perform a check to make sure the software
is authorized for that machine or user. This method achieves
protection without interfering with the user’s ability to make
legitimate copies. However, it requires a very expensive
distribution system, since each copy of the distributed soft-
ware must be uniquely compiled, placed on distribution
media, and shipped.

Non-entitlement means that the soltware as distributed is
disabled, and requires a separately distributed authorization
to be able to run. A non-entitlement method has the potential
of avoiding customized software distribution entirely,
although not all such methods have this capability. For
example, the owner can distribute the same set of multiple

5 software programs on a single generic medium to all its

customers, and separately distribute individualized authori-
zation keys to the each customer which allow the customer
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to run only those programs he has paid for. While non-
entitlement methods avoid many of the problems associated
with other methods, current designs suffer a high exposure
to fabricated entitlement or significant performance degra-
dation. In most cases, the mechanism used to withhold
entitlement to run the software requires that the provision for
entitlement verification be centralized in the software mod-
ule (either as data or instructions), to avoid performance
degradation overhead of the verification. In some cases, this
entitlement overhead is due to the size of the product
identificr and the packaging of protection routines within the
distributed software. In other cases, the overhead is due to
the need to perform complicated decode procedures while
running the software. As a result of this centralization of the
catitlement check, it is rclatively casy for an cxpericnced
programmer to nullify the protection mechanism by
“patching”, i.¢., modilying a small, selected portion of the
object code. In another case, the object code doesn’t provide
for entitlement verification, but a secure call path does,
which identifies the module by producing a bit signature
from it. While this avoids exposure to patching, it unavoid-
ably causes severe performance degradation of the call
mechanism.

The protection methods taught by prior art involve trade-
olls between level of protection and ease ol use. It is possible
to obtain a relatively high level of protection by encoding
machinc specific information in the software, but at a cost of
maintaining a very complex distribution system in which
cach distributed copy of the soltware is unique. Less costly

distribution is possible, but at the expense of losing some of -

the protection. A need cxists for a method which achicves a
high level of protection, can be easily distributed using mass
distribution techniques, and does not unduly interfere with
system performance, the user’s ability to make legitimate
back-up copies, or other necessary functions. At the same
time, there is a need for a method which supports tiered
pricing, and separate licensing fees for different versions of
a software product.

It is therefore an objeet of the present invention to provide
an enhanced method and apparatus for controlling the use of
soltware in a compuler system.

Another object of this invention is to provide a greater
level of protection against unauthorized use of software in a
computer system.

Aunother object of this invention is to reduce the cost of
protecting software against unauthorized use.

Another object of this invention is to increase the perfor-
mance of a computer system running software which is
protected against unauthorized use.

Aunother object of this invention is to simplify the distri-
bulion system of a distributor of soltware protected against
unauthorized use.

Another object of this invention is to provide a method
and apparatus of protecting software from unauthorized use
which reduces the impact of such protection on legitimate
uses of the software.

Another object of this invention is to provide an enhanced
method and apparatus of protecting software from unautho-
rized use while allowing the user to make legitimate back-up
copies of the software.

Another object of this invention is to make it more
difficult to alter software in a manner that will enable
unauthorized use.

Another object of this invention is to provide an enhanced
method and apparatus for distributing tier-priced software.
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SUMMARY OF THE INVENTION

Software is distributed according to the present invention
without cntitlement to run. A scparatcly distributed
encrypted entitlement key enables execution of the software.
The key includes the serial number of the machine (or which
the software is licensed, together with a plurality of entitle-
ment bits indicating which softwarc modulcs arc cntitled to
run on the machine. A secure decryption mechanism is
contained on the machine. The decryption mechanism
fetches the machine serial number and uses it as a key to
decrypt the entitlement key. The entitlement information is
then stored in a product lock table in memory.

The distributed soltware contains a plurality of entitle-
ment verification triggers. In the preferred embodiment,
cach trigger is a singlc machine instruction in the objcet
code, identifying a product number of the software module.
When such a triggering instruction is encountered during
execution of the software module, the machine checks the
product lock table entry corrcsponding to the product num-
ber of the software module. If the product is entitled to run,
execulion continues normally; otherwise execution is
aborted. Because this verification involves only a single
machine instruction, it can be done with virtually no impact
to overall system performance. As a result, it is possible to
place a substantial number of such entitlement verification
triggers in the object code, making it virtually impossible for
someone to alter the code by “patching” the triggers. In an
alternative embodiment, the triggering instruction also per-
forms some useful work necessary for the software module
to properly cxccute. This renders the software cven morc
difficult to “patch”, and further reduces the impact to per-
formance of such verification triggers.

Because the software itself does not contain any
entitlement, no restrictions on the distribution are necessary.
In the preferred embodiment, the distributor of software may
record multiple software modules on a single generic
medium, and distribute the same recorded set of modules to
all its customers. Each customer will receive a unique
entitlement key, enabling the customer to run only those
software modules to which he is licensed. It makes no
difference that the customer is given some modules to which
hc is not licensed, as he will be unable to cxccute them
without the appropriate key. The customer may freely load
the sofltware onto other storage devices in his syslem, or
make any number of back-up copies of the software.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 shows the major components of a software pro-
tection mechanism according to the preferred embodiment
of this invention;

FIG. 2 shows the unencrypted contents of an entitlement
key according to the preferred embodiment of this invention;

FIG. 3 shows the contents of a typical cxccutable softwarc
module according to the preferred embodiment;

TIG. 4 shows the hardware and software structures
required on the customer’s computer system to support the
software protection mechanism according to the preferred
embodiment;

FIG. 5 shows the format of the encoded product key table
according to the preferred ecmbodiment;

FIG. 6 shows the format of the product lock table accord-
ing to the preferred embodiment;

FIG. 7 is a block diagram of the steps required to place
authority verification triggers in a software module, accord-
ing to the preferred embodiment;
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FIG. 8 is a block diagram of the steps required to generate
an encrypted entitlement key according to the preferred
embodiment;

FIG. 9 is a block diagram of the steps required to decode
an entitlement key and maintain a record of entitlement
status on the cuslomer’s compulter system, according to the
preferred embodiment;

FIG. 10 is a block diagram of the steps required to verify
entitlement during execution of a software module accord-
ing to the preferred embodiment.

DETAILED DESCRIPTION OF THE
PREFERRED EMBODIMENT

A diagram of the major components of a software pro-
tection mechanism according to the preferred embodiment
of the present invention is shown in FIG. 1. A customer’s
computer system 101 comprises a central processing unit
(CPU) 102 tightly coupled to control store 103, a random

access system memory 104, a non-crasable electronically

readable unique identifier 105, and a plurality of storage
devices 106, 107, 108. In the preferred embodiment, unique
identifier 105 is a machine serial number. In the preferred
embodiment, storage devices 106—108 are rotating magunetic
disk drive storage units, although other storage technologies
could be employed. Computer system 101 also comprises an
operator console 109 through which it can receive input
[rom an operator, and a unit for reading soltware media 110.
While one operator console, one unit for reading software
media, and three storage units are shown in IIG. 1, it should
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be understood that the actual number of such devices °

attached to system 101 is variable. It should also be under-
stood that additional devices may be attached to system 101.
In the preferred embodiment, computer system 101 is an
IBM AS/400 computer system, although other computer
systems could be used.

Sofltware modules are distributed separalely [rom the
entitlement keys required to operate them. The software
modules are originally crcatcd on development computer
system 125, which contains compiler 126 and translator 127.
The soltware modules are recorded on soltware recording
media 112 and stored in warehouse 120, from which they are
distributed to the customer. Encrypted cntitlement key 111 is
distributed from a sales office 121 of the distributor. Sales
office 121 has access to marketing computer system 124,
comprising an entitlement key generator/encrypter 122 and
a database 123 containing customer information. In
particular, database 123 contains machine serial numbers
and processor types necessary for generation of the
cnerypted cntitlement key. In the preferred ecmbodiment,
marketing system 124 is a centrally located computer com-
municating with a plurality of sales olfices. However, system
124 could in the alternative be located at the sales office
itsclf, acccssing a local or centralized databasc. While two
separate computer systems 124,125 under the control of the
distributor are shown, it should be understood that systems
124 and 125 could physically be a single computer system
performing both functions.

Encrypted entitlement key 111 is sent from the software
distributor to the customer by mail, telephone, or other
appropriate means. While it is possible to transmit the key
electronically or on magnetic media such as a diskette, the
key is sufficiently bricf that an operator can cnter it into
system 101 by typing the key on console 109.

In the preferred embodiment, multiple software modules
are distributed on the same media 112. The distributor may
independently grant entitlement to use each module via the
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entitlement key. Warchouse 120 stocks a generic set of
software modules on media 112. Each customer is shipped
the same generic set ol soltware modules, irespective ol
which ones the customer is licensed (o use. The separalely
distributed entitlement key contains information enabling
system 101 to determine which software modules are
entitled to execute on it.

In the preferred embodiment, software media 112 com-
prise one or more optical read/only disks, and unit 110 is an
optical disk reader, it being understood that electronic dis-
tribution or other distribution media could be used. Upon
receipt of software media 112, the customer will typically
load the desired software modules from unit 110 into system
101, and store the software modules on storage devices
106-108. The customer may create one or more back-up
copics of the softwarc modules on any suitable media, and
store these in an archive. Software media 112 contains no
restriction on copying or loading into the system, and is
freely copyable and loadable.

The contents of entitlement key 200 before encryption
according to the preferred embodiment are shown in FIG. 2.
The key contains charge group field 201, software version
field 202, key type field 203, machine serial number field
204, and product entitlement flags 205. Charge group 201
specifies one of 16 possible machine tier values, and is used
for supporting tier pricing of software. Software version 202
specifies the version level of the software which is entitled.
It is anticipated that separate charges may be imposed for
maintenance upgrades of software. The version 202 speci-
fied in the key 200 will entitle software at that version level
and all previous (lower) levels. Key type field 203 is a
reserved area for future changes to the key format, key
chaining, or for an extension of the number of different
product supported. Machine serial number field 204 contains
the serial number of the machine for which the entitlement
key is intended. Product entitlement flag 205 is an 80-bit
field containing 80 separate product flags, each correspond-
ing to a product number. The bit is set to ‘1’ if the
corresponding product number is entitled; otherwise it is set
to ‘0.

In the preferred embodiment, software modules are dis-
tributed as compiled object code. A typical software module
300 is shown in FIG. 3. The softwarc modulc compriscs a
plurality of object code instructions capable of executing on

5 compuler system 101. According Lo this invention, a4 number

of entitlement verification triggering instructions 301 are
cmbedded in the object code. All triggering instructions 301
contained within a software module are identical. ITiggering
instruction 301 comprises operation code field 302, version
field 303, and product number ficld 304. Field 305 is unused.
Onpcration code 302 is the verb portion of the object code
instruction, identitying the operation to be performed. Ver-
sion 303 identifies the version level of the software module.
Product number 304 identifies the product number associ-
ated with the software module. A single operation code is
used for all triggering instructions, although the version and
product number information may vary from module to
module. Tn an alternative embodiment, the triggering
instruction is also a direct instruction to perform some other
uscful work (from among those instructions which do not
require that an operand for the action be specified in the
instruction). In this altcrnative cmbodiment, cxceution of the
triggering instruction causes system 101 to perform some
other operation simultaneous with the entitlement verilica-

5 tion.

Computer system 101 contains means for receiving and
decoding encrypted entitlement key 111 as well as means for
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verifying that the system has entitlement to execute a
software module in response to a triggering instruction. In
the prelerred embodiment, these [unctions are divided
among dillerent levels ol system hardware and sollware as
shown in FIG. 4. In this embodiment, system 101 comprises
four levels of hardware/software function: hardware level
401, horizontal microcode level 402, executable code level
403, and virtual machine level 404. Machine interface 405
separates the virtual machine level from all lower levels.
Machine interlace 405 is the lowest level interlace delined
to the customer, i.e., the instruction set at the virtual machine
level is defined to the customer, but operations at lower
levels are not. The customer therefore lacks capability to
directly alter instructions below the machine interface level.
A permanent, unalterable machine serial number 410 is
containcd at hardwarc level 401.

Horizontal microcode 402 contains microcode entries
interpreting the executable instruction set. It is physically
stored in control store 103, which in the preferred embodi-

ment is a read-only memory (ROM) which is not capable of

alteration by the customer. Entries in horizontal microcode
support get machine key 420, set lock 421, and check lock
422 functions. Get machine key function 420 fetches a
unique identifier, which in the preferred embodiment is
based on the system serial number, from some permanent
hardware location. Set lock function 421 accesses product
lock table 460 and alters an entry in the table. The set lock
function is the only microcode function capable of altering
product lock table 460. Check lock function 422 accesses

product lock table 460 and reads one of the entries to verify -

entitlement.

Exccutable code level 403 contains low level supervisory
support and the support which implements instructions
defined at the machine interface. It is physically stored in
memory, but because the internal specifications are not
defined to the customer, it is for all practical purposes not
capable of being altered by the customer. Low level support
includes unlock routine 430, IPL reverify locks routine 431,
and exception handler 432. Unlock routine 430 uses the
unique machine key to decodes entitlement key 111, and
stores encrypted entitlement key 111 in encoded product key
table 450. IPL reverify locks routine 431 fetches the contents
of encoded product key table 450 to rebuild product lock
table 460 when the system is re-initialized. Exception han-
dler 432 responds Lo exception conditions raised by [unc-
tions in horizontal microcode 402. Executable code level
403 additionally contains the object code form of softwarc
module 300.

Virtual machine level 404 refers to software as it is

represented in terms of machine instructions. The machine at 3

this level acts as a virtual machine in the sense that the
machine instructions are not directly executable. Because
the machinc level is the lowest level of interface available to
a customer, a nontraditional compilation path is required to
produce an object code form of a module which can be
executed on the system. This compilation process is
described in a later paragraph. Although, in the trucst scnsc,
software which is produced through this nontraditional
compilation path must take [orm as executable object code
to be executed, it is normally and more clearly discussed in
terms of its representation in machine instructions at the
virtual machine level as if the machine instructions were
directly executable. With this established, we can then say
that virtual machine level 404 contains compiled user soft-
ware. It also includes the higher level operating system
support for system 101. This operation system support at
virtual machine level 404 contains two user interface rou-
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tines needed to support input of the entitlement key. General
input routine 441 is used to handle input during normal
operations. In addition, special install input routine 440 is
required Lo input the key during initial installation ol the
operating system. This is required because that part of the
operating system above machine interface level 403 is
treated for purposes of this invention as any other program
product; it will have a product number and its object code
will be infected with entitlement verification triggers. Install
input routinc 440 is the only part of the operating system
which will not have entitlement verification triggers, thereby
allowing the entitlement key to be input when the system is
originally installed.

Soltware module 300 is part of a program product in
compiled object code form which executes on system 101.
It exists as an cntity in virtual machine level 404 in the sensc
that it is accessible to other objects in this level. However,
the actual executable code operates at executable code level
403, as shown by the box in broken lines. The executable
codc contains cntitlement verification triggering instructions
301 (only one shown), which are executed by horizontal
microcode check lock function 422.

Encoded product key table 450 is shown in FIG. 5. The
table is contained in random access memory 104, and
duplicated on a non-volatile storage device so it can be
recovered if the system must be powered down or otherwise
re-initialized. Table 450 contains 80 entries 501, one corre-
sponding to each possible product number. Each entry 501
comprises a complete copy of the encrypted entitlement key
502 applicable to the product number of the entry, a date/
time stamp 503 indicating when the key was first used, a
version number 504 of the key, a charge group 505 of the
key, and an entitlement bit 506 indicating whether the key
unlocks the product. Date/time stamp 503 may be encrypted.
Version number 504, charge group 505 and entitlement bit
506 repeat information contained in encrypted key 501.
They are contained in the table to support queries. However,
no entry in product lock table 460 can be altered, granting
entitlement for a program to execute, without first verifying
the information in encrypted key 502. Because each key 502
in product key table 450 is in its encrypted form, no special
measures are required to prevent user access to the table.

Product lock table 460 is shown in FIG. 6. This tablc is
contained in a special low address range of random access
memory 104, which is under complete control ol horizontal
microcode. Table 460 contains 80 entries 601, one corre-
sponding to cach possible product number. Each cntry
contains a version number indicating the maximum version
level of entitlement. A version number of O indicales no
entitlement to any version of the product. The version
number may be serambled to add another degree of protec-
tion against alteration of table 460.

The operation of a softwarc module on computer system
101 in accordance with the preferred embodiment of the
present invention will now be described. There are [our parts
to this operation. In the first part, a plurality of entitlement
verification triggering instructions arc placed in the cxceut-
able object code form of the software module. In the second
part, an encrypted entitlement key 111 authorizing access o
the software module is generated. In the third part, computer
system 101 receives, decodes and stores entitlement key 111,
and sets product lock table 460. In the fourth part, the
software module executing on system 101 causes system
101 to verify entitlement upon encountering an entitlement

5 verification instruction. The first two parts are performed

under the control of the software distributor. The last two are
performed on the customer’s system 101.

DISH-Blue Spike 842
Exhibit 1005, Page 0186



5,933,497

9

When the software distributor compiles a software
module, it must place the entitlement verification triggers in
object code. A typical such process, which takes place on
development system 125, is shown in FIG. 7. Source code
is generated by a programmer in the normal fashion, without
inclusion of entitlement verification triggers. The source
code is input into compiler 126 at step 701 to produce a
program template at 702. The program template comprises
machine instructions at virtual machine level 404 (i.e. above
machine interface 405). The program template serves as
input to translator 127 at step 704, along with its product
number and version number identification. Translator 127
automatically generates a substantial number of entitlement
verification triggers, inserts them in random locations in the
object code, and resolves references after the triggers have
been inserted. The resultant executable object code form of
the software module which is output at 705 contains the
embedded triggers. This executable form of the module
comprises object code instructions at executable code level
403.

The process for generating an encrypted entitlement key
is shown in FIG. 8. An order [or licenses (o one or more
program products at some version level generated by a sales
representative is input to marketing computer system 124 at
step 801. In theory, the customer could order products at
multiple version levels, although there is generally little
reason for him to do so. However, since each entitlement key
opcrates at only a spccificd version level, a scparate key
would have to be generated for each difterent version level

ordered by the customer. Upon receipt of the customer’s ;

order, key generator/encryptor 122 executing on system 124
would access database 123 containing information about the
customer, particularly the serial number and processor type
of his machine, at step 802. This information is used to
generate charge group field 201 and machine serial number
field 204 of the unencrypted entitlement key 200. The
remaining fields are generated by reference to the customer
order and a database of possible product number offerings,
building the complete unencrypted key at step 803. Key
generator/encryptor 122 then encrypts the key, using any of
a number of encryption techniques known in the art, at step
804. The resultant encrypted entitlement key 111 is then
transmitted to the customer at step 805. Although key 111 is
shown in FIG. 1 as a plurality of binary bits, it may be
presented o the customer in some other [orm, such as
hexadecimal digits or alphanumeric equivalents of groups of
binary bits, in order to simplify the task of cntering the key
from a keyboard.

The process for receiving entitlement key 111 and main-
taining product lock table 460 on computer system 101 is
shown in FIG. 9. A customer enters entitlement key 111 into
computer system 101 via console 109 at step 901. If this is
an initial installation, install input routinc 440 intcracts with
the operator to receive the input; otherwise general input
routine 441 receives the input. The entitlement key is passed
to unlock routine 430, which handles the decoding process.
Unlock routinc 430 causcs gct machinc key function 420 to
retrieve the machine serial number and generate the machine
key at 902. Unlock routine 430 then uses the machine key
to decode the entitlement key 111 at step 903. Unlock
routine then rebuilds encoded product key table 450 at step
904, as described below. The decoded entitlement key takes
the form shown in FIG. 2. It includes an 80-bit product
entitlement flag array 205 indicating, for each product
number, whether the product is unlocked under the new
entitlement key. The new entitlement key is viewed as a
replacement key for all products it unlocks. Unlock routine
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430 scans cach product entitlement flag 205 in the decoded
key (step 904). If the product entitlement flag is set to ‘1’
(indicating entitlement) at step 905, the corresponding entry
in product key table 450 is replaced with the new enlitlement
key, version number, and charge group value at step 908.
The entitlement bit field 506 is set to ‘1°, and the date/time
stamp field 503 is set to a zero value to indicate that the
entitlement key has not yet been used. If the product
entitlement flag of the new key is ‘0’ the new entitlement key
has no ellect unless the version number and charge group
number are the same as those stored in product key table
450. If the version and charge group number are the same
(step 906), the entitlement key has the effect of locking the
product. Unlock routine 430 will therelore invoke set lock
function 421 to set the version number in product lock table
460 to ‘0’ at step 907, and replace the corresponding cntry
n product key table 450 with the new entitlement key values
at step 908. When Lable 450 has been rebuill, its contents are
saved in storage at step 909.

Unless a previously entitled product is unentitled, the
rebuilding of table 450 has no immediate effect on product
lock table 460. Products are unlocked on demand. Upon first
execution of a previously unentitled software product, an
exception is generated by the syslem when a triggering
instruction is encountered. Exception handling routine 432
then calls unlock routine 430 to attempt to unlock the
product at step 920. Unlock routine 430 then fetches the
encrypted entitlement key from the appropriate entry in
encoded product key table 450 at step 921, obtains the
machine key at step 922, and decodes the entitlement key at
step 923. If entitlement is indicated (step 924), set lock
function 421 is invoked to set the version number in the
entry 601 in product lock table 460 corresponding to the
product number of the software product at step 926. At the
same time, unlock routine 430 records the date and time of
first use in date/time stamp field 503 at step 927. The
triggering instruction is then retried and program execution
continues at step 928. If entitlement is not indicated at step
924, program execution aborts at step 925.

Product lock table 460, being stored in RAM, will not
survive system re-initialization. During re-initialization
(“IPL™), IPL reverify locks routine 431 is called. to rebuild
the product lock table. This routine will get the machine key
as described above, and systematically decode each entitle-
ment key enlry in encoded product key table 450 to verily
entitlement and rebuild the corresponding entry in product
lock tablc 460.

The process for executing a software module according to
the preferred embodiment is shown in FIG. 10. System 101
executes the module by fetching (step 1001) and executing
(step 1002) object code instructions until done (step 1003).
If any instruction is an entitlement verification triggering
instruction 301 (stcp 1004) check lock function 422 is
invoked. Check lock function 422 accesses the product lock
table entry 601 corresponding to the product number con-
tained in the triggering instruction at step 1005. If the
version numbcer in product lock table 460 is cqual to or
greater than the version number 303 contained in triggering
instruction 301, the soltware is entitled 0 execute (slep
1006). In this case, check lock function 422 takes no further
action, and the system proceeds to execute the next object
code instruction in the software module. If the software is
not entitled, check lock function generates an exception
condition, causing control to pass to exception handler 432,
which will terminate program execution (step 1007). The
system does not save the results of an entitlement check
which shows that the software is entitled. Therefore, when
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a triggering instruction is again encountered in the software
module, the system again verifies entitlement as described
above.

In alternative embodiments, additional sophistication
could be defined for the cntitlement verification triggering
instructions to cnable their being injected into the object
code through a traditional compilation path. This would be
one where the machine interface available to customers and
compiler writers is that same set of executable instructions
in which the object code form of a module is executed by the
system. Tor support of such a traditional compilation path
where the object code format is known by customers,
additional barriers to patching of the object code to nullify
or alter the entitlement triggering instructions may be appro-
priate. One such additional barrier would be to define the
eatitlement triggering instruction to simultaneously perform
some other function. In this case, it is critical that the
alternative function performed by the triggering instruction
can not be performed by any other simple instruction. The
alternative function must be so selected that any compiled
software module will be reasonably certain of containing a
number of instructions performing the function. If these
criteria are met, the compiler can automatically generate the
object code o perform the alternative [unction (and
simultaneously, the entitlement verification trigger) as part
of its normal compilation procedure. This definition would
provide a significant barrier to patching of the object code to
nullify the entitlement triggering instructions. Another alter-
native embodiment is to define that the entitlement trigger-

ing instruction must be positioned in the object code with an -

addressability alipnment that has a simple relationship to the
product number that it identifies. It should be a relatively
simple matter for a compiler to inject the instructions at the
proper code alignment as part of the normal compilation
process and a simple matter for the instruction implemen-
tation to perform this additional verification. This definition
would provide a significant barrier to patching of the object
code to alter the identity of the product number supplied in
the entitlement triggering instructions.

In the preferred embodiment, provision is made for 80
independent product numbers. It should be understood that
the actual number of product numbers supported according
to this invention is variablc. It is anticipated in the preferred
embodiment that the number of separately compilable soft-
ware modules distributed by the distributor may well exceed
80 by a large factor. The number of product numbers
corresponds to the number of scparatcly priced softwarc
packages offered by the distributor’s marketing organiza-
tion. While cach soltware module has only one product
number, there may be many software modules sharing that
product numbcr. For cxample, the distributor may offer a
word processing package, which includes separate software
modules to handle screen editing, spell checking, document
formatting, etc. If these software modules are always
licensed as part of the word processing package, they would
have a common product number. In an alternative
embodiment, it would be possible to have a separate number
for each software module.

In the preferred embodiment, software is licensed [or a
one-time charge, although additional charges can be made
for maintenance upgrades. In an alternative embodiment,
software can be licensed for a period of time. In this
alternative embodiment, the entitlement key will contain an
additional field indicating a length of time for which soft-
ware is licensed. IPL reverify locks routine 431 will be
called periodically to compare the date/time stamp associ-
ated with a product number in encoded product key table
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450 with the length of time of the license, to determine
whether the license has expired. If a license has expired, the
corresponding unlock bit in product lock table 460 will be
sel 1o ‘0’, preventing [urther execution ol the sollware until
additional entitlement is obtained.

Although a specific embodiment of the invention has been
disclosed along with certain alternatives, it will be recog-
nized by those skilled in the art that additional variations in
form and detail may be made within the scope of the
following claims.

What is claimed is:

1. An apparatus for controlling the use of a software
module executing on a computer system, said computer
system comprising:

means for granting entitlement for said computer system
to exceute said softwarc module, said software module
being a program unit that is discrete and identifiable
with respect to compiling, combining with other units,
and loading;

a plurality of independent triggering means in said soft-
warc module for triggering cntitlement verification;

entitlement verification means, responsive to each of said
plurality of independent triggering means, for verifying
that said computer system has entitlement to execute
said soltware module; and

means, responsive to said entitlement verification means,
for aborting execution of said software module if said
entitlement verification means determines that said
computer system lacks cntitlement to cxccute said
software module.

2. The apparatus lor controlling the use of a soltware
module of claim 1, wherein each of said plurality of inde-
pendent triggering means is a single object code instruction
which triggers said entitlement verification means.

3. The apparatus for controlling the use of a software
module of claim 2, wherein said object code instruction
which triggers said entitlement verification means also
causes said computer system to perform an additional func-
tion required for proper execution of said software module
concurrently with verifying that said computer system has
entitlement to execute said software module, whereby if said
software module is modified by removing said object code
instruction, said additional function required for proper
execution of said software module will not be performed.

4. The apparatus for controlling the use of a software
module of claim 2, wherein said object code instruction
which triggers said entitlement verification means contains
a product number for said softwarc module.

5. The apparatus for controlling the use of a software
module of claim 4, wherein said entitlement verilication
means comprises:

a product lock table in said computer system, said product
lock table comprising a plurality of entries containing
cntitlement information, wherein cach of said plurality
of entries is associated with a product number; and

means, responsive to said object code instruction, for
accessing entitlement information contained in an entry
in said product lock table associated with said product
number contained in said object code instruction.

6. The apparatus for controlling the use of a software
module of claim 1, wherein said means for granting entitle-
ment for said compulter system to run said software module
comprises:

means [or generating an entitlement key consisting ol
data; and

means for inputting said entitlement key into said com-
puter system.
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7. The apparatus for controlling the use of a software
module of claim 6, wherein said computer system contains
a unique identifier, wherein said means [or generating an
entitlement key uses said unique identifier o generale said
entitlement key, and wherein said entitlement key grants
entitlement to run software only on a computer system
containing the same unique identifier.

8. The apparatus for controlling the use of a software
module of claim 7, further comprising:

means for encrypting said entitlement key using said

unique identifier, wherein the resultant encrypted
entitlement key may be decrypted only on a computer
system having the same unique identifier;

means in said computer system for accessing the unique

identifier of said computer system; and

means in said computer system, responsive to said means

for accessing said unique identifier, for decrypting said
encrypled entitlement key.

9. A method [or controlling the use of a soltware module
executing on a computer system, said software module
comprising a plurality of objcct codc instructions, said
method comprising the steps of:

granting cntitlement for said computer system to cxccute

said software module, said software module being a
program unit that is discrele and identifiable with
respect to compiling, combining with other units, and
loading;

placing in said software module a plurality of independent

triggering means for triggering entitlement verification;

executing object code instructions contained in said soft- -

warc modulc;
triggering an entitlement verification in said computer
system to verify that said computer system has entitle-
ment to execute said software module whenever one of
said plurality of independent triggering means is
encountered during execution of said object code
instructions contained in said software module;
aborting execution of said software module if said entitle-
ment verification determines that said computer system
lacks entitlement to execute said software module.
10. The method for controlling the use of a software
module of claim 9, wherein said step of placing in said
software modulc a plurality of independent triggering means
comprising placing, at each of a plurality of separate loca-
tions in said sollware module, a single object code instruc-
tion which triggers said entitlement verification.
11. The mcthod for controlling the usc of a softwarc
module of claim 10, wherein said object code instruction
which triggers said entitlement verification also causes said

computer system to perform an additional function required s

for proper cxeecution of said software module concurrently
with verifying that said computer system has entitlement to
execute said software module, whereby if said software
module is modified by removing said object code
instruction, said additional function required for proper
execution of said software module will not be performed.
12. The method for controlling the use of a software
module of claim 10, wherein said object code instruction
which triggers said entitlement verification contains a prod-
uct number for said software module.
13. The method for controlling the use of a software
modulc of claim 12, further comprising the step of:
maintaining a product lock table in said computer system,
said product lock table comprising a plurality of entries
containing entitlement information, wherein each of
said plurality of entries is associated with a product
number; and
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wherein said step of triggering an entitlement verification
comprises accessing entitlement information contained
in an entry in said product lock table associated with
said product number contained in said object code
instruction.

14. The method for controlling the use of a software
module of claim 9, further comprising the steps of:

generating an entitlement key consisting of a plurality of

data bits, said entitlement key providing information
enabling said computer system to determine whether or
not it has entitlement to execute said software module;
and

inputting said entitlement key into said computer system.

15. The method for controlling the use of a software
module of claim 14, wherein said computer system contains
a unique identifier, wherein said step of generating an
entitlement key uses said unique identifier to generate said
entitlement key, and wherein said entitlement key grants
entitlement to run software only on a computer system
containing the same unique identifier.

16. A program product apparatus for controlling
entitlement, wherein said program product apparatus
executes on a computer system having means for receiving
entitlement to execute a software module, and having
entitlement verification means responsive to triggering
means in said software module for verifying that said
computer system has entitlement to execute said software
module, said program product apparatus comprising:

at least one software module recorded on recording

media, said software module being a program unit that
is discrete and identifiable with respect to compiling,
combining with other units, and loading; and

a plurality of independent triggering means in said soft-

ware module for triggering said entitlement verification
means on said computer system.

17. The program product apparatus for controlling entitle-
ment of claim 16, wherein each of said plurality of inde-
pendent triggering means is a single object code instruction
which triggers said entitlement verification means.

18. The program product apparatus for controlling entitle-
ment of claim 17, wherein said object code instruction which
triggers said entitlement verification means also causes said
computer system to perform an additional function required
for proper execution of said software module concurrently
with verifying that said computer system has entitlement to
execute said software module, whereby if said software
module is modified by rcmoving said object code
instruction, said additional function required for proper
execution of said soltware module will not be perlormed.

19. The program product apparatus for controlling entitle-
ment of claim 17, whercin:

said object code instruction which triggers said entitle-

ment verification means contains a product number for
said software module;

said entitlement verification means on said computer

system comprises a product lock table in said computer
system, said product lock table comprising a plurality
of entries containing entitlement information, wherein
each of said plurality of entries is associated with a
product number; and

said entitlement verification means on said computer

system further comprises means, responsive to said
object code instruction, for accessing entitlement infor-
mation contained in an entry in said product lock table
associated with said product number contained in said
object code instruction.
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20. A method for distributing a software module, wherein
said software module is capable of executing on any one of
a plurality of computer systems, each of said computer
systems having means for receiving entitlement to execute
said software module, and having entitlement verification
means responsive to triggering means in said software
module for verifying that said computer system has entitle-
ment to execute said software module, said method com-
prising the steps of:
placing in said soltware module 4 plurality of independent
triggering means for triggering said entitlement verifi-
cation mcans, said softwarc module being a program
unit that is discrete and identifiable with respect to
compiling, combining with other units, and loading;

distributing a copy of said software module to each of said
computer systcms; and

granting entitlement for at least one of said computer

systems to execute said software module.

21. The method for distributing a software module of
claim 20, wherein said step of placing in said software
module a plurality of independent triggering means com-
prises placing, at each of a plurality of separate locations in
said software module, a single object code instruction which
triggers said entitlement verification means.

22. The method for distributing a software module of
claim 21, wherein said object code instruction which trig-
gers said entitlement verification also causes said computer
system to perform an additional function required for proper
execution of said software module concurrently with veri-

=)
U

[ying that said computer system has entitlement (o execute

said software module, whereby if said software module is
modified by removing said object code instruction, said
additional function required for proper execution of said
software module will not be performed.
23. The method for distributing a software module of
claim 21, wherein:
said object code instruction which triggers said entitle-
ment verification means contains a product number for
said software module;
said entitlement verification means on said computer
system comprises a product lock table in said computer

35
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system, said product lock table comprising a plurality
of entries containing entitlement information, wherein
each of said plurality of entries is associated with a
product number; and

said entitlement verification means on said computer
system [urther comprises means, responsive lo said
objcct codc instruction, for accessing entitlement infor-
mation contained in an entry in said product lock table
associated with said product number contained in said
object code instruction.

24. The method for distributing a software module of
claim 20, wherein said step of granting entitlement for said
computer system to execute said software module comprises
the steps of:

generating an entitlement key consisting of a plurality of
data bits, said entitlement key providing information
enabling said computer system to determine whether or
not it has entitlement to execute said software module;
and

transmitting said entitlement key to said computer system.
25. The method for controlling the use of a software
module of claim 24, wherein said computer system contains
a unique identifier, wherein said step of generating an
entitlement key uses said unique identifier to generate said
entitlement key, and wherein said entitlement key grants
entitlement to run software only on a computer system
containing the samc unique identificr.
26. The method for controlling the use of a software
module of claim 20, wherein:
said step of distributing said software module comprises
distributing a plurality of software modules, each hav-
ing a plurality of independent triggering means for
triggering entitlement verification, on a single record-
ing medium; and
said step of granting entitlement for said computer system
to cxccute said softwarc modulc compriscs granting
separate entitlement to at least two of said plurality of
soltware modules on said single recording medium.
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(54)DEVICE AND METHOD FOR MANAGING USE OF SOFTWARE

(57)Abstract
PURPOSE: To provide an improved method and device for managing the use of software in a
computer system.

CONSTITUTION: Software is distributed with no execution qualification and can only be
executed with a separately distributed enciphered qualified key 111. The key 111 contains the
serial number 410 of a computer to which the license of the software is given and a plurality of
qualifying bits indicating the software module qualified to be run on a machine. The distributed
software contains a plurality of qualification verifying triggers. Each trigger is an object code
type of single machine word instruction which discriminates the product number of a software
module. Therefore, an improved method and device for managing the use of software in a
computer system can be provided.

DISH-Blue Spike 842
Exhibit 1005, Page 0213



FFEFaH

ESE
EE R
o
] B TR

. L K]

i
I I -

=
-

| TERLY
: y Fom T A
popRar EEEN R

Fa

AT oy

I

[Claim(s)]

[Claim 1]Equipment characterized by comprising the following for managing use of a software
module performed with computer systems.
A means to give qualification for performing a software module to computer systems.
An independent trigger means of plurality which carries out the trigger of the verification of
qualification arranged in the above-mentioned software module.

A qualification verifying means which verifies that respond to independent cach of a trigger
means of the above-mentioned plurality, and the above-mentioned computer systems have the
qualification for performing the above-mentioned software module.
A means to close execution of the above-mentioned software module when it responds to the
above-mentioned qualification verifying means, the above-mentioned computer systems did not
have the qualification for performing the above-mentioned software module and the above-
mentioned qualification verifying means judges.

[Claim 2]Equipment for managing use of a software module of a description to Claim 1 whose
independent trigger means of the above-mentioned plurality is the single target code command
which carries out the trigger of the above-mentioned qualification verifying means.

[Claim 3]An addition step which needs for suitable execution of the above-mentioned software
module the above-mentioned target code command which carries out the trigger of the above-
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mentioned qualification verifying means is also performed, As a result, when the above-
mentioned software module is corrected by removing the above-mentioned target code
command, Equipment for managing use of a software module of a description to Claim 2 with
which the above-mentioned addition step is not performed, but the above-mentioned software
module is no longer performed appropriately.

[Claim 4]Equipment for managing use of a software module of a description to Claim 2 with
which the above-mentioned target code command which carries out the trigger of the above-
mentioned qualification verifying means includes product number of the above-mentioned
software module.

[Claim 5]Equipment characterized by comprising the following for managing use of a software
module of a description to Claim 4.

A product locking table in the above-mentioned computer systems for which the above-
mentioned qualification verifying means is provided with a plurality of entries with which each
is related to product number including qualification grant information.

A means to access the above-mentioned qualification grant information included in an entry in
the above-mentioned product locking table relevant to the above-mentioned product number
which responds to the above-mentioned target code command, and is included in the above-
mentioned target code command.

[Claim 6]Equipment characterized by comprising the following for managing use of a software
module of a description to Claim 1.

A means by which an above-mentioned means to give qualification for performing the above-
mentioned software module to the above-mentioned computer systems generates a qualification
grant key which comprises data.

A means to input the above-mentioned qualification grant key into the above-mentioned
computer systems.

[Claim 7]An above-mentioned means by which the above-mentioned computer systems generate
a qualification grant key including an original identifier, Equipment for managing use of a
software module of a description to Claim 6 which generates the above-mentioned qualification
grant key using the above-mentioned original identifier, and gives qualification for performing
software only on computer systems with which the above-mentioned qualification grant key
contains the same original identifier.

[Claim 8]Equipment characterized by comprising the following for managing use of a software
module of a description to Claim 7.

A means prevent from decoding only on computer systems in which an enciphered qualification
grant key which enciphers the above-mentioned qualification grant key using the above-
mentioned original identifier, and is obtained as a result has the same original identifier.

A means in computer systems to access an original identifier of the above-mentioned computer
systems.

A means in the above-mentioned computer systems to respond to an above-mentioned means to
access the above-mentioned original identifier, and to decode the enciphered above-mentioned
qualification grant key.

[Claim 9]A method characterized by comprising the following for managing use of a software
module performed on computer systems.
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A stage of arranging an independent trigger means of plurality which carries out the trigger of
the verification of qualification in a software module.

A stage of performing the above-mentioned software module.

A stage of carrying out the trigger of the qualification verification operation which verifies
computer systems having the qualification for performing the software module when it meets
with one of the trigger means plurality became [ above-mentioned ] independent of during
execution of the above-mentioned software module in the above-mentioned computer systems.
A stage of closing execution of the above-mentioned software module when judged with there
being no qualification for performing the above-mentioned software module in the above-
mentioned computer systems by the above-mentioned qualification verification.

[Claim 10]The above-mentioned stage of arranging a plurality of independent trigger means in
the above-mentioned software module, A method for managing use of a software module of a
description to Claim 9 including arranging a single target code command which carries out the
trigger of the above-mentioned qualification verification operation to a plurality of separate
positions in the above-mentioned software module.

[Claim 11]An addition step which needs for suitable execution of the above-mentioned software
module the above-mentioned target code command which carries out the trigger of the above-
mentioned qualification verification operation is also performed, As a result, when the above-
mentioned software module is corrected by removing a target code command, A method for
managing use of a software module of a description to Claim 10 that the above-mentioned
addition step is not performed but the above-mentioned software module is no longer performed
appropriately.

[Claim 12]A way for managing use of a software module of a description to Claim 10 the above-
mentioned target code command which carries out the trigger of the above-mentioned
qualification verification operation includes product number of the above-mentioned software
module.

[Claim 13]Each a product locking table provided with a plurality of entries in relation to product
number, including qualification grant information, The above-mentioned stage of carrying out
the trigger of the qualification verification operation including a stage maintained within the
above-mentioned computer systems, A method for managing use of a software module of a
description to Claim 12 including accessing the above-mentioned qualification grant information
included in an entry in a product locking table relevant to product number included during the
above-mentioned target code command.

[Claim 14]A method characterized by comprising the following for managing use of a software
module of a description to Claim 9.

A stage of generating a qualification grant key which provides information which enables it to
judge whether it comprising a plurality of data bits, and the above-mentioned computer systems
having the qualification for performing the above-mentioned software module.

A stage of inputting the above-mentioned qualification grant key into the above-mentioned
computer systems.

[Claim 15]The above-mentioned stage where the above-mentioned computer systems generate a
qualification grant key including an original identifier, A method for managing use of a software
module of a description to Claim 14 of generating the above-mentioned qualification grant key
using the above-mentioned original identifier, and giving qualification for performing software
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only on computer systems with which the above-mentioned qualification grant key contains the
same original identifier.

[Claim 16]Have a means to receive qualification for performing a software module, and it
responds to a trigger means in the above-mentioned software module, In a program product for
managing qualification in which the above-mentioned software module is performed on
computer systems which have a qualification verifying means which verifies that the above-
mentioned computer systems have the qualification for performing the above-mentioned
software module,

A program product comprising:

At least one software module recorded on a recording medium.

An independent trigger means of plurality in the above-mentioned software module which
carries out the trigger of the verification of qualification on computer systems.

[Claim 17]A program product for managing qualification grant of a description to Claim 16
whose independent each of a trigger means of the above-mentioned plurality is the single target
code command which carries out the trigger of the verification of the above-mentioned
qualification.

[Claim 18]An addition step which needs for suitable execution of the above-mentioned software
module the above-mentioned target code command which carries out the trigger of the above-
mentioned qualification verifying means is also performed, As a result, a program product for
managing qualification grant of a description to Claim 17 in which the above-mentioned addition
step is not performed, but a software module is no longer appropriately performed when the
above-mentioned software module is corrected by removing the above-mentioned target code
command.

[Claim 19]The above-mentioned target code command which carries out the trigger of the
above-mentioned qualification verifying means includes product number of the above-mentioned
software module, A program product for managing qualification grant of a description to Claim
17 which has the product locking table in which the above-mentioned qualification verifying
means on the above-mentioned computer systems was provided with a plurality of entries for
which each relates to product number including qualification grant information in computer
systems.

[Claim 20]Have a means to receive qualification for performing a software module, and it
responds to a trigger means in the above-mentioned software module, In a method of distributing
a software module that the above-mentioned software module is performed on computer systems
which have a qualification verifying means which verifies that the above-mentioned computer
systems have the qualification for performing the above-mentioned software module,

A method characterized by comprising the following of distributing a software module.

A stage of arranging an independent trigger means of plurality which carries out the trigger of
the verification of qualification in the above-mentioned software module.

A stage of distributing the above-mentioned software module to the above-mentioned computer
systems.

A stage of giving qualification for performing the above-mentioned software module to the
above-mentioned computer systems.

[Claim 21]The above-mentioned stage of arranging an independent trigger means of the above-
mentioned plurality in the above-mentioned software module, A method of distributing a
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software module of a description to Claim 20 including arranging a single target code command
which carries out the trigger of the verification of the above-mentioned qualification in a
plurality of separate positions in the above-mentioned software module.

[Claim 22]An addition step which needs for suitable execution of the above-mentioned software
module the above-mentioned target code command which carries out the trigger of the above-
mentioned qualification verification is also performed, As a result, a method of distributing a
software module of a description to Claim 21 that the above-mentioned addition step is not
carried out but a software module is no longer appropriately performed when the above-
mentioned software module is corrected by removing the above-mentioned target code
command.

[Claim 23]The above-mentioned target code command which carries out the trigger of the
above-mentioned qualification verification includes product number of the above-mentioned
software module, A method of distributing a software module of a description to Claim 21 of
having the product locking table in which the above-mentioned qualification verifying means on
computer systems was provided with a plurality of entries for which each relates to product
number including qualification grant information in computer systems.

[Claim 24]A method characterized by comprising the following of distributing a software
module of a description to Claim 20.

The above-mentioned stage of giving qualification for performing the above-mentioned software
module to the above-mentioned computer systems, A stage of comprising a plurality of data bits
and providing information which enables it to judge whether the above-mentioned computer
systems having the qualification for performing the above-mentioned software module and of
generating a qualification grant key.

A stage of transmitting the above-mentioned qualification grant key to computer systems.

[Claim 25]The above-mentioned stage where the above-mentioned computer systems generate a
qualification grant key including an original identifier, A method of distributing a software
module of a description to Claim 24 of generating the above-mentioned qualification grant key
using the above-mentioned original identifier, and giving qualification for performing software
only on computer systems with which the above-mentioned qualification grant key contains the
same original identifier.

[Claim 26]The above-mentioned stage of distributing the above-mentioned software module has
the independent trigger means of plurality which carries out the trigger of the qualification
verification on a respectively single storage medium, The above-mentioned stage of giving
qualification for performing the above-mentioned software module to the above-mentioned
computer systems including distributing a plurality of software modules, A method of
distributing a software module of a description to Claim 20 including giving separate
qualification to at least two of a plurality of above-mentioned software modules on the above-
mentioned single storage medium.

[Detailed Description of the Invention]

[0001]

[Industrial Application]The present invention relates to use of computer software, and relates to a
computer user restricting more specifically that license software can be used in the form where a

license is not followed.
[0002]

DISH-Blue Spike 842
Exhibit 1005, Page 0218



[Description of the Prior Art]present-day computer systems are continued for the time which it
cannot finish counting -- technically -- and it is the very complicated machine which adopted the
result of skill on programming to the design. They can be divided roughly into hardware and
software although computer systems include many components. Hardware is a material circuit, a
board, a cable, memory storage, enclosure, etc. which constitute a system. However, the same
with the ability of the scenario which can win the Pulitzer prize with a typewriter not to be
written, hardware is itself and cannot solve the problem in the actual world. Hardware needs the
command which tells what you should do. "Software" means the command which makes
hardware perform useful work in the reasonable pure form. (However, software may be vaguely
applied to the medium memorized and distributed). Software as well as hardware is a product of
human being's originality and creativity. High quality software needs the remarkable creativity
by the side of the maker called a programmer, training, and intelligence. The curriculum of
"computer science" and a similar subject of study is provided in order for many universities to
teach people the technology which creates software. This whole industry held thousands of
persons' carrier, and by the time it creates the software which does useful work, it will have
grown up. As a result of spending an immense labor on development of software, the worth of
software which is some computer systems of exceeding worth of hardware is not new, either.
[0003]One of the characteristics of present-day computer systems is being able to transmit and
copy data easily at high speed dramatically. Generally, this is required and useful capability.
However, this means that the software which applied to which and created the labor for many
years can reproduce with what [ for 1 second / 1/], and may be abused with comparatively
inexpensive magnetic media again. People who have not got permission can reproduce worthy
software by few expenses and labors. This custom is generally called software copyright
infringement. In order to inhibit software copyright infringement in recent years, various laws
which impose the duty on criminal law and Civil Code have been enacted. However, since it is
cut by temptation [ software can copy comparatively easily, and ] to come to do so since
software is expensive, the copyright infringement of software still poses a problem.

[0004]In the case of the inexpensive software for the small computers called a "personal
computer” by which extensive distribution is carried out, usually, the license to use of software is
accepted at the lump sum payment charge which the same amount fixed to all the customers.
This is not performed so much in a large-sized mainframe computer system. Such software for
large-sized systems may require the code of millions of lines, and needs very a lot of investment
for development and maintenance. If fixed sufficient single lump sum payment charges for a
developer to recoup this investment are set up, it tends to become so expensive for many petty
users that it cannot be used. Therefore, in the case of a mainframe, usually, the license fee of the
software based on the amount used is charged. Such one method called "gradual price setting"
charges the charge based on the performance of a customer's machine according to the variable
tariff structure. A license fee higher than the customer of the machine which is inferior in
performance is paid to the same software as the customer who uses a high-speed machine rather
than more terminals were connected. Another usual custom charges a charge separately to
maintenance upgrade of software.

[0005]Considering the level of a know how required to create high-definition software, and the
quantity of the time concerning it, and a labor, money is required for creation of such software.
When the developer of software is not rewarded as compared with the training and efforts, those
who create software stop there being. It is not only actually the upper request to protect the
investment in the software which the developer performed, but it is also a moral request.
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Therefore, it is difficult for the proper owner of software to use it without permission of
software, and he has asked for development of the software distribution method that the
developer of software is properly rewarded to the product.

[0006]Software is distributed by the way a large number differ from a proper owner. These
distribution methods can be divided roughly into three groups, the unrestricted qualification
giving method, the restriction qualification giving method, and the non-qualification giving
method, from a viewpoint of preventing unauthorized use.

[0007]Unrestricted qualification grant means that the distributed software runs without
restriction by every machine which was an object of the design. The owner who distributes the
software of unrestricted qualification grant has to distribute only the software which has the
qualification for a user paying it a remuneration and performing it to each user. What bars
reproducing in the form where the receiving area of such software is not permitted this, or using
it is legal, and only a contractual obligation. In the inexpensive software to which it is licensed at
a lump sum payment charge, it is the distribution method with this most ordinary which is used
with most personal computers.

[0008]Restriction qualification grant means that software builds in a certain kind of restriction
which restricts that a user copies it and can perform on without limit many machines. There are
some different restriction qualification giving methods. One of them is copy restrictions which
restrict the number of the copies which can be created from the distributed original copy.
Although copy restrictions realize protection of a certain level against software copyright
infringement, they have some defect. It is necessary to distribute only the software which has the
qualification for the user also performing copy restrictions to each user in an owner like
unrestricted qualification grant. This strikes not a full proof but a protection feature, and the
program which can make the literal copy of the software with which copy protection of the bush
was carried out also exists. Finally, this prevents him from the ability for a user to make a proper
copy or run software from a high speed storage for the object of backup. Another restriction
qualification giving method codes information peculiar to a user or a machine in the software
itself. When performing software, a machine inspects in order to confirm that software is
permitted to the machine or user. This method realizes protection, without preventing a user from
the ability of a proper copy to be made. However, this compiles each copy of the distributed
software uniquely, respectively, and puts it on a distribution medium, and since it must ship, a
very expensive distribution system is needed.

[0009]The non-qualification giving method means that distributed software is made into the
disable and needs the qualification grant separately distributed for performing. A certain non-
qualification giving method may avoid distribution of custom software completely. However,
such not all methods necessarily have such capability. For example, the owner can distribute the
many software program of the same set to all those customers on a single general term medium,
and can distribute separately the individualized permission key for which it allows running only
the program for which the customer substituted payment to each customer. Although the non-
qualification giving method avoids many problems which accompany other methods, the present
design has a large possibility of receiving counterfeit and the remarkable performance
degradation of qualification grant. When the most, the mechanism used in order to prohibit the
qualification grant for performing software needs to concentrate a qualification verifying means
in a software module (as data or a command), in order to avoid the overhead on verification
called performance degradation. Depending on the case, the overhead of this qualification grant
may be based on mounting of a product identification child's size, and the protection routine
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within the distributed software. Or while the overhead makes it run software, it may be based on
the necessity of performing a complicated decoding means again. As a result of concentration of
a such qualification inspection, when an experienced programmer invalidates the small part as
which "patching, i.e., a target code," was chosen, it is comparatively easy to invalidate a
protection feature. When another, a target code does not perform qualification verification but
the safety call course of identifying a module by creating a bit signature from it performs it.
Although patching is made hard to receive, this is called unescapable and causes the serious
performance degradation of a mechanism.

[0010]The protection method currently taught by the prior art makes a compromise of a
protecting level and facility. Although it is possible to obtain protection of a high level
comparatively by coding information peculiar to a machine in software, each software copy
distributed must pay the sacrifice used as an original thing of maintaining a very complicated
distribution system. Although more inexpensive distribution is also possible, the sacrifice that a
part of protection is lost must be paid. A possibility that protection of a high level will be
realized, and it can distribute easily using extensive distribution technique, and system
performance and a user will make the copy for a backup copy properly, and the method which
does not bar other required functions unfairly are called for. Simultancously, gradual price
setting and the method of supporting a separate license fee for every version that different
software differs are also called for.

[0011]

[Problem to be solved by the invention]There is the object of this invention in providing the
method and equipment which manage use of the software in computer systems and which have
been improved.

[0012]Other objects of the present invention are providing protection of a high level to the
unauthorized software using in computer systems rather than.

[0013]Other objects of the present invention are to reduce the expense which protects software
against unauthorized use.

[0014]Other objects of the present invention are to reinforce the performance of the computer
systems which perform software protected against unauthorized use.

[0015]Other objects of the present invention are to simplify the distribution system of the
distribution person of software protected against unauthorized use.

[0016]Other objects of the present invention have such protection in providing the method and
equipment which reduce the influences which it has on proper use of software and which protect
software from unauthorized use.

[0017]Other objects of the present invention are to provide the method and equipment which
protect software from unauthorized use and which have been improved, while a user allows
making the proper copy for backup of software.

[0018]Other objects of the present invention are to make it difficult to change software so that
unauthorized use may be attained.

[0019]Other objects of the present invention are to provide the method and equipment which
distribute the software which carried out price setting gradually and which have been improved.
[0020]

[Means for solving problem]According to the present invention, software is distributed without
the qualification grant for performing. Execution of software is attained by the enciphered
qualification grant key which is distributed independently. This qualification grant key contains a
plurality of qualification grant bits which instruct the consecutive numbers of the machine with
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which software is licensed to it, and which software module has the qualification it runs by that
machine. The safe decipherment mechanism is built in the machine. A safe decipherment
mechanism takes out mechanical consecutive numbers, and it uses this as a key for decoding a
qualification grant key. Subsequently, qualification grant information is memorized by the
product locking table in a memory.

[0021]The distributed software contains a plurality of qualification verification triggers. In a
preferable Example, each trigger is a simple-machine word command in a target code which
identifies the product number of a software module. If meeting it with such a qualification
verification trigger during execution of a software module, a machine will inspect the entry of
the product locking table in which it corresponds to the product number of a software module.
When it has the qualification a product runs, execution is continued normally, and execution is
closed when that is not right. Since this verification requires only only one machine language
instruction, it can be performed without hardly affecting the performance of the whole system.
As a result, most number of such qualification verification triggers can be arranged in a target
code, and when someone does "patching" of this trigger, it can make it impossible to change a
code as a matter of fact. In another Example, a qualification verification trigger also performs a
certain useful work required for proper execution of a software module. By this, it becomes
much more difficult to carry out "patching" of the software, and influence on the performance of
such a verification trigger is further reduced.

[0022]Since the software itself does not include any qualification grants, restriction of
distribution is not required. In a preferable Example, the distribution person of software can
record a plurality of software modules on a single general term medium, and can distribute 1 set
of recorded same modules to all those customers. Each customer receives the original
qualification grant key to which he can perform only the software module to which it is licensed.
Since it cannot be performed without a suitable key even if a certain module in which it is not
licensed to a customer is given, it does not become a big problem. The customer can load
software to the memory storage of others of his own system freely, or can create the copy for
backup of software without limit.

[0023]

[Working example]The explanatory view of the main elements of a protection-of-software
mechanism based on the preferable Example of the present invention is shown in Fig.1. A
customer's computer systems 101, The original identifier 105 which can be read, and a plurality
of memory storage 106, 107, and 108 are included that the central processing unit (CPU) 102
closely combined with the control storage 103, the random access system memory 104, and
elimination are impossible, and electronically. In a preferable Example, the original identifiers
105 are mechanical consecutive numbers. Although the memory storage 106-108 is a revolving
magnetic disc memory in a preferable Example, it is also possible to use other storing
technology. The computer systems 101 also contain again the console 109 and the software-
media reader 110 which receive the input from an operator. Although one set of a console and
one software-media reader and three memory storage are shown in Fig.1, please understand that
the actual number of such equipment attached to the system 101 is variable. Please understand
that additional equipment is attached by the system 101. In a preferable Example, although the
computer systems 101 are AS/400 computer systems of IBM, other computer systems can be
used.

[0024]A software module is distributed separately from a qualification grant key (entitlement
key) required to operate it. Originally, a software module is created on the computer systems 125
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for development. The computer systems 125 for development contain the compiler 126 and the
translator 127. A software module is recorded on the software recording medium 112, is stored
in the warehouse 120, and is distributed to a customer from there. The enciphered qualification
grant key 111 is distributed from a distribution person's sales office 121. The sales office 121 can
access the computer systems 124 for marketing. The computer systems 124 for marketing
include generation / enciphered program 122 of a qualification grant key, and the data base 123
containing customer data. Specifically, the data base 123 includes the information on the
consecutive numbers of a machine required for generation of the enciphered qualification grant
key, and the kind of processor. In a preferable Example, the computer systems 124 for marketing
are computers which are placed in the center and communicate with a plurality of sales offices.
However, the computer systems 124 for marketing can be placed at the sales office itself, and
can also access the data base of a part or a center. Although the two separate computer systems
124 and 125 under a distribution person's control are shown in Fig.1, please understand that that
single computer systems may be physically used performs both of functions.

[0025]The enciphered qualification grant key 111 is sent to a customer by mailing, a telephone,
or other suitable means from the distribution person of software. Although it is possible to
transmit a qualification grant key on magnetic media, such as a floppy disk, electronically, a key
is so sufficiently [ that an operator types on the console 109 and can input this into the system
101 ] brief.

[0026]In a preferable Example, a many software module is distributed on the same medium 112,
The distribution person can give independently the qualification for using each module via a
qualification grant key. The warehouse 120 stores 1 set of software modules generically on the
medium 112. 1 set of same generic software modules are shipped irrespective of whether the
license which uses which module for each customer is given. The qualification grant key
distributed separately includes information for the system 101 to determine whether there is any
qualification for performing which software module on it.

[0027]In a preferable Example, the software media 112 comprise one sheet or a plurality of read-
only optical discs, and the medium reader 110 is an optical disc reader. However, please
understand that an electronic distribution medium and other distribution media can also be used.
If the software media 112 are received, a customer will load a desired software module to the
system 101 from the medium reader 110, and will usually memorize the software module to the
memory storage 106-108. The customer can generate one or more copies for backup of a
software module on any suitable medium, and can memorize these to an archive. The software
media 112 can be freely copied excluding the restriction to the copy and loading to a system, and
loading is possible for them.

[0028]The contents of the qualification grant key 200 before encryption by a preferable Example
are shown in Fig.2. This key contains the charge group field 201, the software version field 202,
the key type field 203, the machine consecutive-numbers field 204, and the product qualification
grant flag 205. The charge group field 201 is used for specifying one and supporting the gradual
price setting of software from 16 kinds of machine stage values. The software version field 202
specifies the version level of the software with which qualification is given. The thing for which
a charge is imposed separately in order to maintain upgrade of software is expected. The version
specified in the qualification grant key 200 gives qualification to the software of all the former
(lower level) levels from the version level. The key type field 203 is the region suspended for
number extension of a different product of a key format and future change of the relevance of a
key sake [ a product | or supported. The machine consecutive-numbers field 204 contains the
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consecutive numbers of the target machine [ key / qualification grant |. The product qualification
grant flag 205 is the 80-bit field where each contains 80 separate product flags with which it
corresponds to product number. When qualification is given to the product number to which it
corresponds, this bit is set to "1", and it is set to "0" when that is not right.

[0029]1n a preferable Example, a software module is distributed as a compiled target code. The
typical software module 300 is shown in Fig.3. This software module includes a plurality of
target code commands which can be executed on the computer systems 101. According to the
present invention, some qualification verification trigger commands (the following, a
"qualification verification trigger", and the notation) 301 are included in the target code. All the
qualification verification triggers 301 contained in a software module are the same. The
qualification verification trigger 301 includes the operation code field 302, the version field 303,
and the product number field 304. The field 305 is not used. The operation code field 302 is a
verb portion of the target code command which identifies the operation which should be
performed. The version field 303 identifies the version level of a software module. The product
number field 304 identifies the product number relevant to the software module. Although the
information on a version and product number changes for every module, a single instruction
code is used for all the qualification verification triggers. In another Example, a qualification
verification trigger is also the direct instruction (command which does not need to divide, does
not need to be ordering the operand for the processing and does not need to be specified) which
performs other useful work of a certain. In such an another Example, if a trigger command is
executed, the system 101 will perform other operations of a certain simultancously with
qualification verification.

[0030]The computer systems 101 contain a means to receive and decode the enciphered
qualification grant key 111, and a means to verify having the qualification for responding to a
qualification verification trigger and a system performing a software module. In the preferable
Example, these functions are divided between the system hardware of a different level, and the
system software as shown in Fig.4. In this Example, the system 101 includes the
hardware/software function of four levels called the hardware level 401, the horizontal-
microcode level 402, the executable code level 403, and the virtual-machine level 404. The
machine interface 405 has separated the virtual-machine level from all the lower level levels.
The machine interface 405 is an interface which has at least the bottom defined to the customer
in a level. That is, although the order bit of a virtual-machine level is defined to a customer,
operation of the level below it is not defined. Therefore, a customer does not have the capability
to change the command of the level below a machine interface level directly. The machine
consecutive numbers 410 unchangeable [ eternal | are stored in the hardware level 401.
[0031]The horizontal microcode 402 includes the microcode entry which interprets the
instruction set which can be performed. This is physically memorized by the control storage 103,
i.e., a preferable Example, by the read-only memory (ROM) in which change by a customer is
impossible. The entry in a horizontal microcode is supporting the machine-key acquisition
function 420, the lock setting up function 421, and the lock checking feature 422. The machine-
key acquisition function 420 takes out the original identifier based on system consecutive
numbers from a certain eternal hardware position in the preferable Example. The lock setting up
function 421 accesses the product locking table 460, and changes the entry in a table. A lock
setting up function is the only microcode function in which the product locking table 460 can be
changed. The lock checking feature 422 verifies whether the product locking table 460 is
accessed, one of the entries is read, and qualification is given.
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[0032]The executable code level 403 includes the monitoring support of a lower level, and the
support which carries out the command defined by the machine interface. Although this is
physically memorized by the memory, since the internal specifications are not defined to the
customer, it is unchangeable by a customer in practice. The lock release routine 430, the initial
program load (IPL) lock re-verification routine 431, and the exception-handling routine 432 are
contained in the support of a lower level. The unlocking routine 430 decodes the qualification
grant key 111 using a peculiar machine key, and memorizes the enciphered qualification grant
key 111 to the product key table 450. If initial setting of the system is carried out again, the
initial-program load-locks re-verification routine 431 will take out the contents of the coded
product key table 450, and will reconstruct the product locking table 460. The exception-
handling routine 432 responds to the exception condition generated by the function of the
horizontal-microcode level 402. The executable code level 403 contains the software module 300
of target code form.

[0033]Refer to the software for the virtual-machine level 404 as what is expressed by the
machine language instruction. The computer of this level operates as a virtual machine in the
meaning that immediate execution is not possible for a machine language instruction. Since at
least the bottom which can be used for a customer is an interface of a level, although the module
of the target code form which can be performed on a system is created, the compile course of a
non-conventional type is required for the virtual-machine level 404. About this compile process,
it describes behind. Strictly the software created via the compile course of this non-conventional
type, Although the form of the excecutable target code which it is going to execute must be
taken, usually the machine language instruction of a virtual-machine level expresses and
discusses [ that ] like with immediate execution possible for a machine language instruction, and
it is more intelligible. If this is established, it can be said that a user's software which the virtual-
machine level 404 compiled is included. This also includes the support of the operating system
of an upper level again rather than receiving the system 101. The support of this operation
system contains two user interface routines required to support the input of a qualification grant
key on the virtual-machine level 404. The general input routine 441 is used for processing an
input in normal operation. The installation input routine 440 special to inputting a qualification
grant key is required during the initial introduction of an operating system. The thing which
needs this is because the portion of an upper level operating system is treated as other program
products by the present invention from the machine interface level 405. Namely, such a portion
has product number and the target code is subject to the influence of a qualification verification
trigger. The installation input routine 440 is the only portion without a qualification verification
trigger of an operating system.

Therefore, when introducing a system first, a qualification grant key can be input.

[0034]The software modules 300 are some program products of the compiled target code form
which is performed on the system 101. This means being accessible for other objects of a virtual-
machine level, and exists in them as an entity of the virtual-machine level 404. However, the
code which can actually be executed operates on the executable code level 403 as shown by the
frame of the broken lines. The executable code contains the qualification verification trigger 301
(only one is shown in the figure) performed by the lock checking feature 422 of a horizontal
microcode.

[0035]The coded product key table 450 is shown in Fig.5. Recovering is possible, when it must
intercept the electric power of a system or reinitialization must be carried out for other Reasons,
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since the product key table 450 is contained in the random access memory 104 and is reproduced
by the nonvolatile storage. The table 450 includes the 80 entries 501 to which each can
correspond to each product number. The enciphered qualification grant key 502 by which each
entry 501 is applied to the product number of the entry, The perfect copy of the time stamp 503
in which it is shown when the key was used first, the version number 504 and the charge group
505 of a key of the key, and the qualification grant bit 506 that shows whether the key unlocks a
product is included. The time stamp 503 can be enciphered. The version number 504, the charge
group 505, and the qualification grant bit 506 repeat the information included in the enciphered
qualification grant key 502. They are contained on this table, in order to support checking.
However, unless it is after verifying the information in the qualification grant key 502
enciphered first, the entry of the product locking table 460 cannot be changed and qualification
of program execution cannot be given. Since each qualification grant key 502 in the product key
table 450 is the enciphered form, in order to prevent access to this table of a user, it does not
need a special measure.

[0036]The product locking table 460 is shown in Fig.6. This table is contained in the special
lower address range of the random access memory 104 under perfect control of a horizontal
microcode. The product locking table 460 includes the 80 entries 601 to which each can
correspond to each product number. Each entry contains the version number which shows the
level of the maximum version of qualification grant. It is shown that the version number of 0
does not have qualification grant in every version of a product. In order to further strengthen the
degree of protection to change of the product locking table 460, the scramble of the version
number can be carried out.

[0037]Next, operation of the software module on the computer systems 101 by the preferable
Example of the present invention is described. There are four portions in this operation. First
operation is arranged in the software module of the target code form that a plurality of
qualification verification triggers can be performed. Second operation generates the enciphered
qualification grant key 111 which permits access to a software module. The computer systems
101 receive, decode and memorize the qualification grant key 111, and the 3rd operation sets up
the product locking table 460. The 4th operation makes the system 101 verify qualification, when
a software module is performed on the system 101 and it meets with a qualification verification
trigger. Two operations to begin are carried out under a software distribution person's
management. Two next operations are carried out on a customer's system 101.

[0038]The software distribution person has to arrange a qualification verification trigger in a
target code, when compiling a software module. This typical process in which it happens with
the computer systems 125 for development is shown in Fig.7. Without including a qualification
verification trigger, it usually passes along a source code and it is generated by the programmer.
A source code is input into the compiler 126 at Step 701, and a program template is created at
Step 702. The program template includes the machine language instruction of the virtual-
machine level 404 (namely, level above the machine interface 405). At Step 704, a program
template identifies the product number and version number, and it works as an input to the
translator 127. Automatically, the translator 127 generates most number of qualification
verification triggers, inserts this in the random position in a target code, and solves reference
after insertion of a qualification verification trigger. The qualification verification trigger is
contained in the software module of the target code form which is acquired as a result of being
output at Step 705 and which can be performed. The software module of the form in which this
execution is possible includes the target code command of the executable code level 403.
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[0039]The process in which the enciphered qualification grant key is generated is shown in
Fig.8. At Step 801, the order of the license over one piece or a plurality of program products of a
certain version level generated by the sale charge member is input into the computer systems 124
for marketing. Theoretically, although a customer is able to order the product of a many version
level, there is almost no Reason for generally doing so. However, if the version level with which
customers differ is ordered since each qualification grant key operates only on the specified
version level, it must generate a separate qualification grant key. If a customer's order is
received, the key generation / enciphered program 122 under execution will access the database
123 including the consecutive numbers of the information about a customer, specifically a
machine, and the information on processor form by the system 124 at Step 802. The charge
group field 201 and the machine consecutive-numbers field 204 of the qualification grant key
200 which are not enciphered are generated using this information. At Step 803, the remaining
fields are generated by a customer's order and the reference to the database of possible product
number offer, and the qualification grant key of a perfect non-code form is built by them.
Subsequently, key generation / enciphered program 122 enciphers a qualification grant key at
Step 804 using one of some known encryption techniques by this technical field. Subsequently,
the enciphered qualification grant key 111 which is Step 805 and was obtained as a result is
transmitted to a customer. Although the key 111 is shown by Fig.1 as a plurality of binary bits, in
order to simplify work which inputs a qualification grant key from a keyboard, binary bits, such
as an equivalent by the hexadecimal digit or an alphanumeric character, may be shown to a
customer in a certain form which carried out grouping.

[0040]The qualification grant key 111 is received on the computer systems 101, and the process
in which the product locking table 460 is maintained is shown in Fig.9 a and Fig.9 b. At Step
901, a customer inputs the qualification grant key 111 into the computer systems 101 via the
console 109. When this is initial introduction, the installation input routine 440 has a dialog with
an operator, and receives an input. When that is not right, the general input routine 441 receives
an input. A qualification grant key is passed to the lock release routine 430 which processes a
decoding process. The lock release routine 430 makes the machine-key acquisition function 420
search machine consecutive numbers with Step 902, and makes it generate a machine key at it.
Subsequently, the lock release routine 430 decodes the qualification grant key 111 at Step 903
using a machine key. Subsequently, at Step 904, the product key table 450 in which the lock
release routine 430 was coded is reconstructed so that it may state below. The decoded
qualification grant key takes the form shown in Fig.2. This contains 80-bit product qualification
grant Flagg Alley 205 who shows whether the lock is released under the qualification grant key
with the new product for every product number. It is considered that a new qualification grant
key is the replaced key to all the products in which it releases a lock. The lock release routine
430 scans each product qualification grant Flagg 205 in the decoded qualification grant key (Step
904). When product qualification grant Flagg is set to "1" (those with qualification grant are
pointed out) at Step 905, the entry to which it corresponds in the product key table 450 at Step
908 is replaced with a new qualification grant key, a version number, and a charge group value.
The qualification grant bit field 506 are set to "1", and the stamp bit field 503 are set to the value
of the zero which show that the qualification grant key has not been used yet at the time of the
day /. When product qualification grant Flagg of a new key is "0", unless a version number and
the charge group number are the same as what is memorized by the product key table 450, a new
qualification grant key is ineffective. When a version number and the charge group number are
the same (Step 906), a qualification grant key has an effect which locks a product. Therefore, in
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order for the lock release routine 430 to be Step 907 and to set the version number in the product
locking table 460 to "0", The lock setting up function 421 is called and the entry to which it
corresponds in the product key table 450 at Step 908 is replaced with the value of a new
qualification grant key. When the product key table 450 is reconstructed, it is Step 909 and the
contents are saved to memory storage.

[0041]Unless the product given qualification before loses qualification, reconstruction of the
product key table 450 does not have direct influence on the product locking table 460. A product
is released in a lock according to a demand. An exception will be generated by the system, if it
meets with a qualification verification trigger when performing the software product to which
qualification is not given in front first. Subsequently, at Step 920, in order that the exception-
handling routine 432 may try the lock release of a product, the lock release routine 430 is called.
Next, the qualification grant key enciphered from the suitable entry in the product key table 450
in which the lock release routine 430 was coded at Step 921 is taken out, a machine key is
obtained at Step 922, and a qualification grant key is decoded at Step 923. When qualification is
given (Step 924), in order to set up a version number in the entry 601 of the product locking table
460 in which it is Step 926 and corresponds to the product number of a software product, the
lock setting up function 421 is called. Simultaneously, the lock release routine 430 records the
time of the 1st use on the stamp field 503 at Step 927 at the time of the day /. Subsequently, at
Step 928, a qualification verification trigger is retried and execution of a program is continued.
When qualification grant is not shown by Step 924, it is Step 925 and execution of a program is
closed.

[0042]The product locking table 460 is memorized by RAM.

After reinitialization of a system does not remain.

During reinitialization ("IPL"), in order to reconstruct the product locking table 430, the IPL lock
re-verification routine 431 is called. As mentioned above, this routine verifies qualification, and
in order to reconstruct the entry in the product locking table 460 to which it corresponds, it
obtains a machine key, and it decodes systematically each qualification grant key entry in the
coded product key table 450.

[0043]The process by a preferable Example in which a software module is performed is shown
in Fig.10. Execution of the software module by the system 101 is made by what this is taken out
and performed for (Step 1002) (Step 1001) until a modular target code command is completed
(Step 1003). When a command is the qualification verification trigger 301 (Step 1004), the lock
checking feature 422 is called. At Step 1005, the lock checking feature 422 accesses the product
locking table entry 601 to which it corresponds to the product number included in a qualification
verification trigger. The qualification for the version number in the product locking table 460
being equal to the version number 303 contained in the qualification verification trigger 301, or
performing software, in being larger than it is given (Step 1006). In this case, the lock checking
feature 422 does not perform treatment beyond it, but a system proceeds to execution of the next
target code command in a software module. When software is not given qualification, a lock
checking feature generates an exception condition, control is passed to the exception-handling
routine 432, and the exception-handling routine 432 terminates execution of a program (Step
1007). A system does not save the result of the qualification inspection which shows that
software is given qualification. Therefore, if it meets with a qualification verification trigger
again in a software module, a system will verify qualification again as mentioned above.
[00441]1t is possible for another Example to define an addition so that a qualification verification
trigger can be injected into a target code via the compile course of a conventional type. This
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should serve as a bit of the command in which the execution as the module of target code form
being performed by a system with same machine interface that a customer and a compiler maker
can use is possible. or [ invalidating a qualification verification trigger, in order that the format of
a target code may support the compile course of the conventional type known by the customer ] -
- or it may become suitable to add the barrier to "patching" of a target code which is changed.
One of such the additional barriers is defining a qualification verification trigger, as other
functions of a certain are performed simultaneously. In this case, it is important that the alternate
function carried out by the qualification verification trigger cannot carry out with other simple
commands. This alternate function must be selected so that any compiled software modules may
include some commands which perform that function quite reliably. When having coincided in
these criteria, the compiler can generate automatically the target code which performs the
alternate function (it is also a qualification verification trigger simultancously with it) as a part of
the usual compilation order. This definition should bring about the important barrier to
"patching" of a target code which invalidates a qualification verification trigger. It is defining it
as having to arrange other Examples to the addressable location which has a simple relation to
the product number from which it discriminates a qualification verification trigger in a target
code. It must be comparatively simple for a compiler to inject these commands into a suitable
code position as a part of usual compile process, and it must be easy to perform this additional
verification in the command embodiment. This definition should serve as an important barrier to
patching of a target code which changes identification of the product number supplied in a
qualification verification trigger.

[0045]The preferable Example is corresponding to 80 independent product number. Please
understand that the actual number of the product number supported by the present invention is
variable. In the preferable Example, it is also expected that the number of the software modules
which can be compiled independently distributed by the distribution person exceeds 80
substantially. It corresponds to the number of the software packages in which the number of
product number is provided by a distribution person's marketing organization and by which price
setting was carried out independently. Although each software module has only one product
number, many software modules which share this product number may exist. For example, a
distribution person provides the word processing package containing the separate software
module treating editing on screen, spell checking, document formatting, etc. When such a
software module can always license as some word processing packages, those modules will have
common product number. It is also possible to have a separate number for every software
module in another Example.

[0046]A surcharge for software to maintain upgrade in a preferable Example, although licensed
at a lump sum payment charge is able to be charged. In another Example, the license of the
software between a certain periods is permissible. In such an another Example, a qualification
grant key will include the field of the addition which shows the length of a period to which
software is licensed. In order to judge whether the license completed the stamp as compared with
the length of the period of a grant of license at the time of the day /relevant to the product
number in the coded product key table 450, the IPL lock re-verification routine 431 is called
periodically. Until new qualification grant is obtained by providing the lock release bit (not
shown) for the entry in the product locking table 460 to which it corresponds, and setting this to
"0", when the license expires at this time, Execution beyond it of a software module can be
prevented.
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[Effect of the Invention] The method and equipment which manage use of the software in
computer systems by the present invention and which have been improved are provided.

[Brief Description of the Drawings]

A [FIG. 1] It is the figure showing the main elements of the protection-of-software mechanism
by the preferable Example of the present invention.

A [FIG. 2] It is the figure showing the contents as which the qualification grant key by the
preferable Example of the present invention is not enciphered.

A [FIG. 3] It is the figure showing the contents of the typical software module by a preferable
Example which can be performed.

A [FIG. 4] Tt is the figure showing the structure of hardware required on a customer's computer
systems in order to support the protection-of-software mechanism by a preferable Example, and
software.

A [FIG. 5] It is the figure showing the format of the coded product key table by a preferable
Example.

A [FIG. 6] It is the figure showing the format of the product locking table by a preferable
Example.

A [FIG. 7] It is a block diagram of a step required to arrange the qualification verification trigger
by a preferable Example to a software module.

A [FIG. 8] It is a block diagram of a step required to generate the enciphered qualification grant
key according to a preferable Example.

A [FIG. 9] It is a block diagram of a step required to decode a qualification grant key on a
customer's computer systems by a preferable Example, and maintain record of a qualification
grant situation.

A [FIG. 10] It is a block diagram of a step required to verify qualification during the execution of
a software module by a preferable Example.

[Explanations of letters or numerals]

101 Customer side computer system

102 Central processing unit (CPU)

103 Control storage

104 Random access memory (RAM)

106 Memory storage

107 Memory storage

108 Memory storage

109 Console

110 Medium reader

112 Software recording medium

120 Warehouse

121 Sales office

123 Data base

124 Computer systems for marketing

125 Computer systems for development

126 Compiler

127 Translator
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METHOD FOR STEGA-CIPHER PROTECTION OF COMPUTER CODE

FIELD OF INVENTION

With the advent of computer networks and digital

multimedia, protection of intellectual property has
become a prime concern for creators and publishers of
digitized copies of copyrightable works, such as musical
recordings, movies, video games, and computer software.
One method of protecting copyrights in the digital
domain is to use "digital watermarks."

The prior art includes copy protection systems
attempted at many stages in the development of the
software industry. These may be various methods by
which a software engineer can write the software in a
clever manner to determine if it has been copied, and if
so to deactivate itself. Also included are undocumented
changes to the storage format of the content. Copy
protection was generally abandoned by the software
industry, since pirates were generally just as clever as
the software engineers and figured out ways to modify
the software and deactivate the protection. The cost of
developing such protection was not justified considering
the level of piracy which occurred despite the copy
protection.

Other methods for protecticn of computer software
include the requirement of entering certain numbers or
facts that may be included in a packaged software’s

manual, when prompted at start-up. These may be
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overcome if copies of the manual are distributed to
unintended users, or by patching the code to bypass
these measures. Other methods include requiring a user
to contact the software vendor and to receive "keys" for
unlocking software after registration attached to some
payment scheme, such as credit card authorization.
Further methods include network-based searches of a
user’'s hard drive and comparisons between what is
registered to that user and what is actually installed
on the user’s general computing device. Other
proposals, by such parties as AT&T’'s Bell Laboratories,
use “kerning” or actual distance in pixels, in the
rendering of text documents, rather than a varied number
of ASCII characters. However, this approach can often
be defeated by graphics processing analogous to sound
processing, which randomizes that information. All of
these methods require outside determination and
verification of the validity of the software license.
Digital watermarks can be used to mark each
individual copy of a digitized work with information
identifying the title, copyright holder, and even the
licensed owner of a particular copy. When marked with
licensing and ownership information, responsibility is
created for individual copies where before there was
ncne. Computer application programs can be watermarked
by watermarking digital content resources used in
conjunction with images or audio data. Digital
watermarks can be encoded with random or pseudo random
keys, which act as secret maps for locating the
watermarks. These keys make it impossible for a party
to find the watermark without having the key. In
addition, the encoding method can be enhanced to force a
party to cause damage to a watermarked data stream when
trying to erase a random-key watermark. Digital
watermarks are described in "Steganographic Method and
Device" - The DICE Company, Serial No. 08/489,172, the
disclosure of which is hereby incorporated by reference.
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Other information is disclosed in "Technology: Digital
Commerce”, Denise Carusoc, New York Times, August 7,
1995; and "Copyrighting in the Information Age", Harley
Ungar, ONLINE MARKETPLACE, September 1995, Jupiter
Communications.

Additionally, other methods for hiding information
signals in content signals, are disclosed in U.S. Patent
No. 5,319,735 - Preuss et al. and U.S. Patent No.
5,379,345 - Greenberg.

It is desirable to use a "stega-cipher" or
watermarking process to hide the necessary parts or
resources of the executable object code in the digitized
sample resources. It is also desirable to further
modify the underlying structure of an executable
computer application such that it is more resistant to
attempts at patching and analysis by memory capture. A
computer application seeks to provide a user with
certain utilities or tools, that is, users interact with
a computer or similar device to accomplish various tasks
and applicaticns provide the relevant interface. Thus,
a level of authentication can also be introduced into
software, or "digital products," that include digital
content, such as audio, video, pictures or multimedia,
with digital watermarks. Security is maximized because
erasing this code watermark without a key results in the
destructicn of one or more essential parts of the
underlying application, rendering the "program" useless
to the unintended user who lacks the appropriate key.
Further, if the key is linked to a license code by means
of a mathematical function, a mechanism for identifying
the licensed owner of an application is created.

It is also desirable to randomly reorganize program
memory structure intermittently during program run time,
to prevent attempts at memory capture or object code
analysis aimed at eliminating licensing or ownership
information, or otherwise modifying, in an unintended

manner, the functioning of the application.
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In this way, attempts to capture memory to
determine underlying functiocnality or provide a "patch"
to facilitate unauthorized use of the "application," or
computer program, without destroying the functionality
and thus usefulness of a copyrightable computer program
can be made difficult or impossible.

It is thus the goal of the present invention to
provide a higher level of copyright security to object
code on par with methods described in digital
watermarking systems for digitized media content such as
pictures, audio, video and multimedia content in its
multifarious forms, as described in previous
disclosures, "Steganographic Method and Device" and
"Human Assisted Random Key Generation and Application
for Digital Watermark System", filed on even date
herewith, the disclosure of which is hereby incorporated
by reference.

It is a further goal of the present invention to
establish methods of copyright protection that can be
combined with such schemes as software metering, network
distribution of code and specialized protection of
software that is designed to work over a network, such
as that proposed by Sun Microsystems in their HotJava
browser and Java programming language, and manipulation
of application code in proposed distribution of
documents that can be exchanged with resources or the
look and feel of the document being preserved over a
network. Such systems are currently being offered by
companies including Adobe, with their Acrobat software.
This latter goal is accomplished primarily by means of
the watermarking of font, or typeface, resources
included in applications or documents, which determine
how a bitmap representation of the document is
ultimately drawn on a presentation device.

The present invention includes an application of
the technology of "digital watermarks." As described
in previous disclosures, "Steganographic Method and
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Device” and "Human Assisted Random Key Generation and
Application for Digital Watermark System," watermarks
are particularly suitable to the identificaticn,
metering, distributing and authenticating digitized
content such as pictures, audio, video and derivatives
thereof under the description of "multimedia content.®
Methods have been described for combining both
cryptographic methods, and stegancgraphy, or hiding
something in plain view. Discussions of these
technologies can be found in Applied Cryptography by
Bruce Schneier and The Code Breakers by David XKahn. For
more information on prior art public-key cryptosystems
see US Pat No 4,200,770 Diffie-Hellman, 4,218,582
Hellman, 4,405,829 RSA, 4,424,414 Hellman Pohlig.
Computer code, or machine language instructions, which
are not digitized and have zero tolerance for error,
must be protected by derivative or alternative methods,
such as those disclesed in this invention, which focuses
on watermarking with "keys" derived from license codes
or other ownership identification information, and using
the watermarks encoded with such keys to hide an

essential subset of the application code resources.

Y OF E NTION

It is thus a goal of the present invention, to
provide a level of security for executable code on
similar grounds as that which can be provided for
digitized samples. Furthermore, the present invention
differs from the prior art in that it does not attempt
to stop copying, but rather, determines responsibility
for a copy by ensuring that licensing information must
be preserved in descendant copies from an original.
Without the correct license information, the copy cannot
function.

An improvement over the art is disclosed in the
present invention, in that the software itself is a set

of commands, compiled by software engineer, which can be
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configured in such a manner as to tie underlying
functionality to the license or authorization of the
copy in possession by the user. Without such
verification, the functions sought ocut by the user in
the form of software cease to properly work. Attempts
to tamper or "patch" substitute code resources can be
made highly difficult by randomizing the location of
said resources in memory on an intermittent basis to
resist most attacks at disabling the system.

DETAILED DESCRIPTION

An executable computer program is variously
referred to as an application, from the point of view of
a user, or executable object code from the point of view
of the engineer. A collection of smaller, atomic (or
indivisible) chunks of object code typically comprise
the complete executable object code or application which
may also require the presence of certain data resources.
These indivisible portions of object code correspond
with the programmers’ function or procedure
implementations in higher level languages, such as C or
Pascal. 1In creating an application, a programmer writes
"code" in a higher level language, which is then
compiled down into "machine language," or, the
executable object code, which can actually be run by a
computer, general purpose or otherwise. Each function,
or procedure, written in the programming language,
represents a self-contained portion of the larger
program, and implements, typically, a very small piece
of its functionality. The order in which the programmer
types the code for the various functions or procedures,
and the distribution of and arrangement of these
implementations in various files which hold them is
unimportant. Within a function or procedure, however,
the order of individual language constructs, which
correspond to particular machine instructions is

important, and sc functions or procedures are considered
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indivisible for purposes of this discussion. That is,
once a function or procedure is compiled, the order of
the machine instructions which comprise the executable
object code of the function is important and their order
in the computer memory is of vital importance. Note
that many "compilers" perform "optimizations" within
functions or procedures, which determine, on a limited
scale, if there is a better arrangement for executable
instructions which is more efficient than that
constructed by the programmer, but does not change the
result of the function or procedure. Once these
optimizations are performed, however, making random
changes to the order of instructions is very likely to
"break" the function. When a program is compiled, then,
it consists of a collection of these sub-objects, whose
exact order or arrangement in memory is not important,
so long as any sub-object which uses another sub-object
knows where in memory it can be found.

The memory address of the first instruction in one
of these sub-objects is called the "entry point" of the
function or procedure. The rest of the instructions
comprising that sub-object immediately follow from the
entry point. Some systems may prefix information to the
entry point which describes calling and return
conventions for the code which follows, an example is
the Apple Macintosh Operating System (MacCS). These
sub-objects can be packaged into what are referred to in
certain systems as "code resources," which may be stored
separately from the application, or shared with other
applications, although not necessarily. Within an
application there are also data cbjects, which consist
of some data to be operated on by the executable code.
These data objects are not executable. That is, they do
not consist of executable instructions. The data
cbjects can be referred to in certain systems as
“resources."
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When a user purchases or acquires a computer
program, she seeks a computer program that "functions®
in a desired manner. Simply, computer software is
overwhelmingly purchased for its underlying

5 functionality. In contrast, persons who copy multimedia
content, such as pictures, audio and video, do so for
the entertainment or commercial value of the content.
The difference between the two types of products is that
multimedia content is not generally interactive, but is

10 instead passive, and its commercial value relates more
on passive not interactive or utility features, such as
those required in packaged software, set-top boxes,
cellular phones, VCRs, PDAs, and the like. Interactive
digital products which include computer code may be

15 mostly interactive but can also contain content to add
to the interactive experience of the user or make the
underlying utility of the software more aesthetically
pleasing. It is a common concern of both of these
creators, both of interactive and passive multimedia

20 products, that "digital products" can be easily and
perfectly copied and made into unpaid or unauthorized
copies. This concern is especially heightened when the
underlying product is copyright protected and intended
for commercial use.

25 The first method of the present invention described
involves hiding necessary "parts" or code "resources" in
digitized sample resources using a "digital
watermarking" process, such as that described in the
"Steganographic Method and Device" patent application.

30 The basic premise for this scheme is that there are a
certain sub-set of executable code resources, that
comprise an application and that are "essential" to the
proper function of the application. In general, any
code resource can be considered "essential" in that if

35 the program proceeds to a point where it must "call" the
code resource and the code resource is not present in
memory, oOr cannot be loaded, then the program fails.
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However, the present invention uses a definition of
“essential” which is more narrow. This is because,
those skilled in the art or those with preogramming
experience, may create a derivative program, not unlike
the utility provided by the original program, by writing
additional or substituted code to work around
unavailable resources. This is particularly true with
programs that incorporate an optional "plug-in
architecture," where several code resources may be made
optionally available at run-time. The present invention
is also concerned with concentrated efforts by
technically skilled people who can analyze executable
object code and "patch" it to ignore or bypass certain
code resources. Thus, for the present embodiment’s
purposes, "essential" means that the function which
distinguishes this application from any other
application depends upon the presence and use of the
code resource in question. The best candidates for this
type of code resources are NOT optional, or plug-in
types, unless special care is taken to prevent work-a-
rounds.

Given that there are one or more of these essential
resources, what is needed to realize the present
invention is the presence of certain data resources cf a
type which are amenable to the "stega-cipher" process
described in the "Steganographic Method and Device"
patent application. Data which consists of image or
audio samples is particularly useful. Because this data
consists of digital samples, digital watermarks can be
introduced into the samples. What is further meant is
that certain applications include image and audio
samples which are important to the look and feel of the
program or are essential to the processing of the
application’s functionality when used by the user.

These computer programs are familiar to users of
computers but alsoc less obvious to users of other

devices that run applications that are equivalent in
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some measure of functionality to general purpose
computers including, but not limited to, set-top boxes,
cellular phones, "smart televisions," PDAs and the like.
However, programs still comprise the underlying

5 ‘operating systems" of these devices and are becoming
more complex with increases in functionality.

One method of the present invention is now
discussed. When code and data resources are compiled
and assembled into a precursor of an executable program

10 the next step is to use a utility application for final
assembly of the executable application. The programmer
marks several essential code resources in a list
displayed by the utility. The utility will choose one
or several essential code resources, and encode them

15 into one or several data resources using the stega-
cipher process. The end result will be that these
essential code resources are not stored in their own
partition, but rather stored as encoded information in
data resources. They are not accessible at run-time

20 without the key. Basically, the essential code
resources that provide functionality in the final end-
product, an executable application or computer program,
are no longer easily and recognizably available for
manipulation by those seeking to remove the underlying

25 copyright or license, or its eguivalent information, or
those with skill to substitute alternative code
resources to "force" the application program to run as
an unauthorized copy. For the encoding of the essential
code resources, a "key" is needed. Such a key is

30 similar to those described in the "Steganographic Method
and Device."” The purpose of this scheme is to make a
particular licensed copy of an application
distinguishable from any other. It is not necessary to -
distinguish every instance of an application, merely

35 every instance of a license. A licensed user may then
wish to install multiple copies of an application,
legally or with authorization. This method, then, is to

10

DISH-Blue Spike 842
Exhibit 1005, Page 0244



WO 9726732 PCT/US97/00651

10

15

20

25

30

35

choose the key so that it corresponds, is equal to, or
is a function of, a license code or license descriptive
information, not just a text file, audio clip or
identifying piece of information as desired in digital
watermarking schemes extant and typically useful to
stand-alone, digitally sampled content. The key is
necessary to access the underlying code, i.e., what the
user understands to be the application program.

The assembly utility can be supplied with a key
generated from a license code generated for the license
in question. Alternatively, the key, possibly random,
can be stored as a data resource and encrypted with a
derivative of the license code. Given the key, it
encodes cne or several essential resources into one or
several data resources. Exactly which code resources
are encoded into which data resources may be determined
in a random or pseudo random manner. Note further that
the application contains a code resource which performs
the function of decoding an encoded code resource from a
data resource. The application must also contain a data
resource which specifies in which data resource a
particular code resource is encoded. This data resource
is created and added at assembly time by the assembly
utility. The applicaticn can then operate as follows:

1) when it is run for the first time, after
installation, it asks the user for personalization
information, which includes the license code. This can
include a particular computer configuration;

2) it stores this information in a personalization
data resource;

3) Once it has the license code, it can then
generate the proper decoding key to access the essential
code resources.

Note that the application can be copied in an
uninhibited manner, but must contain the license code
issued to the licensed owner, to access its essential

code resources. The goal of the invention, copyright

11
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protection of computer code and establishment of
responsibility for copies, is thus accomplished.

This invention represents a significant improvement
over prior art because of the inherent difference in use

5 of purely informational watermarks versus watermarks

which contain executable object code. If the executable
object code in a watermark is essential to an
application which accesses the data which contains the
watermark, this creates an all-or-none situation.

10 Either the user must have the extracted watermark, or
the application cannot be used, and hence the user
cannot gain full access to the presentation of the
information in the watermark bearing data. In order to
extract a digital watermark, the user must have a key.

15 The key, in turn, is a function of the license
information for the copy of the software in guestion.
The key is fixed prior to final assembly of the
application files, and so cannot be changed at the
option of the user. That, in turn, means the license

20 information in the software copy must remain fixed, so
that the correct key is available to the software. The
key and the license information are, in fact,
interchangeable. One is merely more readable than the
other. In the earlier developed "Steganographic Method

25 and Device," the possibility of randomization erasure
attacks on digital watermarks was discussed. Simply, it
is always possible to erase a digital watermark,
depending on how much damage you are willing to do to
the watermark-bearing content stream. The present

30 invention has the significant advantage that you must
have the watermark to be able to use the code it
contains. If you erase the watermark you have lost a
key piece of the functionality of the application, or -
even the means to access the data which bear the

35 watermark.

A preferred embodiment would be implemented in an
embedded system, with a minimal operating system and

12
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memory. No media playing "applets," or smaller sized
applications as proposed in new operating environments
envisioned by Sun Microsystems and the advent of Sun's
Java operating system, would be permanently stored in
the system, only the bare necessities to operate the
device, download information, decode watermarks and
execute the applets contained in them. When an applet
is finished executing, it is erased from memory. Such a
system would guarantee that content which did not
contain readable watermarks could not be used. This is
a powerful contrcl mechanism for ensuring that content
to be distributed through such a system contains valid
watermarks. Thus, in such networks as the Internet or
set-top box controlled cable systems, distributicn and
exchange of content would be made more secure from
unauthorized copying to the benefit of copyright holders
and other related parties. The system would be enabled
to invalidate, by default, any content which has had its
watermark (s) erased, since the watermark conveys, in
addition to copyright information, the means to fully
access, play, record or otherwise manipulate, the
content.

A second method according to the present invention
is to randomly re-organize program memory structure to
prevent attempts at memory capture or object code
analysis. The object of this method is to make it
extremely difficult to perform memory capture-based
analysis of an executable computer program. This
analysis is the basis for a method of attack to defeat
the system envisioned by the present invention.

Once the code resources of a program are loaded
into memory, they typically remain in a fixed position,
unless the computer operating system finds it necessary
to rearrange certain portions of memory during "system
time, " when the operating system code, not application
code, is running. Typically, this is done in low memory

systems, to maintain optimal memory utilization. The

13
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MacOS for example, uses Handles, which are double-
indirect pointers to memory locations, in order to allow
the cperating system to rearrange memory transparently,
underneath a running program. If a computer program
contains countermeasures against unlicensed copying, a
skilled technician can often take a snapshot of the code
in memory, analyze it, determine which instructions
comprise the countermeasures, and disable them in the
stored application file, by means of a "patch." Other
applications for designing code that moves to prevent
scanning-tunnelling microscopes, and similar high
sensitive hardware for analysis of electronic structure
of microchips running code, have been proposed by such
parties as Wave Systems. Designs of Wave Systems’
micreochip are intended for preventing attempts by
hackers to "photograph" or otherwise determine "burn in"
to microchips for attempts at reverse engineering. The
present ilnvention seeks to prevent attempts at
understanding the code and its organization for the
purpose of patching it. Unlike systems such as Wave
Systems’, the present invention seeks to move code
around in such a manner as to complicate attempts by
software engineers to reengineer a means to disable the
methods for creating licensed copies on any device that
lacks "trusted hardware." Moreover, the present
invention concerns itself with any application software
that may be used in general computing devices, not
chipsets that are used in addition to an underlying
computer to perform encryption. Wave Systems’ approach
to security of software, if interpreted similarly to the
present invention, would dictate separate microchip sets
for each piece of application software that would be
tamperproof. This is not consistent with the economics
of software and its distribution.

Under the present invention, the application -
contains a special code resource which knows about all

the other code resources in memory. During execution
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time, this special code resource, called a "memory
schedulexr, " can be called periodically, or at random or
pseudo random intervals, at which time it intentionally
shuffles the other code resources randomly in memory, so
5 that someone trying to analyze snapshots of memory at
various intervals cannot be sure if they are looking at
the same code or organization from one "break" to the
next. This adds significant complexity to their job.
The scheduler also randomly relocates itself when it is

10 finished. In order to do this, the scheduler would have
to first copy itself to a new location, and then
specifically modify the program counter and stack frame,
so that it could then jump into the new copy of the
scheduler, but return to the correct calling frame.

15 Finally, the scheduler would need to maintain a list of
all memory addresses which contain the address of the
scheduler, and change them to reflect its new location.

The methods described above accomplish the purposes
of the invention - to make it hard to analyze captured

20 memory containing application executable code in order
to create an identifiable computer program or
application that is different from other copies and is
less susceptible to unauthorized use by those attempting
to disable the underlying copyright protection system.

25 Simply, each copy has particular identifying information
making that copy different from all other copies.

15
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What is Claimed Is:

1 1. A method of associating executable object code with
2 a digital sample stream by means of a digital watermark
3 wherein the digital watermark contains executable object
4 code and is encoded into the digital sample stream.
1 2. The method of claim 1 wherein a key toc access the
2 digital watermark is a function of a collection of
3 license information pertaining to the software which is
4 accessing the watermark
s where license information consists of cne or more
6 of the following items:
7 Owning Organization name;
8 Personal Owner name;
9 Owner Address;
10 License code;
11 Software serialization number;
12 Distribution parameters;
13 Appreopriate executable general computing
14 device architecture;
15 Pricing; and
16 Software Metering details.
1 3. The method of claim 1 further comprising the step
2 of transmitting the digital sample stream, via a
3 transmission means, from a publisher to a subscriber
4 wherein transmission means can selected from the
S group of
6 soft sector magnetic disk media;
7 hard sector magnetic disk media;
8 magnetic tape media;
9 optical disc media;
10 Digital Video Disk media;
11 magneto-optical disk media; P
12 memory cartridge;
13 telephone lines;

16
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SCSI;

Ethernet or Token Ring Network;
ISDN;

ATM network;

TCP/IP network;

analog cellular network;
digital cellular network;
wireless network;

digital satellite;

cable network;

fiber optic network; and
electric powerline network.

4. The method of claim 1 where the object code to be
encoded is comprised of series of executable machine
instructions which perform the function of

processing a digital sample stream for the purpose

of modifying it or playing the digital sample stream.

5. The method of claim 3 further comprising the steps
of:

decoding said digital watermark and extracting
object code;
locading object code into computer memory for the
purpose of execution;
executing said object code in order to process said
digital sample stream for the purpose of playback.

6. A method of assembling an application to be
protected by watermark encoding of essential resocurces
comprising the steps of:

assembling a list of identifiers of essential
code resources of an application where identifiers allow
the code resource to be accessed and loaded into memory;

providing license information on the

licensee who is to receive an individualized copy of the
application;

17
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10 storing license information in a

11 personalization resource which is added to the list of
12 application data resources;

13 generating a digital watermark key from
14 the license information; using the key as a pseudo-

15 random number string to select a list of suitable

16 digital sample data resources, the list of essential
17 code resources, and a mapping of which essential code
18 resources are to be watermarked into which data

19 resources;

20 storing the map, which is a list of

21 paired code and data resource identifiers, as a data
22 resource, which is added to the application;

23 adding a digital watermark decoder code
24 resource to the application, to provide a means for

25 extracting essential code resource from data resources,
26 according to the map;

27 processing the map list and encoding

28 essential code resources into digital sample data

29 resources with a digital watermark encoder;

30 removing self-contained copies of the
31 essential code resources which have been watermarked
32 1into data resources; and

33 combining all remaining code and data
34 resources into a single application or installer.

7. A method of intermittently relocating application
code resources in computer memory, in order to prevent,
discourage, or complicate attempts at memory capture
based code analysis.

oW e

8. The method of claim 7 additionally comprising the
step of

assembling a list of identifiers of code resources
cf an application where identifiers allow the code -

(52 I VR S

resource to be accessed and lcaded into memory.
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9. The method of claim 8 additionally comprising the
step of modifying application program structure to make
all code resource calls indirectly, through the memory
scheduler, which looks up code resources in its list and

nl o W

dispatches calls.

10. The method of claim 9 additiocnally comprising the
step of intermittently rescheduling or shuffling all
code resources prior to or following the dispatch of a

S oW R

code resource call through the memory scheduler.

11. The method of claim 10 additionally comprised of
the step of the memory scheduler copying itself to a new

W

location in memory.

12. The method of claim 11 additionally comprising the
step of modifying the stack frame, program counter, and
memory registers of the CPU to cause the scheduler to
jump to the next instruction comprising the scheduler,
in the copy, to erase the previous memory instance of
the scheduler, and changing all memory references to the
scheduler to reflect its new location, and to return
from the copy of the scheduler to the frame which called
the previous copy of the scheduler.

W o N1 0 d W N
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LICENSEE NOTIFICATION SYSTEM
BACKGROUND OF THE INVENTION

1. Field of the Invention

The present invention relates to a licensee notification
system employed for the sale of software using a high speed
communication network such as B-ISDN and a large-
capacity storage medium such as a CD-ROM.

2. Description of the Related Art

With the development of high speed communication
technology such as B-ISDN (broad-band integrated services
digital network) and high-capacity storage media such as
CD-ROMs (compact disk read only memory) such means
can now be used to distribute computer programs or video
data or audio data. For example, video works which were
previously supplied on video tape are now being sold stored
on CD-ROM. Also, game programs etc, which contain a
large amount of picture data, are being sold stored on
CD-ROM. The same applies to high speed communication
networks, in which the software supplier can now distribute
the software by various methods. One of these methods of
software sales is the so-called “locked software” sales
system. In the locked software sales system, a CD ROM on
which are stored a large number of software items whose
functions are restricted is sold cheaply. By using the various
items of software on the CD-ROM that is purchased, in a
condition with the functional restrictions imposed, the end
user is able to make a decision as to whether or not he needs
cach softwarc item. Then, if the cnd user docs require the
software, he obtains (purchases) a restriction-removal code

corresponding (o this software [rom a management center

operated by the software distributor, and is able to use this
restriction-removal code to remove the functional restric-
tions on the software.

Such a sales systcm may be implemented, as a specific
example, using the software sales system shown in FIG. 10.
As shown in this Figure, this sollware sales syslem com-
prises user terminals 31 and management center 32. The user
tcrminal 31 and thc management center 32 arc connceted by
means of a communication circuit.

When actually purchasing the software (i.e. when pur-
chasing a restriction-removal code), the end user, using a
user ID ele, sels up a communication path with the man-
agement center and executes the prescribed procedure
required to request that a restriction-removal code be sent to
the user terminal 31. This procedure includes the input of a
“contents ID”, which is information for identifying the
software item that is to be purchased actually. In response to
the execution of such a procedure, the user terminal 31 sends

to the management center 32 the contents ID and for s

example the characteristic information of the user, consist-
ing of the ID of the CPU provided in user terminal 31.

Within the management center 32, there is provided a
software database (software DB) in which software decod-
ing keys employed for encoding the various software items
are stored in association with the contents 1D. When a
contents ID is received from user terminal 31, the software
decoding key corresponding to the contents ID is read from
software database 33. Also, encoding unit 34 in management
center 32 generates a user individual key by encoding the
user characteristic information from user terminal 31 by the
key “Ks”. Encoding unit 35 sends the results of the encoding
of the software decoding key from software database 33 to
user lerminal 31 as restriction-removal code, using the user
individual key from encoding unit 34.

Encoding unit 36 in user terminal 31 penerates a user
individual key by encoding the user characteristic informa-
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tion with the key “Ks”. Decoding unit 37 uses the user
individual key generated by encoding unit 36 to decode the
restriction removal code [rom management center 32,
thereby generating the soltware decoding key. Installation
unit 38 then uses this software decoding key to decode the
software in CD-ROM corresponding to the contents ID sent
to center terminal 32: thus the software is put in a condition
where it can be used with the functional restrictions
removed, and, in this form, is installed on to a storage device
such as a hard disk device.

With such a software sales system, it is possible to
determine the software item to be purchased after actually
ascertaining its contents: thus, the possibility that the pur-
chased software might be completely different from that
intended, as could happen if the purchase were made solely
on the basis of the details contained in a catalogue, can be
completely eliminated. Also, since the software on the CD
ROM is stored in a form which is not executable without
knowing special information, illicit installation can be pre-
vented.

Ilowever, once the software has been installed, it is an
extremely easy operation to copy this. Thus, the problem has
arisen of unscrupulous persons copying the software without
the consent of the software supplier. Various methods (so-
called protection methods) of preventing such illicit copying
are known but there is no way to prevent illicit copying by
a person possessing knowledge at the level of the BIOS
(basic input/output system). Whichcever mcthod is used, it
can do no more than make it more difficult to perform illicit
copying.

For this reason, software is sold in which the name of the
authorized user is displayed on start-up, with the object of
preventing illicit copying psychologically rather than physi-
cally. That is, the aim is to prevent illicit copying of software
by displaying the name of the authorized user of the software
when the illicitly copied sofltware is executed.

ITowever, even with such software, if the copying is
inclusive of the installation software that sets the user name,
when the software is run, it can be made to display the name
of the person who made the illicit copy: thus, sufficient
effectiveness in preventing illicit copying was not obtained.

SUMMARY OF THE INVENTION

An object of the present invention is to provide a licensee
notification system whose psychological effectiveness in
preventing illicit copying is very high.

A first licensee notification system according to the
present invention consists in a system for implementing a
software sales system in which software in non-executable
form is presented to a uvscr, and license information for
converting the software into executable form is informed to
the user on condition ol payment of a charge, and the
software is converted into executable form using this license
information.

The first licensee notification system is constituted of a
management center and user terminals; its subject is soft-
ware which includes instructions that command a terminal to
read user identification information in a license file and to
notify the user identification information to the user on
commencement of its operation.

The management center comprises a license information
gencrating unit that gencrates license information combin-
ing in integrated form user identification information that
specilies a user and conversion information [or converting

5 software to executable form.

The user terminal comprises a storage unit, a conversion
unit, and license file creating unit. In more detail, the storage
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unit is employed for storing the license file and software
converted to executable form. The license information,
which is generated by the license inlormation generaling
unil in the management center, is given o the conversion
unit. The conversion unit then converts the software to
executable form using the license information and installs it
in the storage unit. The license file creating unit creates the
license file which contains the user identification informa-
tion contained in the license information, and stores the
license file in the storage unit.

That is, in the first licensee notification system, software
is installed in the user terminal so that the user identification
information of the legitimate user is notified to the user on
its start-up, using the license information which is generated
in the management center and contains the user identifica-
lion information.

A sccond licensec notification system according to the
present invention is constituted of a management center and
user terminal; its subject is software which includes instruc-
tions that commands the user terminal to read user identi-
fication information 1n the prescribed location in the soft-
ware and to notify the user identification information to the
user on commencement of its operation.

The management center comprises a license information
generating unit that generates license information combin-
ing in integrated form user identification information iden-
tifying a user and conversion information for converting
softwarc into cxccutable form.

The user terminal comprises a storage unit, a conversion
unit and a soltware rewriting unit. Of these, the storage unit

is employed for storing the soltware after this has been ;

converted to executable form. The conversion unit converts
the software to executable condition using the license infor-
mation generated by the license information generating unit
in the management center, and then installs it in the storage
unit. The software rewriting unit rewrites the information of
the prescribed location of the software that has been
installed by the conversion unit with the user identification
information contained in the license information.

That is, in this sccond liccnsce notification system, instal-
lation is performed with the content of the software rewritten
such that the user identification information of the legitimate
user is notified on start-up, using the license information
which is gencrated in the management center and contains
the user identification information.

The third licensee notification system according to the
present invention has as its subject software that, on com-
mencement of operation, includes instructions commanding
the user terminal to read user identification information in a
license file and to notify the user identification information
to the user.

The management center in the third licensce notification
system comprises a license information generating unit that
generates license information consisting of an integral com-
bination of conversion information for converting the soft-
ware to executable form and user identification information
identifying a user.

The user terminal compriscs a storage unit for storing a
license file, a license file creating unit, and a software
execulion unit. The license file creating unil creales the
license file containing the license information generated by
the license information generating unit, and stores the
license file in the storing unit. The software execution unit,
when execution of the software is designated, converts the
software to executable form using the license information
stored in the license file and expands it into memory, and
commences operation in accordance with the expanded
software.
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‘That is, in the third licensee notification system, the
software, which is presented to the user in non-executable
form, is converted to executable form in accordance with the
license information containing the user identification infor-
mation every time execution is designated.

‘The fourth licensee notification system according to this
invention is constituted of management center and user
terminal. The subject of the system is software which judges
the legitimacy of user identification information on the basis
of signature information stored in a license file on com-
mencement of operation and, if the user identification infor-
mation is legitimate, commences proper operation after
notifying this user identification information to the user, and,
if the user identification information is not legitimate, ter-
minates operation.

The management center comprises a license information
generating unit that generates license information combin-
ing in integral form the user identification information
identifying the user and signature information whose content
is determined in accordance with the user identification
information.

The user terminal comprises a storage unit for storing the
license file and a license file crcating unit that crcates the
license file containing the user identification information
contained in the license information generated by the license
information generating unit and stores the license file in the
storagc unit.

That is, in the fourth licensce notification system, the
license information which is necessary for running the
software normally is generated on the basis ol the user
identification information in the management center and is
informed to the user terminal.

It may be noted that although in the first to the fourth
licensee notification system any means could be employed
for notification of the license information, if notification of
license information is performed using a communication
circuit, a system that is simple to operate can be formed.

Also, it is possible to employ information including the
name of the user as user identification information. It is also
possible to employ a unit that generates license information
including user identification information encoded with a
characteristic key ol the soltware. In this case, soltware is
presented to user which including instructions that command
the user terminal to notify to the user the result of decoding
the user identification information using the characteristic
key.

In the first to the third licensee notification systems, it is
also possible Lo make the soltware that is presented to the
user encoded, and to make the conversion information for
decoding the cncoded softwarc. Also, it is possible to
employ, in such a licensee notification system, license
information containing the user identification information in
a form that cannot be separated without special information.
Tor example, it is possible to employ information, as license
information, which is the result of encoding the conversion
information and user identification information, combined in
integrated manner.

Also, it is possible to make the first to third licensee
notification system a system whose subject is software that,
if the signature information stored in the license file does not
correspond to the user identification information, terminates
operation, and, as the license file creating unit, to employ a
unit that generates signature information whose content is
determined in accordance with the content of the user
identification information, and creates the license file con-
taining the signature information. In this case, it can be made
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more difficult to alter the user identification information that
is notified to the user on start-up of the software. Also, in the
case of such software, it is possible to employ as license
information generating unit a unit that generates license
information containing signature information whose con-
tents are determined in accordance with the contents of the
user identification information, and, as license file creating
unit, to employ a unit that creates the license file containing
signature information contained in the license information.

Also, it is possible to make the second licensee nolifica-
tion system a system whose subject is software that, if
signaturc information stored in the sccond predetermined
location does not correspond to user identification informa-
tion stored in a prescribed location, terminates its operation,
and, as software rewriting unit, to employ a unit that rewrites
the information of the prescribed location of the software
with the user identification information contained in the
license information and that rewrites the information at the
second prescribed location of the software with signature
information whose content is determined in accordance with
the user identification information. Also, in the case of such
software, it is possible to employ as license information
generating unit a unit that generates license information
containing signature information whose content is deter-
mined in accordance with the content of the user identifi-
cation information, and, as software rewriting unit, to
cmploy a unit that rewrites information of the prescribed
location with user identification information contained in the
license information and that rewrites the information at the

second prescribed location in the software by signature -

information contained in the license information.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a functional block diagram illustrating the layout
of a licensee notification system according to a first embodi-
ment of the present invention;

FIG. 2 is a diagram given in explanation of the content of
the user databasc provided in the management center com-
prised in the licensee notification system according to the
first embodiment;

FIG. 3 is a diagram illustrating the content of the software
databasc provided in the management center compriscd in
the licensee notification system according to the first
embodiment;

FIG. 4 is a diagram illustrating the content of a license file
provided in a user terminal comprised in the licensee noti-
fication system according to the first embodiment;

FIG. 5 is a diagram illustrating the structurc of softwarc
that is the subject of the licensee notification system accord-
ing to the first embodiment;

FIG. 6 is a [low chart illustrating the operaling sequence
of software that is the subject of the licensee notification
system according to the first embodiment;

FIG. 7 is a function block diagram illustrating the orga-
nization of a user terminal employed in the licensee notifi-
cation system according to a second embodiment;

FIG. 8 is a diagram illustrating the structure of software
that is the subject of the licensee notification system accord-
ing to the second embodiment;

FIG. 9 is a flow chart showing the operating sequence of
softwarc that is thc subject of the licensce notification
system according to the second embodiment; and

FIG. 10 is a functional block diagram showing the struc-
ture of the licensee notification system used in a prior art
locked software sales system.
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DESCRIPTION OF THE PREFERRED
EMBODIMENTS

The present invention is deseribed in detail below with
reference to the drawings.

First embodiment

FIG. 1 is a [unctional block diagram ol a licensee noti-
fication system according to a first embodiment of the
present invention. This licensce notification system is a
system where CD-ROMs storing a large number of software
items ol restricted function are sold cheaply, and soltware
sales are effected by selling the information needed to cancel
the function restrictions of the software in this CD-ROM.
Payment of the fee could be effected by for example
notification of the subscriber number of a cash card or
notification of a bank account withdrawal number or the
like.

As shown in the drawings, the licensee notification sys-
lem is conslituled by user terminals 11 and management
center 12 connected by means of a communication circuit.
Uscr terminals 11 and management center 12 may be
described as computers and commence operation as an
ensemble of the function blocks illustrated when prescribed
programs are run.

First of all, the operation of management center 12 will be
described.

Management center 12 is provided with two databases,
called user database (user DB) 13 and software database
(software DB) 14. As shown in FIG. 2, user DB 13 stores the
correspondence relationship between the user ID, which is
identification information given to users of this system by
the manager, and the user name, which is the identification
information ol the user as employed in ordinary societly. As
shown in FIG. 3, software DB 14 stores the correspondence
relationship between the contents ID, which is the identifi-
cation information of each software item supplied and stored
in the CD ROM, and the software decoding key, which is the
decoding information needed to decode this software item.

A link-up unit 15 in management center 12 generates
license information by combining the two data items: user
name and software decoding key. An encoding unit 16
generates a user’s individual key by encoding with key “Ks”
the user characteristic information (details to be explained
later) from user terminal 11. An encoding unit 17 generates
coded license information by encoding the license informa-
tion [rom link-up unit 15 using the user’s individual key
generated by encoding unit 16. In the present licensee
notification system, a DLS (data encryption standard) algo-
rithm is employed for encoding and decoding.

The various function blocks that are not in management
center 12 are arranged 1o operate synchronously when there
is a request from user terminal 11 for information for
removal of the function restrictions. Specifically, when
management center 12 receives a request for information for
removal ol [unction restrictions relating (o a sollware ilem
from user terminal 11, it transmits to user terminal 11 coded
license information containing the wscr’s namc and the
software decoding key needed to remove the functional
restrictions on the soltware item.

Next, the operation of user terminal 11 will be described.
When user terminal 11 runs the programs for communica-
tion and installation, it cxccutes the operation described
below.

A request transmission unit 18 in user terminal 11 trans-
mits to management center 12 information including the
user ID, contents ID, and user’s characteristic information.
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Request transmission unit 18 commences operation when
the keyboard (not shown) of user terminal 11 is operated in
accordance with a prescribed procedure that is predeter-
mined as the procedure for request of information for
removal of functional restrictions. This request procedure
includes keyboard input of the user ID and contents ID;
request transmission unit 18 transmits to management center
12 the keyboard input information and the user’s character-
istic information, which is constituted by the ID of the CPU
which is employed in user terminal 11.

As already explained, when a request for information for
removal of functional restrictions is received from user
terminal 11, management center 12 sends to user terminal 11
encoded license information. As a result, after request trans-
mission unit 18 has been operated, user terminal 11 receives
cncoded license information from management center 12.

As shown in the drawings, the encoded license informa-
tion is input to decoding unit 20 in user terminal 11.
Decoding unit 20 also inputs the user’s individual key,

which is generated by encoding unit 19 using the user’s 2

characteristic information and “Ks”. Using this user’s indi-
vidual key, decoding unit 20 decodes the encoded license
information from center terminal 12. The license
information, which is the result of this decoding, is input to
separating unit 21, which is a unit that performs reverse
processing against link-up unit 15 in management center 12.
Separating unit 21 separates and extracts the software
decoding key and user name from the license information,
and respectively supplies the extracted software decoding

key and user name to installation unit 22 and license file -

compilation unit 23.

Lostallation unit 22, using the software decoding key from
separating unit 21, removes the functional restrictions on the
specific software item (details to be described later) in
accordance with the contents ID transmitted by request
transmission unit 18. License (ile compilation unit 23 com-
piles a license file 24 using the user name and contents ID
from scparating unit 21.

FIG. 4 shows diagrammatically the contents of license file
24. As shown in the drawing, license file 24 stores infor-
mation consisting of contents ID and user name, and signa-
ture information, which is information encoded using a
signature key.

Further detailed description of the operation of installa-
tion unit 22 and the operation of the software installed by
installation unit 22 is given below using FIG. 5 and FIG. 6.
Of these Figures, FIG. 5 is a view showing diagrammatically
the structure of software that is the subject of the present

licensee notification system and FIG. 6 is a flow chart

showing the operating sequence of the CPU in the user
terminal when the software that is the subject of the present
licensee notification system is actuated.

As shown in FIG. §, the software that is the subject of the
present system includes a license display routine 25 and
main program 26. In the main program there are defined the
operating procedures relating to the proper functions of this
software; in license display routine 25, there is defined the
content to be executed prior to execution of main program
26.

When this software is actuated, as shown in I'IG. 6, the
CPU, first of all, by checking the contents 1D in the license
file, decides whether or not data corresponding to the
software that is being actuated is present in the license file
(step S101). Then, if the corresponding data exists (step
$101:Y), the CPU performs a check of the legitimacy of the
corresponding data (step 102). In this step, the CPU encodes
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the information consisting of contents ID and user name
stored in the license file using the signature key that is set as
data in license display routine 25, and il the result of this
encoding agrees with the signature information, decides that
the data is legitimate.

If it is legitimate (step S102:0K), the CPU displays the
user name which is read from the license file (step $103),
and commences operation in accordance with the main
program (step S104).

Also, if the corresponding data is not present in the license
file (step S101:N) or if the content of the license file is found
to be not legitimate (step S102:NG), i.e. if the content of the
license file is found to be different from the result of the
compilation performed by license file compilation unit 23,
the CPU terminates operation without displaying the user
name or executing the main program.

As described above, with the licensee notification system
according to the first embodiment, in the user terminal,
installation of the software is performed such that the user
name 1s displayed on start-up, using the encoded license
information supplied from the management center. Also, the
installed software is executed only when the legitimacy of
the license file is verificd. As a result, with this liccnsce
notification system, even if the software and license file are
copied illicitly after being installed, it is difficult to change
the user name appearing on start-up of the software. The
person who has made the illicit copy has no altcrnative but
to use the software with the name of another person being
displayed. As a result, illicit copying ol the sollware can be
prevented if the present licensee notification system is
cmploycd.

Tt should be noted that the licensee notification system of
the first embodiment could be modified in various ways.

It would for example be possible to constitute the system
such that notification of the contents ID cte to the manage-
ment center and notification of the encoded license infor-
mation to the user terminal were performed by another
information transmission unit, such as the post. In this case,
the user terminal is constituted such that installation is
effected using encoded license information input from the
keyboard. It is also possible to conslitute the system such
that the license information is notified in un-encoded form.

Tuis also possible Lo arrange that the signature information
is generated at the management center end, and encoded
license information containing this signaturc information is
notified to the user terminal.

It is also possible to constitutc the system such that,
instead of the user name and signature information, infor-
mation representing the user name in encoded [orm is stored
in the license file, and, when the installed software is
cxceuted, the information in the license file is decoded by
the software and displayed.

It would also be possiblc to arrange that the softwarc was
converted into executable condition not on installation of the
soltware but rather every time execution of the soltware was
specified, the software then being expanded in the memory
and opcration commenced in accordance with the softwarc
now in the memory.

Also, the medium whereby the software is supplied is not
restricted to CD-ROM; a supply mode could be adopted in
which the soltware was stored on another recording medium
such as a floppy disk, or downloaded through a communi-
cation circuit.

Second embodiment

A licensee notification system according to a second
embodiment of the present invention is described below
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with reference to FI1G. 7 thru F1G. 9. Of these Figures, FIG.
7 is a functional block diagram illustrating the layout of a
user terminal wherein a licensee notification system accord-
ing to the second embodiment is provided. FIG. 8 is a
diagram illustrating the structure of software that is the
subject of this licensee notification system. FIG. 9 is a flow
chart showing the operating procedure of the CPU when the
software that is the subject of the present licensee notifica-
tion system is executed.

In the licensee notification system according to the second
embodiment, a management center of the same construction
as management center 12 in the first embodiment is
employed. Also, as can be seen from the functional block
diagram shown in FIG. 7, the difference of the action of the
user terminal 11 is slight, so the description will be confined
to the parts of which the details of opcration differ with
respect to the licensee notification system of the first
embodiment.

As shown in FIG. 7, in user terminal 11 according to the

second embodiment, the software decoding key and user 2

name that are separated by separating unit 21 are both input
to the installation unit 29. Installation unit 29 effects instal-
lation by decoding the software in the CD ROM using, the
software decoding key, and generates the user name in
encoded form by encoding the user name. Thus, installation
unit 29, as shown diagrammatically in FIG. 8, writes the
encoded user name 27 that is thus generated in a prescribed
location of license display routine 25.

As shown in FIG. 9, when the software that is the subject
of the licensee notification system of the second embodi-
ment is started up, the encoded user name that was written
in the prescribed location in license display routine 25 is
read and decoded (step S201). Then, after display of the
decoded user name has been performed (step S$202), main
program 27 is executed (step S203).

That is, with this licensee notification system, the user
name that is displayed on start-up of the sottware is set by
directly rewriting the content of the software.

Even with the licensee notification system of this second
embodiment, enabling of the software such that the user’s
name is displayed on start-up is effected independently of
keyboard input from the uscr terminal, so it is not possible
to alter the user name that is displayed by the software
simply by making an illicit copy of the installation software.
Also, the installed software is executed only when the
legitimacy of the license file has been verified.
Consequently, with this licensee notification system, even if
the installed software is illicitly copied, it is difficult to alter

the user name that is displaycd on start-up, so the person s

who has made the illicit copy has no alternative but to use
the soltware with another person’s name displayed. Thus,
use of this licensee notification system can psychologically
prevent illicit copying.

It should be noted that with this licensee notification
system according to the second embodiment, various modi-
fications are possible just as in the case of the licensee
notification system according to the first embodiment.

['or example, it would be possible to constitute a system
such that the notification of the contents ID etc to the
management center and the notification of the encoded
license information to the user terminal were performed by
another information transmission unit such as the post. And
it is also possible (o constlitute a system such that license
information is notified in un-encoded form.

Also, it is possible to constitute a system such that the
software in question is made software wherein operation is

1
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stopped if signature information stored in a second pre-
scribed location of the software does not correspond to user
identification information stored in a first prescribed location
and to arrange that the installation unit 29 writes the user
name to the first prescribed location in the software and
writes the signature information, consisting of this user
name in encoded form, to the second prescribed location.

‘What is claimed is:

1. A licensee notification system for use in a software
sales system in which software in non-executable form is
presented to a uscr, and license information for converting
the software into executable form is transmitted to the user
on condition of payment of a charge, said licensee notifica-
tion system comprising:

a management center that stores and maintains license
information combining, in integrated form, conversion
information for converting software to executable form
and user identification information specifying the user;
and
a user terminal including:

a slorage;

a converter that converts the software in non-
cxccutable form into cxccutable form using the
license information maintained by said manage-
ment center and installs the soltware in execulable
form into said storage; and

a license file creator that creates a license file con-
taining the user identification information along
with signature information created based on the
user information and stores the license file in said
storagc, and

wherein the software includes instructions that command
the user terminal (o read user identification information
in the license file and to notify the user identification
information to the uscr on commencement of its opera-
tion and commands the user terminal to terminate
operation il the signature information in the license [ile
does not correspond to the user identification informa-
tion in the license file.

2. A licensee notification system for use in a software
sales system in which software in non-gxecutable [orm is
presented to a user, and license information for converting
the software in non-executable form to executable form is
informed to the user on condition of payment of a charge,
said licensee notification system comprising:

a management center that stores and manages license
information combining, in integrated form, conversion
information for converting software to executable form
and user identilication information specilying a valid
user; and

a user terminal including:

a storage;

a converter that converts the software in non-
executable form into executable form using the
license information maintained by said management
center and installs the software in executable form in
said storage; and

software rewriting means for rewriting the license
information and user information in a prescribed
location of the software and for rewriting signature
information, determined in accordance with the user
identification information, in a second location in the
software; and

wherein the software includes instructions that commands
the user terminal to read user identification information
from the prescribed location in the software and to
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notify the user identification information to the user on
commencement of the software operation along with
instructions that command the user terminal to termi-
nate operation il the signature information stored in the
second prescribed location does not correspond to the
user identification information stored in the prescribed
location.

3. A licensee notification system for use in a software
sales system in which software in non-executable form is
presented Lo a user, and license inlormation [or converting
the software in non-executable form to executable form is
transmitted to the user on condition of payment of a charge,
said licensee notification system comprising:

a management center that stores and manages license
information combining, in integrated form conversion,
information for converting software to executable form
and user identification information specifying the user;
and
a user terminal including:

a storage;

a license file creator for creating a license file
containing the user identification information
and signature information created based on the
conlent of the user identification information,
and that stores the license file in said storage;
and

software execution means for converting, when
execution of the software is designated, the
software into executable form using the license

information in the license file and expanding -

the software in executable form into memory
and executing operation in accordance with the
software in the memory; and

wherein the software includes instructions that commands

the user terminal to read user identification information
in the license file and to notify the user identification
information to a user on commencement of its opera-
tion and commands the user terminal to terminate
operation if the signature information in the license file
does not correspond to the user identification informa-
tion in the license file.

4. A licensee notification system for use in a software
sales system in which softwarc that refers to license infor-
mation is presented to a user, and the license information
about the sofltware is informed (o the user on condition of
payment of a charge, said licensee notification system com-
prising:

a management center that stores and maintains license

information combining, in integrated form, user iden-

tification information specifying the user and signature 3

information whose content is determined in accordance
with the user identification information; and
a uscr terminal including;
a storage; and
license [ile creating means for creating the license
file containing the license information maintained
by said managcmcent ccnter and that stores the
license file in the storage; and
wherein the soltware includes instructions that com-
mand the user terminal to judge the legitimacy of
the user identification information in the license
file using the signature information in the license
file on commencement of operation of the soft-
ware and, if the user identification information is
legitimate, to commence proper operation of the
software after notitying the user identification
information to the user, but, if the user identifica-

=)
U

40

[
@

65

12

tion information is not legitimate, to stop the

operation of the software.

5. A licensee notification system according to claim 1,
wherein the software includes instructions that command the
user terminal to display the user identification information
on a display of the user terminal.

6. A licensee notification system according to claim 1,
wherein the user terminal further comprises:

transmitting means for transmitting a request signal which
requests license information Lo the management center
through a communication circuit; and

said management center, when the request signal is
received from the user terminal, generates license
information and transmits the license information to the
user terminal through the communication circuit.

7. A licensce notification system according to claim 1,
wherein the user identification information includes the
name of the user.

8. A licensee notification system according to claim 1,
wherein the license information includes uscr identification
information encoded with a characteristic key of the soft-
ware; and

the software includes instructions that command the user
terminal to inform to the user the result of decoding the
user identification information using the characteristic
key.

9. A licensee notification system according to claim 1,
wherein the software is presented to the user in encoded
form, and the conversion information is information for
decoding the software.

10. A licensee notification system according to claim 1,
wherein the license information contains the user identifi-
cation information in a form that is incapable of being
separated without special information.

11. A licensee notification system according to claim 1,
wherein the license information is the result of encoding the
conversion information and user identification information,
combined in integrated manner.

12. A Ticensee notification system for use in a software
sales system in which software in non-executable form is
presented to a user, and license information for converting
the software into executable form is transmitted to the user
on condition of payment of a charge, said licensee notifica-
tion system comprising;

a management center that stores and maintains license
information combining, in integrated form, conversion
information for converting software to executable
form, user identification information specifying the
user and sipnature information whose content is deter-
mined in accordance with the content of the user
identification information; and
a user terminal including:

a storage,

a converter that converts the software in non-
executable form into executable form using the
license information maintained by said man-
agement center and installs the software in
executable form into said storage; and

a license file creator that creates a license file
containing the user identification information
and signature information contained in the
license information and stores the license file
in said storage, and

wherein the software includes instructions that command
the user terminal to read user identification information
in the license file and to notify the user identification

DISH-Blue Spike 842
Exhibit 1005, Page 0268



5,935,243

13

information to the user on commencement of its opera-

tion along with instructions that command the user

terminal to terminate operation if the signature infor-
mation in the license file does not correspond to the
user identification information in the license file.

13. A licensee notification system for use in a software
sales system in which software in non-executable form is
presented to a user, and license information for converting
the software in non-executable form to executable form is
informed to the user on condition of payment of a charge,
said licensce notification systcm comprising:

a management center that storcs and manages licensc
information combining, in integrated form, conversion
information for converting software to executable
form, user identification information specifying a valid
user and signature information determined in accor-
dance with the content of the user identification infor-
mation; and

a user terminal including
a storage;

a converter that converts the software in non-
executable form into executable form using the
license information maintained by said management
center and installs the software in executable form in
said storage; and

software rewriting means for rewriting the license
information in a prescribed location of the software
installed by said converter with the user identifica-
tion information contained in the license information

and rewriting the signature information in a second -

prescribed location in the softwarc; and
wherein the software includes instructions that commands
the user terminal to read user identification information
in the prescribed location in the software and to notify
the user identification information to the user on com-
mencement of the software operation along with
instructions that command the user terminal to termi-
nate operation if the signature information stored in the
second prescribed location does not correspond to the
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user identification information that is stored at the

prescribed location.

14. A licensee notification system for use in a software
sales system in which software in non-executable form is
presented to a user, and license information for converting
the software in non-executable form to executable form is

14

transmitted to the user on condition of payment of a charge,
said licensee notification system comprising:

a management center that stores and manages license
information combining, in integrated form conversion,
information for converting software to executable
form, user identification information specilying the
uscr and signaturc information dctcrmincd in accor-
dance with the content of the user identification infor-
mation; and
a user lerminal including:

a storagg;

license file creator for creating a license file
containing the user identification information
and signature information contained in the
license information maintained by said man-
agement center, and that stores the license file
in said storing; and

software execution means for converting, when
execution of the software is designated, the
software into executable form using the license
information in the license file and expanding
the software in executable form into memory
and executing operation in accordance with the
software in the memory; and

wherein the software includes instructions that commands
the user terminal to read user identification information
in the license file, notify the user identification infor-
mation to a user on commencement of its operation and
command the user terminal to terminate operation if the
signature information in the license file does not cor-
respond o the user identification information in the
license file;

wherein said license information containing signature
information whose content is determined in accordance
with the content of the user identification information;

said license file creator creates the license file containing
the signature information contained in the license infor-
mation; and

the software includes instructions that command the user
terminal to terminate operation if the sipnature infor-
mation in the license file does not correspond to the
user identification information in the license file.
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I, Claudio T. Silva, declare as follows:

L. Introduction

1. I have been retained by Juniper Networks. Inc. as an independent expert consultant.
Although I am being compensated at my usual rate for the time I spend on this matter, no part of
my compensation depends on the outcome of this proceeding, and I have no interest in the
outcome of this proceeding.

2. I have been asked to consider whether claims 11-14 of U.S. Patent No. 9,104,842 (“the
842 Patent™) are valid in view of certain prior art discussed below. As I explain in more detail
below, in my opinion, claims 11-14 are invalid in view of the prior art discussed in this
declaration.

1I. Qualifications

3. I am a Professor of Computer Science and Engineering and Data Science at New York
University. Prior to my work in academia, I worked in industry for six years in the area of
computer graphics and visualization. I received a Bachelor of Science in Mathematics from the
Federal University of Ceara in Brazil, and a Ph.D. from State University of New York at Stony
Brook in Computer Science. My curriculum vitae, which includes a more detailed account of my
background, experience, and publications, is attached hereto (Ex. 9).

4. From July 1998 until July 2000, I served as an adjunct assistant professor in the
Department of Applied Mathematics and Statistics at SUNY Stony Brook. From September
2002 until April 2006 [ was an associate professor in the Department of Computer Science &
Engineering at Oregon Health & Science University. From October 2003 until June 2011, I was
a faculty member at the Scientific Computing and Imaging Institute at the University of Utah.
From January 2008 until May 2009, I served as Associate Director at the University of Utah’s

Scientific Computing and Imaging (SCI) Institute. I also served as an Associate Professor of

3
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Computer Science from October 2003 until June 2010, and a Professor of Computer Science
from July 2010 until June 2011 at the University of Utah. I am currently a Professor of Computer
Science and Engineering at NYU’s Tandon School of Engineering, a position I have held since
July 2011 (when the school was called Polytechnic Institute of NYU). I also serve as a faculty
member to a number of organizations within NYU, including the Center for Urban Science and
Progress, the Center for Data Science, and Courant’s Department of Computer Science.

5. Between 1998 and 2002, I worked in industry at the IBM T. J. Watson Research Center
and AT&T Labs—Research. At both places, I worked on 3D data acquisition, modeling, and
rendering techniques. As part of my activities at IBM, I was part of the MPEG—4 3D Model
Coding (3DMC) standardization committee.

6. In 2011, I co—founded Modelo, Inc., a company that creates custom advanced 3-D
modeling solutions for its clients.

7. I have published over 250 technical articles, most at highly competitive refereed
conferences and rigorously reviewed journals. I currently serve as chair of the executive
committee for the [IEEE Computer Society Technical Committee on Visualization and Graphics.
I also hold 12 U.S. patents. My publications have received awards from organizations and
programs such as the IEEE Shape Modeling International, IEEE Visualization, EuroVis (a
conference co—sponsored by Eurographics and the IEEE Visualization and Graphics Technical
Committee), and Eurographics (the European Association for Computer Graphics).

8. My research has been funded by the National Science Foundation, the Department of
Energy, the National Aeronautics and Space Administration, the National Institutes of Health,
the Alfred P. Sloan Foundation, the Gordon and Betty Moore Foundation, Defense Advanced

Research Projects Agency, AT&T, IBM, and MLB Advanced Media.
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9. Regarding the subject matter of the *842 Patent relating to encoding and decoding license
information into software applications, I have been an editor on several journals relating to
digital encoding, such as Computer Graphics Forum, Computer and Graphics, IEEE Transactions
on Visualization and Computer Graphics. [ have been co-chair at several symposiums on digital
encoding, such as the IEEE/SIGGRAPH Symposium on Volume Visualization and Graphics and
the IEEE Parallel & Large-Data Visualization & Graphics Symposium. I have won several
awards, such as Best Paper Award at the 2011 ACM Eurographics Symposium on Parallel
Graphics and Visualization. I have been a member of program committees relating to digital
encoding, such as the Pacific Graphics and Eurographics. I have also helped develop techniques,
codes, and tools to enable new forms of encoding and decoding data with the MPEG-4 3D
Model Coding (3DMC) standardization committee. Furthermore, [ was the founding director of
Graphics and Visualization Track at University of Utah’s School of Computing. Lastly, I have
done research on the subject of digital encoding.
10. With regard to these research projects, I have published several papers, including this
small sample (please see my CV for many more):
¢ “Parallel Volume Rendering of Irregular Grids,” Ph.D. thesis, State University of
New York at Stony Brook (1996),
o “A Unified Infrastructure for Parallel Out-Of-Core Isosurface and Volume
Rendering of Unstructured Grids,” Y.-J. Chiang, R. Farias, C. Silva, and B. Wei,
IEEE Parallel & Large-Data Visualization & Graphics Symposium, pages 59-66

(2001);
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“Out-Of-Core Sort-First Parallel Rendering for Cluster-Based Tiled Displays,” W.
Corréa, J. Klosowski, and C. Silva, Parallel Computing, Vol 29, pages 325-338
(2003);

Image-Space Acceleration for Direct Volume Rendering of Unstructured Grids
using Joint Bilateral Upsampling, S. P. Callahan and C. Silva, Journal of
Graphics, GPU, & Game Tools, 14(1): page 115 (2009);

Hardware Accelerated Simulated Radiography, D. Laney, S. Callahan, N. Max, C.
Silva, S. Langer, and R. Frank. IEEE Visualization 2005, pages 343-350 (2005);
“Multi-Fragment Effects on the GPU Using the k—Buffer,” L. Bavoil, S.P.
Callahan, A. Lefohn, J.1..D. Comba, and C. Silva, ACM SIGGRAPH Symposium
on Interactive 3D Graphics and Games, pages 97-104 (2007);,
“Hardware—Assisted Visibility Sorting for Unstructured Volume Rendering,” S.
Callahan, M. Ikits, J. Comba, and C. Silva, IEEE Transactions on Visualization
and Computer Graphics, 11(3):285-295 (2005),

iWalk: Interactive Out—-Of—Core Rendering of Large Models, W. Correa, J.
Klosowski, and C. Silva, Technical Report TR-653-02, Princeton University
(2002),

“Efficient Conservative Visibility Culling Using The Prioritized—Layered
Projection Algorithm,” J. Klosowski and C. Silva, 7(4):365-379, IEEE
Transactions on Visualization and Computer Graphics (2001); and

“Efficient Compression of Non—Manifold Polygonal Meshes,” A. Gueziec, F.
Bossen, G. Taubin, and C. Silva, 14(1-3):137-166, Computational Geometry:

Theory and Applications (1999).
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11. I have also taught graduate and undergraduate courses with a strong focus on digital

encoding, courses which also cover topics related to cryptography and watermarking,

IIL

Documents and Information Considered

12. I have reviewed the "842 Patent, including the claims of the patent in view of the

specification, and I have reviewed the 842 Patent’s prosecution history. In addition, I have

reviewed the following documents:

Iv.

U.S. Patent No. 5,933,497 (“Beetcher™);

Japanese Patent Application Publication No. H05334072 (“Beetcher '072);
English Translation of Beetcher *072;

U.S. Patent No. 5,935,243 (“Hasebe™),

PCT Application Publication No. WO 97/26732 (“Cooperman’); and

Plaintiff Blue Spike LLC’s Proposed Terms for Construction, Pursuant to Patent
Rule (P.R.) 4-2 in Blue Spike, LLC v. Juniper Networks, Inc., Case No. 6:17-cv-16-
KNM (E.D. Tex.)

Summary of Opinions

13. In my opinion, claims 11, 12, 13, and 14 of the "842 Patent are anticipated by the prior

art. As I explain in more detail throughout this declaration, Beetcher anticipates every element of

claims 11-14. Moreover, Beetcher 072 anticipates every element of claims 11-14. And as I

further explain in this declaration, Cooperman anticipates every element of claims 11-14.

Additionally, as I further explain in this declaration, Hasebe anticipates every element of claims

11-14. Therefore, claims 11-14 are invalid as anticipated by the prior art.
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V. Understanding of the Law
14. Counsel has advised me of the legal concepts, summarized below, that are relevant to

reexamination proceedings. I have applied those concepts in rendering my opinions in this

declaration.
A. Claim Construction
15. I understand that during a reexamination of an unexpired patent, claim terms are accorded

their broadest reasonable interpretation in light of the specification to a person of ordinary skill
in the art at the time the invention was made. Counsel has advised me that the broadest
reasonable interpretation must be consistent with the specification, and that claim language
should be read in light of the specification and teachings in the underlying patent.

B. Anticipation under 35 U.S.C. § 102

16. I understand that anticipation of a claim requires that every element of a claim be
disclosed expressly or inherently in a single prior art reference, and arranged in the prior art
reference as arranged in the claim. A single prior art reference inherently discloses a claim
feature if that feature is necessarily present, or inherent, in the reference.

VI Person of Ordinary Skill in the Art

17. I understand that I must analyze and apply the prior art from the perspective of a person
having ordinary skill in the art as of March 24, 1998, which I understand is the patent’s earliest
possible priority date. When forming my opinions, I analyzed and applied the prior art from the
perspective of a skilled artisan as of March 24, 1998.

18. It is my opinion that in March 24, 1998, a person of ordinary skill in the art in digital
encoding would have been a person with a computer science degree, or closely related field, and
2 years of experience in the field of data encoding and/or digital watermarking. I recognize that a
person of ordinary skill in the art could have less education and more industry experience, or

8
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vice versa, and still meet the definition of a person of ordinary skill in the art. My opinion is
based on my personal knowledge and experience working with persons of ordinary skill in the
art in the 1998 timeframe.

19. In March 1998, I had a Ph.D. in computer science and had several years of practical
experience both in industry and academia (including M.S. and Ph.D.). As of the year 1998, I was
teaching and working with individuals who met the above criteria for persons of ordinary skill in
the art. In particular, I have taught and worked with distinct groups of graduate students, and
even back in 1998 I had advised a number of MS students on various projects. One group entered
the graduate program with B.S. degrees in CS/CE/EE and several years of industry training.
Finally, I have worked with and taught advanced Ph.D. students that had at least two years of
post—BS experience and knowledge gained while in the graduate program. During my time in
industry, many of my colleagues possessed at least a B.S. in the relevant fields and had several
years of work experience.

20. These students and colleagues all possessed basic knowledge regarding the design and
development of digital encoding and/or watermarking technologies. Further, many of these
students ultimately found employment at companies that had an expressed interest in and need
for skills relating to these technologies, further corroborating that these were ordinarily skilled
artisans.

21. Thus, I am familiar with the understanding and knowledge of persons of ordinary skill in
the art as of March 24, 1998, and was at least as qualified as the POSITA that I have identified
above. Thus, I understand the perspective of a POSITA, which I have applied in my analysis. My
opinions would be the same, however, even if the level of ordinary skill varied by some time or

varied somewhat with respect to subject matter.
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VII. Claim Construction

A. “encoding algorithm” (claims 12-14)
22. The term “encoding algorithm™ should be given its broadest reasonable interpretation
consistent with the specification of “a process or set of instructions for encoding data.” The *842
specification includes several examples of encoding algorithms illustrating that these functions
are processes or sets of instructions for encoding data to generate license keys. In one instance,
the specification states that “any authenticating function can be combined, such as Digital
Signature Standard (DSS) or Secure Hash Algorithm (SHA)” to generate an encoded key.! In
another, the specification states:

A block cipher, such as a Data Encryption Standard (DES) algorithm, in

combination with a sufficiently random seed value, such as one created using a

Message Digest 5 (MD3) algorithm, emulates a cryptographically secure random
bit generator.’

A POSITA would have interpreted these examples as processes or sets of instructions for
encoding data.

23. This 1s also consistent with how a POSITA would have understood an “encoding
algorithm.” An algorithm, whether for encoding or some other function, is a process or set of
instructions for performing a task. An encoding algorithm is thus a process or set of instruction
for encoding data.

24, Therefore, the term “encoding algorithm™ should be interpreted as “a process or set of

instruction for encoding data.”

1>842 Patent at 8:5-9, 21-23.
2°842 Patent at 8:12-16.
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B. “code resource” (claims 12-14)

25. Based on my review of the *842 patent and its prosecution history, the meaning of term
“code resource” is unclear to a POSITA. Yet, I understand that a requester for an ex parte
reexamination may not challenge a claim based on indefiniteness of a claim term.

26. The *842 Patent states that sub-objects and a memory scheduler, as well as simply data,
are examples of code resources.? But the “842 Patent provides no objective boundaries on what
resources in software code would qualify as “code resources,” which would have left a POSITA
uncertain as to the meaning of the term and the scope of the claims.

27. I understand that, in the litigation involving the "842 Patent, Patent Owner proposes that
this term should have its “plain and ordinary meaning.” For the purposes of analyzing the term
and the prior art, | use Patent Owner’s proposed interpretation for this term.

C. “software code interrelationships” (claims 14)

28. Based on my review of the 842 patent and its prosecution history, the meaning of term
“software code interrelationships™ is also unclear to a POSITA. As previously explained, I
understand that a requester for an ex parfe reexamination may not challenge a claim based on
indefiniteness of a claim term.

29. As an expert with more than 27 years of relevant experience, I have never encountered
this term outside of the *842 Patent. I therefore looked to the "842 Patent for guidance on the
meaning of the term.

30. The term “software code interrelationship™ does not appear in the specification nor is
there any meaningful discussion regarding interrelationships between code resources. I also

looked to the "842 Patent’s prosecution history for guidance as to the meaning of this term.

37842 Patent at 11:55-65, 15:36-42.
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During the prosecution, Patent Owner stated an “interrelationship™ is “the way in which two or
more things affect each other because they are related in some way.” But this statement provides
little guidance to a POSITA as to the objective boundaries as what constitutes “software code
interrelationships.” This would have left a POSITA uncertain as to the meaning of the term and
the scope of the claims.

31. I understand that, in the litigation involving the *842 Patent, Patent Owner proposes that
this term should have its “plain and ordinary meaning.” For the purposes of analyzing the term
and the prior art, [ use Patent Owner’s proposed interpretation for this term.

VIII. Claims 11, 12, 13, and 14 are Anticipated in View of the Prior Art.

A. Claims 11, 12, 13, and 14 are Anticipated by Beetcher.

1. Beetcher Anticipates Independent Claim 11.
aj Claim 11’s Preamble

32. The preamble of claim 11 reads: “A method for licensed software use, the method
comprising.”
33. I understand that a claim’s preamble generally does not limit the scope of the claim under
the broadest reasonable interpretation applied during reexamination. Still, Beetcher discloses
claim 11°s preamble.
34. Specifically, Beetcher teaches a method of controlling access to licensed software using
an encrypted entitlement key.® Beetcher summarizes its invention as:

Software is distributed according to the present invention without entitlement to

run. A separately distributed encrypted entitlement key enables execution of the
Software. The key includes the serial number of the machine for which the Software

4 *842 Prosecution History at 518.
* Beetcher at Abstract, 4:3-13, 4:39-44, 10:48-11:3; see also Beetcher at 1:7-11, 1:54-57, 3:54-62.
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1g:licensed, together with a plurality-of- entitlement bits indicating which Software
‘miodules are entitled to run on the frachine ®

35, Beetcher' s Figure 10, as provided below, depicts the use of an entitled version of

software based on the customer’ s license:

36, AsIdetail below, Beetcher teaches the remaining steps that cornprise the method

¢ Beetcher at4:3-9.
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b) Element 11.1
37. The first element of claim 11 reads: “loading a software product on a computer, said
computer comprising a processor, memory, an input, and an output, so that said computer is
programmed to execute said software product.” I refer to this as Element 11.1 throughout this
declaration.
38. Beetcher discloses element 11.1. Specifically, Beetcher’s system includes a customer
computer 101 including a CPU 102, memory 104, and storage devices 106-108.7 This customer
computer 101 also includes a media reader 110 (i.e., an input) and an operator console 109 (i.e.,
an output).® As illustrated in annotated Figure 1, Beetcher discloses a computer having software

product 112 loaded for execution (dashed perimeter):

’ Beetcher at 5:14-21, Fig. 1.
8 Beetcher at 5:25-32, 6:7-15, Fig. 1.

14

DISH-Blue Spike 842
Exhibit 1005, Page 0285



i, %
b

s,

NN RN

G R

SRR

G B

s

‘\N\m\\

s

g

it rersitieeeess!

%

sy
2
‘o

39 Beetcherexp 1a1ns that the cistorner 1oads the med1a such as-an optical dislk, containing a
software product onto the computer to execute the software product:

[Bloftware media 112 cormprise-one or more optical readfonl Iy disks, and unit 110
15 an optical disk reader, it being understood that electronic distr ibution or other

~distribution media could be used. Upon receipt of softwaremedia 112, the customer
will typically load the desired software modules from unit 110 into system 101, and.
store the software modules on storage devices 106-1087

40 Thus, each limitation of element 11.1 is disclosed by Beetcher.

? Beetcher at 6:7-15; see also Beetcher at Abstract, 3:48-50, 9:51-55, Fig 1, claim 6,

15
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c) Element 11.2

41. The second element of claim 11 reads: “said software product outputting a prompt for
input of license information.” I refer to this as Element 11.2 throughout this declaration for
convenience.
42. Beetcher discloses element 11.2. Beetcher explains that its software product includes a
user interface routine for the customer to input a license key into the computer before the product
can be used.!® As an example, Beetcher explains that the software product prompts the user to
input license information:
This operation system support at virtual machine level 404 contains two user
interface routines needed to support input of the entitlement key. General input
routine 441 is used to handle input during normal operations. In addition, special
install input routine 440 is required to input the key during initial installation
of the operating system. This is required because that part of the operating system
above machine interface level 405 is treated for purposes of this invention as any
other program product; it will have a product number and its object code will be

infected with entitlement verification triggers.!!

Beetcher illustrates an unencrypted version of this license information in Figure 2, provided

below:

10 Beetcher at 7:66-8:8; see also Beetcher at 3:25-28.
! Beetcher at 7:66-8:8.
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43.  Beetcher goes on to explain that the software’s “install input routine 440 interacts with
the operator to receive the input™ of the customer’s license information during the software’s
initial installation.'> And as I explain with respect to element 11.1, the customer’s computer
includes an operator console 109 shown with a monitor and keyboard that “can receive input
from an eperator.”'®
44. Thus, each limitation of element 11.2 is disclosed by Bccfchcr.

d) Element 11.3
45.  The third element of claim 11 reads: “said software product using license information
entered via said input in response to said prompt in a routine designed to decode a first license
code encoded in said software product.” I refer to this as Flement 11.3 throughout this

declaration for convenience.

2 Beetcher at 9:51-55; se¢ also Beetcherat Fig. 4 (reference number 440), claim 6.
13 Beetcher at 3:25-28, Fig. 1.

17

DISH-Blue Spike 842
Exhibit 1005, Page 0288



46. Beetcher discloses element 11.3. Beetcher explains that, afier inserting the software’s
disk 112, the operator console prompts the customer to enter a license key.!? Beetcher teaches
that the customer enters entitlement key 111, i.e., license information, in response to the prompt
initiated by install input routine 440.!> After entering that key, Beetcher discloses that the
customer’s computer uses a decode key to initiate unlock routine 430 to decode the license code
encoded in the software product.'® Beetcher’s Figures 4 and 9a, provided below, show the
software using the key (i.e., license information) entered by the customer to decode a first license
code encoded in the software product. For instance, annotated Figure 4 shows that the install
input routine 440 starts unlock routine 430 once the customer inputs key 111 into the computer.!’
And “[u]nlock routine 430 uses the unique machine key to decode[] entitlement key 111~

(dashed perimeter):'®

1 Beetcher at 6:11-19, 7:66-8:8, Figs. 1, 9a.

15 Beetcher at 7:66-8:8; see also Beetcher at 9:51-55, Figs. 1, 4, claim 6.

16 Beetcher at 7:39-42, 9:49-60; see also Beetcher at 6:66-7:5, 8:60-62 Figs. 4, 9a.
7 Beetcher at 8:3-13, 9:52-60.

18 Beetcher at 7:39-42; see also Beetcher at 8:62-62; 10:27-36.

18

DISH-Blue Spike 842
Exhibit 1005, Page 0289



SR S— iii&
- B <A ER
g et
F e, o
SR E O

N S -
g B
gaw
FRPGY

TR R
&

R

RS
&

{8a8y

B A

[

NN SN NN NN ONNNRNSS R NN \V&\\\“\\W A »\\\\\\h%«\'\\&b‘ NN

HADMMARY | DERIML MOMRRN g R — fRa
it

47, Beetcher details that unlock routine 430 “handles the decoding process,” illustrated in
Figure 94’ s steps 902-909 “Unlock routine 430 canses get machine key function 420 to retrieve.
the machine serial nurnber and generate the machine key at 902. Unlock routine 430 then uses
the machine key to decode the entitlemnent key 111 at step 90371

48 Theunencrypted entitlemnent key includes, among otherthings, version field 202

specifying the user’s entitled version level as well as product entitlernent flags field 205

12 Beetcher at 9:57-60.
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specifying which product number to which the user is entitled.”” Beetcher iil’us_tra‘tes‘ an

unencrypted version of this license information in Figure 2, provided below:

FKTI?LEHEM XY
. “+Joo1c]oooo1100]00000000[00r0 . . . 1fuee . .. 0]
. CHAR%%@ [KEY TYPE | | PRODUET wmmm FLAGS |
GROUP. ! (8 BITST | i (30 B
. (4 BITS) fl; ! :
. f : = .
a i ' ! ! .
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. {8 BITS) {28 BITS)
Y :

49.  Beeicher's unlock routine 430 will complete the decoding process by building an
encoded product key table (step 904), populating the key table for the relevant software product
specified in the entitlement key (steps 905-908), and saving the key table (step 909).2! And
Beetcher’s RAM includes table 460 reflecting which products the user has entitlement keys.” As
I detail below, the license information decodes a license code in the software product using the
key’s version and product number fiel ds.

50.  When gcneraﬁng"its software code, Beetcher exp_léinsﬂiat the code includes a series of
entitlement verification triggering instructions.” These triggering instructions are encoded into

the software code when being compiled and translated, as shown in Figure 3 below:

2 Beetcher at 6:22-40.

2 Beetcher at 9:60-10:19, Figs. 5, 9a.

2 Beetcher at 7:4244, 8:43-52, 1Q:2ﬁ-47, Fig. 6, Fig, 9a.

# Beetcher at 6:41-38, 11:4-39; see also Beetcher at 4:14-23, 8:5-22, 8:56-9:20.
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51.  'Whenever Beelcher’s software code encounters one of the triggermg instructions, the
code verifies that the customier 13 entitled to use the software. It does o by accessing the license
ey information stored in the key table 460.2 For instance, Beetcher details that the custorner’ s
cornputer will access routines, such as check lock function 422, to interpret the license code
information contained in cne of the triggering instructions:

If any instruction is an entitlement werification triggering instriction 301 (step

1004 check lock function 422 15 invoked Chedt lock function 422 accesses the

product lack table entry 601 corresponding to the product number contained in the
triggering instruction at step 1005, If the version number in product lock table 460

M Beetcher at 1048-11:39; see also Beetcher at Abstract, 81422, 8:53-9:20, Fig. 10
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1s equal to or greater than the version number 303 contained in triggering instruction
301, the software is entitled to execute (step 1006).%

Thus, a POSITA would have understood that Beetcher teaches using license information in a
routine designed to decode a first license code encoded in a software product.

52. Moreover, Beetcher explains that the triggering instructions are encoded into the code
resources to control software functionality:

[An] additional barrier would be to define the entitlement triggering instruction to
simultaneously perform some other function.... The alternative function must be
so selected that any compiled software module will be reasonably certain of
containing a number of instructions performing the function. If these criteria are
met, the compiler can automatically generate the object code to perform the
alternative function (and simultaneously, the entitlement verification trigger) as
part of its normal compilation procedure. This definition would provide a
significant barrier to patching of the object code to nullify the entitlement triggering
instructions.?®

Beetcher further teaches that “the triggering instruction is also a direct instruction to perform
some other useful work .... [E]xecution of the triggering instruction causes system 101 to
perform some other operation simultancous with the entitlement verification.”?’
53. Therefore, each limitation of element 11.3 is disclosed by Beetcher. And as I explain
above, Beetcher discloses all the other elements of claim 11. Thus, in my opinion, claim 11 is
anticipated by Beetcher.

2, Beetcher Anticipates Independent Claim 12.

aj Claim 12°s Preamble

54, The preamble of claim 12 reads: “A method for encoding software code using a computer

having a processor and memory, the method comprising.”

25 Beetcher at 10:52-62, Fig. 10.
26 Beetcher at 11:14-28; see also Beetcher at 4:25-33, 6:58-65.

7 Beetcher at 6:58-65 (Beetcher specifies that these functions are those “which do not require that
an operand for the action be specified in the instruction.”).
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55. I understand that a claim’s preamble generally does not limit the scope of the claim under
the broadest reasonable interpretation applied during reexamination. Nevertheless, Beetcher
discloses claim 12’s preamble.

56. Claim 12 recites both a “computer” and a “computer system.” It is unclear whether those
elements refer to the same computing device or separate computing devices. When analyzing
claim 12 using the broadest reasonable interpretation, I interpret the “computer” recited in the
preamble to be a device separate from the term “computer system.”

57. Beetcher discloses a method for encoding software code using a computer with a
processor and memory. Beetcher explains that the software distributor has “development
computer system 125, which contains compiler 126 and translator 127" where “[t]he software
modules are recorded on software recording media 1127 and “entitlement key
generator/encrypter 122 and a database 123 containing customer information.”?® Beetcher
specifies these compiling and key generating functions may be performed by a single
computer.”” Annotated Figure 1, below, illustrates the distributor’s computer system distributing

memory media 112 and compiling encoded software code:

28 Beetcher at 5:38-48; see also Beetcher at 9:1-20.
2 Beetcher at 5:51-58.
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58, Beetcher'sFigure 7 shows the software cade being

triggers decoded by the customer’s licensing information:*

0 Bestcher at 9:1-20, Fig. 7.

enicoded to include watermarking
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59, Thus, a POSITA would have understood that Bestcher’s distributor compiles and stores
the encode software code using a processor and merriory akin to the congole’s CPU 102 and
mermory devices 1106-108 Indeed, for as long as computers hav e beer around, it'has:been
standard practice to store the c_omputervcode that executes programs—such as the software code
used for Beetcher’ s invention—in mernory. In fact, a POSITA would have had fio option but to
store Beetcher’s software code in memeory, as this is required in'computer programrming,
Similarly; it has been standard practice to execute such programs using a processor in the
computer.

60, Az Tdetailbelow, Beetcher teaches the remaining steps that comprise the method.

25
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b) Element 12.1
61. The first element of claim 12 reads: “storing a software code in said memory.” I refer to
this as Element 12.1 throughout this declaration.
62. Beetcher discloses element 12.1. Specifically, Beetcher describes a development system
125 for compiling and translating for the software code.?! Beetcher states that the software code
is stored as disks 112 in warehouse 120. A POSITA would have understood that developer
system 125 stores the compiled and translated code in memory and records that code onto disks
112 for distribution to customers. And as I discuss regarding claim 12°s preamble, it has been
standard practice to store computer code—such as Beetcher’s software code—in memory. In
fact, a POSITA would have had no option but to store this software code in memory, as this is
required in computer programming,.
63. Thus, each limitation of element 12.1 is disclosed by Beetcher.

c) Element 12.2

64. The second element of claim 12 reads: “wherein said software code comprises a first
code resource and provides a specified underlying functionality when installed on a computer
system.” I refer to this as Element 12.2 throughout this declaration.

63. Beetcher discloses element 12.2. Specifically, Beetcher teaches that its software code has
multiple code resources that include a first code resource.’? Beetcher’s code resources include
software modules 300 (dashed box) including sub-objects within the code, as shown below in

annotated Figure 4 and Figure 3.% These sub-objects control multiple functions of the software

3 Beetcher at 5:38-48, 9:1-20.
32 Beetcher at 5:40-43, 6:1-15.
33 Beetcher at 6:41-45, 8:14-17, Fig. 4; see also Beetcher at 7:45-48, Fig. 3.
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inistalled on the custarier’s computer system 1013 And Beetcher’s software prevents uriwanted
“patching” of these sub-objects by including entitlement verification triggering instructions
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3 Beetcher at 6:58:65, 11:4-39" sée also Beetcher at Abstract, 4:28-33 6:65:7:5. clairn 3.
35 Beetcher at 4:25-33, 11:11-39; see also Beetcher at Abstract, 3:14-18.
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66.  The’842 Patent refers to sub-objects and a mermory scheduler as examples of code

resouri:es.% A PORITA would have understood that Beetcher’ smodule sub-objects are sub-
objects
67.  Relying on Beetcher’s description, a POSITA would have understood that one sub-object
in module 300) iz a first code rescurce providing a specified underlying functionality when
installed on the custemer’s computer systern 101 and unlocked using the license mformation

(key). .

68 Thus, each limitation of elernent 12.2 is disclosed by Beetcher

37842 Patent at 11:55-65, 153642,
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d) Element 12.3

69. The third element of claim 12 reads: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to form a first license key encoded
software code.” [ refer to this as Element 12.3 throughout this declaration.
70. Beetcher discloses element 12.3. Beetcher details encoding its software code by the
distributor system which includes development system 125 and marketing system 124, which
may be “a single computer system performing both functions.”’ As demonstrated, Beetcher
describes encoding a first license key into the software code where that key is used to authorize
access to the software product:
Software module 300 is part of a program product in compiled object code form
which executes on system 101.... [Tlhe actual executable code operates at
executable code level 403, as shown by the box in broken lines. The executable
code contains entitlement verification triggering instructions 301 {only one shown),

which are executed by horizontal microcode check lock function 422.%8

71. The encoding referenced is illustrated in Figure 3:

37 Beetcher at 5:37-58, 6:41-65, 11:4-39.
38 Beetcher at 8:13-23; see also Beetcher at 4:3-21, 6:20-55, 7:39-44, 8:58-67, 9:51-56, 10:22-38.
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72, The computer in Beetcher’s development system 125 performs the encoding, as depicted

i Figure 7 at step 704, and described as: ,“Thfev program template serves as iriput to translator 127
at step 704, 'air:::nng swith i‘ts prodUr::‘t nmnber and v el‘sion numbefidmf_iﬁcation. Translator 127

antomatically generates a substantial number of entitlemnent verification triggers, inserts them in

random locations in the cbject code ... 7%

3 Beetcher at 9:10-16; see also Beetcher at 5:38-47, 9:1-10, 9:16-20, Fig. 7.
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7% Futthermore, the computer 1n Beetchers developrnent systern 125 uses an encoding
algorithrn to encode the first license key. Beetcher's system uses a set of instruction, as

illustrated in Figure 7, to encode triggers into the-software code to form the first license key*

SIARY

;Siﬁi&&& i«%}iﬁ%; iﬁ%l\ﬁi“
?2} {OMPILER

PROGRAM TEMPLATE |
mﬁﬁﬁﬁ§mwm§ﬁm;

7%

5

TRANSLATOR INSERTS
TRIGGERS

s

CDONE

74 The compiler starts the process by producing a tﬁmpl ate (step 702), next the template is
input into the translator (step 703), then the translator encodes the triggers/license keys into the
code (step 704), and finally the translator resolves references after key insertion to produce the-

executable module ™ The generation of “a substantial number of entitlement triggers” and:

0 Beetcher at 9:10-16; see also Beetcher at 5:38-47, 9:1-10, 9:16-20, Fig 7.
# Bestcher at 9:6-20, Fig. 7.
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“insert[ing] them in random locations in the object code™ that would require “an encrypted
entitlement key” would require an encoding algorithm.*? Thus, a POSITA would have
understood Beetcher’s Figure 7 illustrates an encoding algorithm. Beecher’s encoding process is
additionally described with respect to element 11.3.
73. Moreover, during the original prosecution, Patent Owner stated that “[e]ncoding using a
key and an algorithm is known.”? Thus, a POSITA would have understood that Beetcher’s
encoding technique necessarily includes a first license key and an encoding algorithm to form a
first license key encoded software code.
76. Thus, each limitation of element 12.3 is disclosed by Beetcher.
e Element 12.4

77. The fourth element of claim 12 reads: “wherein, when installed on a computer system,
said first license key encoded software code will provide said specified underlying functionality
only after receipt of said first license key.” I refer to this as Element 12.4 throughout this
declaration.
78. Beetcher teaches element 12.4. Specifically, Beetcher discloses that its first license key
encoded software code provides the specified underlying functionality only after receipt of the
first license key.** For example, Beetcher states:

For support of such a traditional compilation path where the object code format is

known by customers, additional barriers to patching of the object code to nullify or

alter the entitlement triggering instructions may be appropriate. One such additional

barrier would be to define the entitlement triggering instruction to simultaneously

perform some other function. In this case, it is critical that the alternative function
performed by the triggering instruction can not be performed by any other simple

2 Beetcher at 9:12-48.
4 2842 Prosecution History at 519.

# Beetcher at 6:58-65, 11:4-39; see also Beetcher at Abstract, 3:14-18, 4:25-33, 6:65-7:5, claim
3.
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mstruction. The alternative function must be so selected that any compiled software
module will be reasonably certain of containing a number of instructions
performing the function. If these criteria are met, the compiler can automatically
generate the object code to perform the alternative function (and simultancously,
the entitlement verification trigger) as part of its normal compilation procedure.
This definition would provide a significant barrier to patching of the object code to
nullify the entitlement triggering instructions.*’

79. And as described with respect to element 12.3, Beetcher teaches encoding the triggering
instructions into the software code that is decoded via the first license key.

80. Beetcher’s Figure 10, as reproduced below, illustrates providing the software’s
underlying functionality based on the first license key (triggering information). For instance,
Beetcher explains:

81. System 101 executes the module by fetching (step 1001) and executing (step 1002) object
code instructions until done (step 1003). If any instruction is an entitlement verification
triggering instruction 301 (step 1004) check lock function 422 is invoked. Check lock function
422 accesses the product lock table entry 601 corresponding to the product number contained in
the triggering instruction at step 1005. If the version number in product lock table 460 is equal to
or greater than the version number 303 contained in triggering instruction 301, the software is

entitled to execute (step 1006).46

4 Beetcher at 11:10-28.
46 Beetcher at 10:49-60; see also Beetcher at 10:48-49, 10:60-11:3.
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82 Consequently, each limnitation of elemnent 124 is disclosed by Beetcher And as I explain
above, Beetcher discloses all the other elements of claim 12. Thus, in my opinion, claim 12 is
anticipated by Beetcher:

3. Beetcher Anticipates Independent Claim 13,

e Claim 135 Preamble

83, Thepreamble of claim 13 reads: “ A method for encoding software code using a computer
'_h'aving a processor and memw}r,;comprisi'ng.”
84 Tunderstand that a clair’s preamble generally does not limit the scope of the claim under
the broadest reasonable interpretation applied during reexamination. Nevertheless, Beetcher

discloses clain 13% s preamble.
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85. Claim 13’s preamble appears to be the same as claim 12°s preamble. And as I explain
above, Beetcher discloses a method for encoding software using a computer with a processor and
memory. Thus, Beetcher teaches this preamble.

b) FElement 13.1

86. The first element of claim 13 reads: “storing a software code in said memory.” I refer to
this as Element 13.1 throughout this declaration.

87. Element 13.1 is identical to element 12.1, which I discuss above. For the same reasons as
I explain above, Beetcher discloses each limitation of element 13.1.

c) Element 13.2

88. The second element of claim 13 reads: “wherein said software code comprises a first
code resource and provides a specified underlying functionality when installed on a computer
system.” I refer to this as Element 13.2 throughout this declaration.

89. Element 13.2 is identical to element 12.2, which I discuss above. For the same reasons as
I explain above, Beetcher discloses each limitation of element 13.2.

d) Element 13.3

90. The third element of claim 13 reads: “modifving, by said computer, using a first license
key and an encoding algorithm, said software code, to form a modified software code; and
wherein said modifying comprises encoding said first code resource to form an encoded first
code resource.” [ refer to this as Element 13.3 throughout this declaration.

91. Beetcher discloses element 13.3. As identified with respect to element 12.3, Beetcher’s
distributor system includes a computer that encodes software code using a first license key (e.g.,

triggering information) and an encoding algorithm (e.g., Figure 7). And Beetcher’s encoding
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process modifies the software code by inserting triggering information into the software code ¥
For example, Beetcher teaches that compiled software code is input to a translator which
rodifies the code by “automnatically generat[ing] a substantial number of entitlement verification
triggers” and «“ insert[in‘g] thern in randor locations i the object code™ as shown in Figure s
steps 703 and 704.% Figure 3 illustrates this modifying by inserting triggering information 301 to

formn a modified software code:

47 Beetcher at 8:13-23, 911-20; see also Beetcher at 5:38-47, 9:1-10, 9:16-20, Fig 7.
%8 Beetcher at 9:11-15.
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92. As explained with respect to elements 12.2, Beetcher’s software code includes a series of
code resources corresponding to sub-objects. And Beetcher teaches a given first code resource is
modified to encode the first code resource via the triggering information.*® For instance,
Beetcher teaches:

For support of such a traditional compilation path where the object code format is known
by customers, additional barriers to patching of the object code to nullify or alter the
entitlement triggering instructions may be appropriate. One such additional barrier would
be to define the entitlement triggering instruction to simultaneously perform some other
function. In this case, it is critical that the alternative function performed by the triggering
instruction can not be performed by any other simple instruction. The alternative function
must be so selected that any compiled software module will be reasonably certain of
containing a number of instructions performing the function. If these criteria are met, the
compiler can automatically generate the object code to perform the alternative function
(and simultaneously, the entitlement verification trigger) as part of its normal compilation
procedure. This definition would provide a significant barrier to patching of the object code
to nullify the entitlement triggering instructions.>

A POSITA would have understood that such modification results in an encoded first code
resource.

93. Further, during the original prosecution, Patent Owner specified that “[e]ncoding using a
key and an algorithm is known.”! Therefore, a POSITA would have understood that Beetcher’s
encoding technique necessarily includes a first license key and an encoding algorithm to form a
modified encoded first code resource.

94. Thus, each limitation of element 13.3 is disclosed by Beetcher.

4 Beetcher at 4:25-33, 11:11-39; see also Beetcher at Abstract, 3:14-18.
0 Beetcher at 11:10-28.
51 842 Prosecution History at 519.
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e Element 13.4

9s. The fourth element of claim 13 reads: “wherein said modified software code comprises
said encoded first code resource, and a decode resource for decoding said encoded first code
resource.” I refer to this as Element 13.4 throughout this declaration.

96. Beetcher discloses element 13.4. Beetcher explains that its modified software code
includes a decode resource for decoding the encoded first code resource. Beetcher discloses that
executing a trigger 301 invokes check lock function 422, which results in accessing “unlock
(decode key)” function 430 upon confirmation that the customer possesses the software’s license
key.’? Beetcher’s Figure 4, as annotated below, illustrates the decode resource (dashed

perimeter) of the modified software code:

32 Beetcher at 10:22-39, 10:52-65, Figs. 9b, 10; see also Beetcher at 7:16-38, 8:18-22, 9:49-10:7.
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97 Thus, each limitation of element 13 4 is disclosed by Beetcher.

1 Element 13.5
98 Thelast el'e_ment of claim 13 reads: Wha‘ein ,sai»id decode resource 15 configured to
decode said encoded first code resource upon receipt of said first license key” Trefer to this as
Element 13, 5'thr*oughout‘this declaration:
99, Beetcherdiscloses element 13.5, Beetcher states that its decode resource decodesthe
encoded first coderesource Upon receipt of the license key. Beetcher, forinstatice; states that
unlock routine 430 *fetches the encrypted entitlernent key from . table 450  and decodes the

entitlernent key  The triggering instruction is then refried and program execution continues at
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step 9287 And Beetcher' s Figire Sb illustrates accessing the decode resourceta decode the

encoded first code rescurces based onthe entitlernent key, reflected in steps 921 to 928:

Thus, a POSITA would haveunderstood that Beetcher's decode rescurce 15 configured to decode
the encoded first code resource based on first license key.

100, Therefore, each limitation of element 135 iz disclosed by Beetcher. And as T explain
above, Beetcher discloses all the other elaments of claim 13 Inmy cpinton; claim 13 is

anticipated by Beetcher:

33 Beetcher at 10:27-38,
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4. Beetcher Anticipates Independent Claim 14.
aj Claim 14’s Preamble

101.  The preamble of claim 14 reads: “A method for encoding software code using a computer
having a processor and memory, comprising.”

102. ITunderstand that a claim’s preamble generallv does not limit the scope of the claim under
the broadest reasonable interpretation applied during reexamination. Nevertheless, Beetcher
discloses claim 14’s preamble.

103.  Claim 14’s preamble appears to be the same as each of claim 12 and 13°s preamble. As |
explain above, Beetcher discloses a method for encoding software using a computer with a
processor and memory. Thus, Beetcher teaches this preamble.

b) Element 14.1

104.  The first element of claim 14 reads: “storing a software code in said memory.” [ refer to
this as Element 14.1 throughout this declaration.

105. Element 14.1 is identical to element 12.1, which I discuss above. For the same reasons as
I explain above, Beetcher discloses each limitation of element 14.1.

c) Element 14.2

106.  The second element of claim 14 reads: “wherein said software code defines software
code interrelationships between code resources that result in a specified underlying functionality
when installed on a computer system.” I refer to this as Element 14.2 throughout this declaration.
107.  Beetcher discloses element 14.2. Beetcher describes that its software code is compiled
into executable code by compiler 126. This compiler works with translator 127 to compile the

software sub-objects and insert triggering information.>* And Beetcher specifies that translator

4 Beetcher at 8:14-17.
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127 *resolves referances™ in the softare code, which corresponds to defining code
interrelationships between code resources. ™ As shown in steps 701 and 702 of Figure 7,
Beetcher discloses its software code is inputinto compiler 126 that produces a template of the

software code™

108 A POSITA would have understood that this software code ternplate also defines the code
interrelationships betweer the code resources. As the Patent Owner stated during the original
prosecution, software code interrelationships are defined during the compiling process of

conventional software applications:

35 Beetcher 9:11-18,
3 Beetcher & 14-17, 9:1-20, Fig 7; see also Beetcher at 5:37-39, 6:41-45, 7:63-66
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What the examiner has implied by alleging that the "specification ... fails to teach
or mention ‘'software code interrelationships™ is that software code
interrelationships were somehow unknown in the art, which clearly is not the case.
As admitted, in the specification at the beginning of paragraph [0051], an
"application" comprises "sub-objects" whose "order in the computer memory is of
vital importance” in order to perform an intended function. And as admitted further
in paragraph [0051], "When a program is compiled, then, it consists of a
collection of these sub-objects, whose exact order or arrangement in memory
is not important, so long as any sub-object which uses another sub-object
knows where in memory it can be found." Paragraph [0051] of course refers
to conventional applications. Accordingly, that is admittedly a discussion of
what is already know by one skilled in the art. Accordingly, the examiner's
statement that the specification lacks written description support for "software code
interrelationships” is inconsistent with the fact that such interrelationships were
explained in paragraphs [0051] and [0052] as a fundamental basis of pre-
existing modem computer programs.

109.  Additionally, during the original prosecution, Patent Owner specified that
“interrelationships between code resource are not that which is novel.” *® Based on the Patent
Owner’s admissions, it is clear that a POSITA would have understood that Beetcher’s code
necessarily defines code interrelationships between code resources.
110.  Beetcher further discloses that the code resource interrelationships specify the underlying
application functionalities when installed on the customer’s computer 101. For example,
Beetcher’s software code includes multiple entitlement verification triggers.’® And Beetcher
details that certain code resources include triggering instruction that controls the underlying
functionalities of the software code:
[An] additional barrier would be to define the entitlement triggering instruction to
simultaneously perform some other function.... The alternative function must be
so selected that any compiled software module will be reasonably certain of
containing a number of instructions performing the function. If these criteria are

met, the compiler can automatically generate the object code to perform the
alternative function (and simultancously, the entitlement verification trigger) as

572842 Prosecution History at 519.
58 *842 Prosecution History at 519.
3 Beetcher at 4:15-33, 9:1-3, 10:22-34, Fig. 3; see also Beetcher at 6:45-65, 8:19-22,10:52-11:39.
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part of its normal compilation procedure. This definition would provide a
significant barrier to patching of the object code to nullify the entitlement triggering
instructions.®’

111.  Beetcher further teaches that “the triggering instruction is also a direct instruction to
perform some other useful work .... [E]xecution of the triggering instruction causes system 101
to perform some other operation simultaneous with the entitlement verification.”® Thus, a
POSITA would have understood that the code interrelationships between Beetcher’s code
resources result in a specified underlving functionality once installed.

112.  Thus, each limitation of element 14.2 is disclosed by Beetcher.

d) Element 14.3

113.  The third element of claim 14 reads: “encoding, by said computer using at least a first
license key and an encoding algorithm, said software code, to form a first license key encoded
software code.” I refers to this as Element 14.3 throughout this declaration.

114. Element 14.3 is identical to element 12.3, which I address above. For the same reasons |
explain above, Beetcher discloses each limitation of element 14.3.

115.  Also, during the original prosecution, Patent Owner stated that “[e]ncoding using a key
and an algorithm is known” and that “an interrelationship in software code is necessarily defined
by digital data, and digital data can obviously be encoded by an encoding process.”®? Therefore,
a POSITA would have understood that Beetcher’s encoding technique necessarily includes a first

license key and an encoding algorithm to form a first license key encoded software code.

0 Beetcher at 11:14-28; see also Beetcher at 4:25-33, 6:58-65.

¢! Beetcher at 6:58-65 (Beetcher specifies that these functions are those “which do not require that
an operand for the action be specified in the instruction.”).

62 *842 Prosecution History at 519.
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e Element 14.4

116.  The fourth element of claim 14 reads: “in which at least one of said software code
interrelationships are encoded.” I refer to this as Element 14.4 throughout this declaration.
117. Beetcher discloses element 14.4. As described with respect to element 14.2, Beetcher
teaches that its software code defines code interrelationships between code resources and
triggering information 301 in the code control certain underlying software functionality. And
Beetcher explains that triggering information 301 is encoded into the software code.®® For
instance, Beetcher details that the triggering instructions will be encoded into the code resources
controlling software functionality:
[An] additional barrier would be to define the entitlement triggering instruction to
simultaneously perform some other function.... The alternative function must be
so selected that any compiled software module will be reasonably certain of
containing a number of instructions performing the function. If these criteria are
met, the compiler can automatically generate the object code to perform the
alternative function (and simultancously, the entitlement verification trigger) as
part of its normal compilation procedure. This definition would provide a
significant barrier to patching of the object code to nullify the entitlement triggering
instructions.
118.  And Beetcher teaches that “the triggering instruction is also a direct instruction to
perform some other useful work .... [E]xecution of the triggering instruction causes system 101
to perform some other operation simultancous with the entitlement verification.”® Therefore, a

POSITA would have understood that this encoded triggering information includes encoded code

interrelationship of the code resources.

6 Beetcher at 4:25-33, 6:58-65, 11:4-309.
¢ Beetcher at 11:14-28; see also Beetcher at 4:25-33, 6:58-65.

%5 Beetcher at 6:58-65 (Beetcher specifies that these functions are those “which do not require that
an operand for the action be specified in the instruction.”).
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119.  Therefore, each limitation of element 14.4 is disclosed by Beetcher. And as I explain
above, Beetcher discloses all the other elements of claim 14. Thus, in my opinion, ¢laim 14 is
anticipated by Beetcher,

B. Claims 11, 12, 13, and 14 are Anticipated by Beetcher *072.
120. Tt is my understanding that Beetcher '072 claims priority to U.S. Application No.
07/629,295, as reflected on the cover of Beetcher "072. It is also my understanding that Beetcher,
which I discuss in Section VIILB, also e¢laims priority to U.S. Application No. 07/629,295.
Throughout my discussion of Beetcher "072, I refer to the figures from Beetcher 072 and the
English translation of Beetcher "072’s specification and claims.

1. Beetcher *072 Anticipates Independent Claim 11.
aj Claim 11" 5 Preamble

121.  The preamble of claim 11 reads: “A method for licensed software use, the method
comprising.”
122. Tunderstand that a claim’s preamble generally does not limit the scope of the claim under
the broadest reasonable interpretation applied during reexamination. Nevertheless, Beetcher "072
discloses claim 11°s preamble.
123.  Beetcher "072 discloses a method of controlling access to licensed software using an
encrypted entitlement key.®® Beetcher *072 summarizes its invention as:

According to the present invention, software is distributed without the qualification

grant for performing. Execution of software is attained by the enciphered

qualification grant key which is distributed independently. This qualification grant

key contains a plurality of qualification grant bits which instruct the consecutive

numbers of the machine with which software is licensed to it, and which software
module has the qualification it runs by that machine.®’

% Beetcher 072 at Abstract, 19 0020, 0022, 0043; see also Beetcher "072 at Y 0001, 0004, 0016.
%7 Beetcher *072 at ¥ 0020.
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124, Beetcher' 072" Figure 10, reprodiced bielow; depicts theise of an entitled wersion of

software based on the customer’s license;

125, Asldetailbelow, Beetcher “072 teaches the remaining steps that comprise the method.
bl Elemer 11.1

126, The first.element of claim 11 reads: “loading a software product on a computer, said

cornputer comprisinig a processor, memory, an input, and an cutput, so that said computer is

programmed to execute said software product” Irefer tothis as Elemnent 11.1 throughout this

declaration
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127 Beetcher’ 072 discloses elemnent 11,1, Beetcher’ (172’5 gystern inclides a tustomer:
cornputer 101 including a CPU 102, memory 104, and storage devices 106-108% This customer
computer 101 also includes a mediareader 110 (i e, an input) and an operator console 109 (1.2,
an output) ® As shown below in annotated igure 1, Beetcher *072 discloses a computer having

software product 112 loaded for execution (dashed perimeter):
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5% Beetcher "072 at § 0023, Fig. 1.
9 Beetcher 072 at ] 0023, 0027, Fig: 1.
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128.  Beetcher "072 teaches that the customer loads the media, such as an optical disk,
containing a software product onto the computer to execute the software product:

[S]oftware media 112 comprise one sheet or a plurality of read-only optical discs,
and the medium reader 110 is an optical disc reader. However, please understand
that an electronic distribution medium and other distribution media can also be
used. If the software media 112 are received, a customer will load a desired
software module to the system 101 from the medium reader 110, and will usually
memorize the software module to the memory storage 106-108.7

129.  Thus, each limitation of element 11.1 is disclosed by Beetcher "072.
c) Element 11.2
130.  The second element of claim 11 reads: “said software product outputting a prompt for

input of license information.” I refer to this as Element 11.2 throughout this declaration for
convenience.

131.  Beetcher '072 discloses element 11.2. Beetcher *072 teaches that its software product
contains a user interface routine for the customer to input a license key into the computer before
the product can be used.”! For instance, Beetcher "072 explains that the software product prompts

the user to input license information:

The support of this operation system contains two user interface routines
required to support the input of a qualification grant key on the virtual-
machine level 404. The general input routine 441 is used for processing an input
in normal operation. The installation input routine 440 special to inputting a
qualification grant key is required during the initial introduction of an
operation system. The thing which needs this is because the portion of an upper
level operating system is treated as other program products by the present invention
from the machine interface level 405. Namely, such a portion has product number
and the target code is subject to the influence of a qualification verification
trigger.’?

0 Beetcher "072 at 4 0027; see also Beetcher "072 at Abstract, 19 0014, 0040, Fig. 1, claim 6.
"I Beetcher 072 at § 0033; see also Beetcher 072 at § 0010.
2 Beetcher *072 at § 0033.
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Beetcher "072 illustrates an unencrypted version of this license information in Figure 2, provided

below?
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132.  Beetcher "072 further teaches that the software’s “installation input routine 440 has a
dialog with an operator, and receives an mput’” of the customer’s license information during the
software’s initial installation.” And as I discuss with respect to element 11.1, the customer’s
computer includes an operator console 109 shown with a monitor and keyboard that “receive the
input from-an operator.”™
133.  Thus, each limitation-of element 11.2.1s disclosed by Beetcher "072.

d) Flement11.3
134.  Thethird element of claim 11 reads: “said software product using license information
entered via said input in response to said prompt in a routine designed to decode a-first license

code encoded in said software product.” I refer to this as Element 11.3 throughout this

declatation for convéniends.

3 Beetcher "072 at 9 0040; see also Beetcher "072 at Fig. 4 (reference number 440), claim 6.
™ Beetcher "072 at 9 0023; see also Beetcher "072 at §§ 0025, 0033, 0039, Fig. 1.
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135.  Beetcher "072 discloses element 11.3. Beetcher 072 explains that, after inserting the
software’s disk 112, the operator console prompts the customer to enter license information.
Beetcher *072 explains that the customer enters entitlement key 111, i.e., license information, in
response to the prompt initiated by install input routine 440.”° After entering that key, Beetcher
’072 teaches that the customer’s computer uses a decode key to initiate unlock routine 430 to
decode the license code encoded in the software product.’® Beetcher "072’s Figures 4 and 9a,
which are provided below, show the software using the key (i.e., license information) entered by
the customer to decode a first license code encoded in the software product. For example,
annotated Figure 4 depicts that the install input routine 440 starts unlock routine 430 once the
customer inputs key 111 into the computer.”” And “unlocking routine 430 decodes the

qualification grant key 111 using a peculiar machine key” (dashed perimeter):

> Beetcher *072 at Y 0033; see also Beetcher *072 at § 0040, Figs. 1, 4, claim 6.

76 Beetcher "072 at 49 0032, 0040; see also Beetcher “072 at 99 0030, 0037, Figs. 4, 9a.
T Beetcher 072 at 7 0033, 0040.

8 Beetcher 072 at § 0032; see also Beetcher 072 at 7 0037; 0041.
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136 'Beetéher 07 E-teaches that unlock routi.ne_»f}%@ “handles the decoding process” which is
illustrated in Figure 9a’s steps 902-909:“The lock release routine 430 makes the machine-key
acquisition function 420 search machine consecutive numbers with Step 902, and makes it
generate a machine key at it. Bubsequently, the lock release routine 430 decodes the qualification
grantkey 111 at Step 903 using a machine key.” " The unencrypted entitlement key includes,
among omﬁ:'mmgs, version field 202 specifj.%ing:ﬂle user’s entitled v ersion level as well as

produét vait:itlement"ﬂags field 205 specifying which prfodud numberto ‘Which the useris

™ Beetcher 072 at 0040,
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entitled ¥ Beetcher 7072 illustrates an unencrypted version of this license information in Figure

2, provided below:
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137.  Beetcher "072’s unlock routine 430 will complete the decoding process by building an
encoded product key table (step 904), populating the key table for the relevant software product
(steps 905-908), and saving the key table (step 909).81 And Beetcher "072’s RAM includes table
460 reflecting which products the user has entitlement keys.®* As 1 detail below, the license
information decodes a license code in the software product using the key’s version field and
product number fields.

138.  When generating its software code, Beetcher 072 teaches that the code includes a series
of entitlement verification triggering instructions.®® These triggering instructions are encoded

into the software when being compiled and translated, as shows in Figure 3 provided below:

8 Beetcher "072 at 9 0028.

81 Beetcher "072 at 9 0040, Figs. 5, Qa.

82 Beetcher 072 at ] 0032, 0036, 0041, 0042, Fig. 6, Fig. 9a.

% Beetcher *072 at Y 0029, 0044; see also Beetcher *072 at ] 0021, 0033-34, 0037-38.
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138 Whenever Beetcher ' 072’5 software code encounters one of the verification triggers, the
code verifies that the customer is entitled to use the software, Tt does so by accessing the licerise
key information stored in the key table 460 For instance, Beetcher *072 details that the
customer’s computer will access routines, such as check lock finction 422, to interpret the
license code information contained in one of the-iriggers:

Whern a command is the qualification verification trigger 301 (Step 10043, the lock:
checking feature 422 is called. At Step 1005, the lock checking feature 422 accesses
the product locking table entry 601 fo-which it corresponds to the product number-
included i .a qualification verification trigger. The qualification for the version
rumber in the product locking table 460 being equal to the version number 303
contained in the qualification verification trigger 301, or performing software, in
being largerthan it is given (3tep 1006). In this case, the lock checking feature 422

3 Beetcher 072 at ] 0043-44; see aiso Beetcher *072 at Abstract, ] 0034, 003738, Fig 10
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does not perform treatment beyond it, but a system proceeds to execution of the
next target code command in a software module.®3

Thus, a POSITA would have understood that Beetcher *072 teaches using license information in
aroutine designed to decode a first license code encoded in a software product.

140.  Additionally, Beetcher 072 teaches that the triggering instructions will be encoded into
the code resources to control software functionality:

[An] additional barrier[] is defining a qualification verification trigger, as other
functions of a certain are performed simultaneously.... This alternate function must
be selected so that any compiled software modules may include some commands
which perform that function quite reliably. When having coincided in these criteria,
the compiler can generate automatically the target code which performs the
alternate function (it is also a qualification verification trigger simultaneously with
it) as a part of the usual compilation order. This definition should bring about the
important barrier to ‘patching’ of a target code which invalidates a qualification
verification trigger.®¢

Beetcher *072 further discloses that “a qualification verification trigger is also the direct
instruction ... which performs other useful work of a certain.... [IJf a trigger command is
executed, the system 101 will perform other operations of a certain simultancously with
qualification verification.”’

141.  Therefore, each limitation of element 11.3 is disclosed by Beetcher 072. And as [

explain above, Beetcher "072 discloses all the other elements of claim 11. Thus, in my opinion,

claim 11 is anticipated by Beetcher "072.

8 Beetcher 072 at § 0043, Fig, 10.
% Beetcher 072 at ¥ 0044; see also Beetcher 072 at 49 0021, 0029.

87 Beetcher *072 at ¥ 0029 (specifiying that these functions are those “which does not need to
divide, does not need to be ordering the operand for the processing and does not need to be
specified™).
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2. Beetcher *072 Anticipates Independent Claim 12.
aj Claim 12’s Preamble

142.  The preamble of claim 12 reads: “A method for encoding software code 