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Abstract 

• Personal minicomputers sophisticated enough to 
work under a disk operating system are considered in 
light of their convenience as a programming 
environment. 

Programming activities are classified as editing, 
compiling, loading, and so forth. Each such activity 
is carried out by one or more programs, called 
(programming) tools. The files processed by those 
tools are referenced via names entered by the user. 
Names of files involved in programming activities 
should be chosen to reflect file ~ information. 
Like variables in a programmrng language, a type of 
file defines what activities (operations) are 
applicable to it. 

Guided by this idea, file naming convention should 
be defined by the user and stored in a ~ profile 
structure. This definition is then used by the 
computer's command-interpreter (executive) to decide 
what programming tool to activate in order to carry out 
a requested activity on a file. 

An extension to an .existing executive program for 
a minicomputer (16 bit, 64KW with 3Mb disk and raster 
CRT display) that makes use of such a user profile is 
described in this paper. The system utilizes good 
human engineering and, with minimum overhead, improves 
significantly the usefulness of the computer as a 
programming vehicle. 
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1.9 INTRODUCTION 

A very important part of a computing system is its 
user interface - the collection of rules and mechanisms 
by which a user gains access to services provided by 
the machine. This is the responsibility of a program 
usually called the executive or command-interpreter. A 
user communicates with the executive by use of a 
command language. The executive will perform file 
maintenance functions and the like. In particular, the 
executive will invoke other programs (also called 
subsystems). If the machine is used for programming, 
it wlll include subsystems for text editing, compiling, 
and loading of user written programs. These subsystems 
are termed programming tools. 

Each of these tools operates on input file(s) and 
produces output file(s). Input and output files may 
have different properties depending on their purpose. 
For example, an input file to a Fortran compiler will 
not work for an Algol compiler. An executive, which 
invokes a programming tool irrespectively of the 
program, will allow the user to mistakenly feed the 
wrong file to the wrong tool. In an active programming 
site, where these tools are extensively used, special 
commands for performing programming activities should 
be provided by the executive so that the user will 
avoid such mistakes. 

This need was recognized by many system designers 
and computer users. It led to the development of 
compile-class-commands in the TOP8l9 operating system 
for the DEC PDP19 computer [1] and the development of 
the Rapid Program Generator RPG [2]. In these 
systems, a distinguished logical part of the file name 
is the extension, used to decide which tool will 
perform a particular compile class command. A set of 
conventions for file extensions was set by the system 
designers. The 8D8949 [3] is a time sharing system in 
which file types are encoded internally in the files 
(*) in a limited variety for use by the system. 

At Rochester, we extensively use the· ALTO 
minicomputer [4] for programming. It is a 16 bit 64KW 
machine with a keyboard, raster CRT display and 3M 
bytes removable disk storage (Fig. 1); it runs under 
a disk operating system (D08) that is similar in 
capabilities to 086 [5,6]. 

* 	A user can not tell the file's type by looking at its 
name. 
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Fig. 1: ALTO machine configuration. 

The executive program on the ALTO is simple and 
does not have any bias towards programming activities. 
File names do have extensions that are used by the 
executive when invoking a subsystem (a subsystem name 
is expected to have the extension "run"). I have 
extended the executive capabilities to include the 
commands Edit, Compile and Load. These commands use 
file extensions as file-types to decide what tool 
should be invoked for a particula.r programming 
activity. The notion of file type was expanded so that 
it is defined by the user in a user profile. In it, 
associations between file extensions, programming 
activities and programming tools are defined and can be 
easily changed. As our system is dynamic, when new 
tools are added they can immediately be incorporated 
into the existing programming env~ronment. Some 
varieties of user pr.ofile exist in many systems (the 
"switch.ini" file in the TOPS19, a profile structure in 
TSO [7], and the "user.cm" file in the Alto), but they 
are not used for defining file types. 

File extension does not have to be fully 
specified; a partially specified extension is matched 
against all possible extensions of existing files with 
the same name, in a priority order defined by the user, 
and the best match is chosen. If no file name is given 
in the command line, then the name used in the last 
command invocation is taken (i.e. ellipsis). 

These additions to the executiv~ do not involve 
any changes to existing programming tools or the 
executive itself. They are simple, easy to implement, 
and are suitable to any other personal computer of a 
configuration similar to that of the Alto. This 
extension is considered the friendly programming 
environment. 
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