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cout << Inside myfunc() ;

The program works like this. l-'irst, main() begins, and it executes the
first cout statement. Next, main() calls myfunc( ). Notice how this is
achieved: the function’s name, myfunc, appears, followed by parentheses,
and finally by a semicolon. A function call is a tZ++ statement and, therefore,
must end with a semicolon. Next, myfunc() executes its cout statement, -mamas.’
and then returns to main() at the line of code immediately following the

call. I-inally, main() executes its second cout statement and then
terminates. Hence, the output on the screen is this:

In maint ) lnside myfunct J Back in main( )

There is one other important statement in the preceding program:

Void myfunC( ); // myfunc’s prototype

As the comment states, this is the ])I'()l()I)’[)(’ for myfunc( ). Although we
will discuss prototypes in detail later in this book, a few words are necessary

now. .-\ function prototype declares the function prior to its definition. The
prototype allows the compiler to know the function’s return type, as well

as the number and type of any parameters that the function may have. The
compiler needs to know this information prior to the first time the function
is called. This is why the prototype occurs before n1ain( ).

As you can see, n1yfunc() does not contain a return statement. The

keyword void, which precedes both the prototype for myfunc() and its
definition, formally states that myfunc() does not return a value. in C++,
functions that don’t return values are declared as void.

Function Arguments
it is possible to pass one or more values to a function. A value passed to a
function is called an (Il},’Il1lI(’I1f. in the programs‘ that you have studied so

far, none of the functions take any argurnents. Specifically, neither n1ain()
nor myfunc() in the preceding examples have an argument. However,
functions in (I++ can have anywhere from no arguments at all to many
arguinents. The upper limit is determined by the compiler you are using, but

the proposed (i++ standard specifies that a function must he able to take at
least 256 argtinients.

Here is a short program that uses one of (I++’s standard library (i.e., built-in)

functions, called abs( ), to display the absolute value of number. The ahs()
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C++ from the Ground Up

function takes one argument, converts it into its absolute value, and returns
the result.

// Use the abs() function.
#include <iostream.h>

#include <stdlib.h> // required by abs()

main()
{

cout << abs(—l0);

return 0;
l

Here, the value -10 is passed as an argument to abs( ). The abs() function
receives the argument that it is called with and returns its absolute value,
which is 10 in this case. Although abs() takes only one argument, other
functions can have several. The key point here is that when a function
requires an argument, it is passed by specifying it between the parentheses
that follow the function's name.

The return value of abs() is used by the cout statement to display the absolute
value of —1() on the screen. The reason this works is that whenever a function is

part of a larger expression, it is automatically called so that its return Value can
be obtained. In this case, the return value of abs() becomes the value of the

right side of the << operator and is, therefore, displayed on the screen.

Notice one other thing about the preceding program: it also includes the

header file stdlib.h. This is the header file required by abs( ). In general,
whenever you use a library function, you must include its header file. The

header file provides the prototype for the library function, among other things.

When you create a function that takes one or more arguments, the variables

that will receive those arguments must also be declared. These variables are
called the paranzcters of the function. For example, the function shown next
prints the product of the two integer arguments used in the call to the function.

void mul(int x, int y)
{

cout << X * y << ;
}

Each time mul() is called, it will multiply the value passed to x by the value
passed to y. Remember, however, that x and y are simply the operational
variables that receive the values you use when calling the function.

Consider the following short program, which illustrates how to call mul( ):
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// A simple program that demonstrates mul().

#include <iostream.h>

void mul(int x, int Y); // mul()'s prototype

main()
{

mul(10, 20);

mul(8, 9);

return 0;
l

void mul(int x, int y)
{

cout << x * y << " ";
}

This program will print 200, 30, and 72 on the screen. When mul()
is called, the C++ compiler copies the value of each argument into the
matching parameter. That is, in the first call to mul( ), 10 is copied into x
and 20 is copied into y. In the second call, 5 is copied into x and 6 into y.
In the third call, 8 is copied into x and 9 into y.

If you have never worked with a language that allows parameterized
functions, then the preceding process may seem a bit strange. Don't worry;
as you see more examples of C++ programs, the concept of arguments,
parameters, and functions will become clear.

Remember: The term argument refers to the Value that is used to call
a function. The variable that receives the value of an argument is called a
parameter. In fact, functions that take arguments are called parameterized
functions.

 :28 zi4!>'a.-“>x».s¢«.1l‘:‘-W15’; -:'r2r«mw:' ; ::~ ~--‘V  

In C++ functions, when there are two or more arguments, they are
separated by commas. In this book, the term argzmzcnt list will refer to

comma-separated arguments. The argument list for mul() is x,y.

Functions Returning Values
Many of the C++ library functions that you will use return values. For
example, the abs() function used earlier returned the absolute value of its

argument. Also, functions you write may return Values to the calling routine.
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