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4.4 Defining Methods

We’ve already used many methods in various programs and we know that methods
are part of a class. Let’s now examine method definitions closely in preparation for
defining our own classes.

A method is a group of programming language statements that are given a
name. A method is associated with a particular class. Each method has a method
definition that specifies the code that gets executed when the method is invoked.
We’ve invoked the println method many times, but because we didn’t write
println, we have not been concerned about its definition. We call it assuming that
it will do its job reliably.

When a method is called, the flow of control transfers to that method. One by
one, the statements of that method are executed. When that method is done, control
returns to the location where the call was made and execution continues. This
process is pictured in Fig. 4.4.

We’ve defined the main method of a program many times. Its definition fol-
lows the same syntax as all methods:

The header of a method includes the type of the return value, the method name, and
a list of parameters that the method accepts. The list of statements that makes up the

main method1 method2
| T T i =)
| : | |
| ! ¥ | |
7 : method2(); — - I
|
method1(); ap + : :
———————— " [ [
: I [ I I
| Il | | |
[ e kg
|
|
v

Figure 4.4 The flow of control following method invocations
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body of the method are defined in a block. The following code is the definition of a
method called third_power:

int third power (int number) {
int cube;
cube = number * number * number;
return cube;

} // method third_power

A method may declare local variables in the body of the method for use only in
that method. The variable cube in the third_power method is local to that
method. Local variables cannot be accessed from outside of the method, even from
other methods of the same class. In previous examples we’ve declared variables in
the main method. These variables were local to the main method. Local variables
do not exist except when the method is executing; therefore the value stored in a
local variable is lost from one invocation of the method to the next. If you want a
value to be maintained from one call to the next, you should define the variable at
the class level. The declaration of a local variable can be mixed into the statement
list, but it must be declared before it is used.

Key Concept A variable declared in a method is local to that method and cannot be
used outside of it.

The return statement

Methods can return a value, whose type must correspond to the return type in the
method header. The return type can be a primitive type or a reference to an object.
When a method does not return any value, the reserved word void is used as the return
type, as is always done with the main method. A return type must always be specified
in the method header. The return statement in a method can take one of two forms:

or

. expression;

4.4 Defining Methods
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The first form causes the processing flow to return to the calling location without
returning a value. The second form returns to the calling method and specifies the
value that is to be returned. If a return type other than void is specified in the
method header, then the Java compiler insists that a return statement exist in the
program and that a value of the proper type is returned.

» Key Concept A method must return a value consistent with the return type specified in
the method header.

The following code is another way to define the third_power method, per-
forming a calculation in the expression of the return statement. This modification
eliminates the need for the local variable.

int third power (int number) {
return (number * number * number) ;
} // method third_power

If there is no return statement in a method, processing continues until the end
of the method is reached. If there is a return statement, then processing is stopped
for that method when the return statement is executed, and control is returned to
the statement that invoked the method.

It is usually not good practice to use more than one return statement in a
method even though it is possible to do so. In general, a method should have one
return statement as the last line of the method body unless it makes the method
overly complex.

Parameters

A parameter is a value that is passed into a method when it is invoked. The parame-
ter list in the header of a method specifies the types of the values that are passed and
the names by which the called method will refer to the parameters in the method
definition. In the method definition, the names of the parameters accepted are called
formal parameters. In the invocations, the values passed into a method are called
actual parameters. A method invocation and definition always specify the parameter
list in parentheses after the method name. If there are no parameters, an empty set of
parentheses are used.

The formal parameters are identifiers that essentially act as local variables for
the method and whose initial value comes from the calling method. Actual parame-
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ters can be literals, variables, or full expressions that are evaluated and the result
passed as the parameter. Let’s look at an example:

public void acid_test (int substancel, float substance2) ({
String title = "Acid Test Order Form'";
generate_report (title, substancel, substance2);

} // method acid_test

This example is a method called acid_test. The method generates a report by
invoking another method called generate_report. The formal parameters for
acid_test are substancel and substance2, as listed in the parameter list.
Note that substancel and substance2 also serve as actual parameters to the
method invocation of generate_report. The variable title is a local variable
in acid_test, and serves as an actual parameter for the «call to
generate_report.

When primitive data is passed, a copy of the value is assigned to the actual para-
meter. When objects are passed, a copy of the reference to the original object is assigned
to the actual parameter. Therefore when an object is passed as a parameter, the formal
parameter becomes an alias of the actual parameter. Another way to say this is that, in
Java, primitive data is passed by value and objects are passed by reference.

» Key Concept An object is passed by reference when it is used as a parameter.

Therefore the actual parameter and the formal parameter are aliases of each other.

Let’s look at an example that tests the issue of parameter passing. Assume that
we have a class Num that contains an int variable called value. The following pro-
gram demonstrates passing the various data types:

// Demonstrates the effects possible using parameter passing.
class Parameter_Passing {

public static void change_values
(int formall, int formal2, Num formal3,
Num formald, Num formal5) {

‘

"Before changing values");

System.out.println()
(

System.out.println ("Formal parameter 1: " + formall);
(

System.out.println

System.out.println ("Formal parameter 2: " + formal2);

4.4 Defining Methods
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