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Sounds pretty exciting, doesn’t it? In this chapter, you’ll get a descrip-
tion of what a C61 script can do, what it can use as its input, and how it

can format its output, and then you’ll see some sample scripts that you can

edit to suit your needs or just use as is. For the most part, the samples will
be written in C and will assume that your server is running on a standard

Unix platform, but if you are running a server on a Macintosh or Windows
PC, you'll find a few tidbits that you can use as well. The main reason Unix

is given preferential treatment as the Web server platform of choice is
simple: Unix HTTP servers are the most common and m05t robust HTTP-
servers available as of this writing. That’s not to say that you can‘t get satis-

factory results from a Macintosh or Windows server; in fact there are many
intriguing Web sites that are running on both of these platforms. it’s just
that the Unix side works better at this point in the history of the Web. Well,

enough on that, let‘s get started.

[550“ #I: WHAT IS (GI!

482

The Common Gateway Interface—or CGi—is a method that lets you access

external programs on a Web server and usually send the results to a Web
browser. (There are situations in which you want the script to do some

processing on your server, but not send data back to the client.)
These programs can be any executable code, script, or program

supported by the operating system that runs your server. The CGI code to
call an external program can be a shell script, or a batch file, an AppleScript

file, a C program, a PASCAL program, compiled BASIC...literally anything
that will run as a stand-alone executable Script on your system. Many CGI

developers use shell scripts; others prefer Perl and C. Choose what works
best for you! just to make things simple, this chapter refers to all CGl code
files as CGI scripts—or simply as “scripts"—whether they are written in a

scripting language or in a compiled or interpreted programming language.
A server executes a C61 script based on a user request from a Web

browser, as diagrammed in Figure 15-1. This request can be as simple as
selecting a hyperlink that points to an executable item, or it can be a search
request using the <ISINDEX> tag, or it can involve clicking the Submit
button from within an HTML form. The parameters the script has available

to it depend on how it was accessed. There are also many parameters avail-
able to scripts via environment variables that are set by the server. You‘ll get
details on all of this in the Writing Your Own Scripts section.
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Figure 15-1 Diagram of o CGI session

A CGI script must produce an output header even if no data is to be

forwarded to the Web browser. The HTML header must be the first thing
that a script sends as output and must be followed by a blank line or
carriage return. The header tells the server what kind of data to expect, if '
any; the server in turn tells the client that invoked the script What to expect.
Currently, there are three types of headers. These headers are mutually
exclusive—that is, you can’t have more than one header for any one
request. (See note for exception.) Valid header types are Content-Type,
Location, and Status (see Table 15-1).
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“3 NOTE: Browsers that support HTML 3.0 or better allow a CGI application to
return multiple objects in a single CGI transaction. In other words, a CGI appli-
cation can return a series of images rather than a single one, or, a series of
HTML pages that replace each previous HTML document. This is done with a
special MIME type added to the Content-type: header. Namely, the multipart/x—
mixed-replace MIME type. It a CGI application sends this initial header, it can
then send an arbitrary number of Content-type: headers that are followed by
content that replaces whatever was sent before. This technique is often used to
create slide-show animations that are alien referred to as a ”server push.”
 m1 TIM—flm‘JJfl—MRamn‘L‘M'Ir».  

Table 15-1 Header We;
-' Head" WP“ Formal Description .-

 

  ._ .1 .: - .a-s astral???

Content-Type Content-Type: xxx/xxx Content-type refers to any MIME data type
that is supported by the server. Common types

include text/html, text/plain, and image/git.

Since the browser/server can't deduce the file

type from a location or lilename suffix, this

heading will tell the browser what type of data

to expect and how to use it. (See Table 15-4 at

the end of the chapter for a lull list of MIME

types.)

Location location: /path/doc Points to a document somewhere else on the
server. Allows you to redirect requests to

documents based on some criteria sent via o

form or environment variable.

Status Status: nnn XXXX (an be used to run a script, without sending a
new page to the client. [an also be used to

send an error message or other information to

the client.
 mmI'vla—‘Itr:1WrmIAnw-m-z-WJ—LTM '-»IT.w.-.-v -- u» nm» :4 w~.:;—..—v— -_ -r 1!.

What Can I Do with a CGI Script?
A CGI script can do anything allowed on the host system as long as it sends one
of the three header types listed in Table 15—1. It can access other programs, open
files, read from files, create graphics, dial your modem, call your mother, do
database searches, send email, you name it. The only rules are:

MThe script has to be in a place designated by the server for CGI
scripts, or it has to have a special suffix that the server is configured
to recognize as a legal CGI script. Most systems store CGI scripts in
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a directory relative to the root directory of the HTTP server called
cgi-bin, which is set up so that only certain trusted users can write

to it. This avoids the obvious security problems of allowing anony-
mous remote users to execute anything they want on your system.

mThe script can take its parameters from the standard input (by stan-
dard input, I mean what would normally be typed in at the
keyboard), the environment variables, or both. (It is not necessary
to take user input at all; the script can simply execute without
needing any more information.)

mThe script must output one of the three standard header types as a
normal text string.

mThe script must be runable by the user that the server is configured
to run as. (On a Unix machine every directory, file, and program
has a set of permissions attached to it. These permissions specify
who can read, change, or execute different files. These permissions
are divided into three groups: owner, group, and world. Also, every
process must run as some user. There is a special user called
“nobody" that is the default user for most Web servers. You must

make sure that the user “nobody,” or the user that your server is
configured to run as, has permission to execute your scripts and
read/write to any files that the script may use.)

CGI scripts are used for doing all of the “cool" stuff on the Net. There are sites

that have interactive robots you can control with a Web browser, sites that
allow you to control cameras and take pictures of remote places, sites that
create graphic images on-the-fly, serve maps, open X clients on your machine
and send you live video feeds, access huge databases, order submarine sand-

wiches, and ask questions of the Web‘s own version of the Magic Eightball, as
shown in Figure 15-2. All of this is possible through the use of CGl scripts.

[ESSON #2: THE STANDARD (GI S(R|PTS
As you read this, CGI scripts are coming to life all over the world. Some are

special purpose, some are useful utilities, some are interesting, and some are
just plain silly. Among these scripts, there are a handful that have become

standard at most Web sites. If you download NCSA’s HTTPD or copy it
from the CD—ROM that came with this book, you’ll find that it includes two
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Figure 15-2 Two nihy services, courtesy of CGI scripts

CGI directories, cgi-bin and cgi—src. The cgi-bin directory contains many

demos and useful CGI scripts, and cgi-src contains the source code for these

scripts so you can customize them—or just learn from them.
The CD-ROM scripts include C programs, shell scripts, and Perl scripts

that do a few helpful little tasks for you. A few of them are even necessary

for your server to have all the utility that you expect of it, like processing

image maps. Table 15-2 describes all the scripts in the cgi-bin directory that
comes standard with NCSA‘s HTTPD.

 

Table 15-2 Standard CGI scripts

 "me Tm9; -. T

arthie shell script

calendar shell script Gateway to the Unix calendar utility.

date shell script Calls the system date and sends it as an
HTML dac.

linger shell script Gateway to the Unix finger utility.
fortune shell script Gateway to the Unix fortune utility.
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Name

imagemap

ii

nph-test-cgi

phf*

g;

post-query

querv*

test-cgi*

test-cgitcl"

optima?

waispl"

Type

C program

C program

shell script

( program

C program

C program

shell script

tclsh script

shell script

perl script

15 CGI SCRIPTS

Description

Handles imagemops in HTML documents,

taking the X and Y coordinates from the user,

and forwarding a URi based on a map file

created by the map developer.

Processes an order form from a submarine

sandwich shap, then opens a pipe to a mailer,

and faxes the order out of a fax modem. (A

useful example, even if you’re not selling

sandwiches.)

Echoes back the names and values of the

environment variables. (Good for testing

forms, or iust figuring out what's going on.)

Creates a fill-in form interface for a (St) ph

database. (Great for looking up

namesfaddresses on ph servers.)

Echoes the name/value pairs of a form that

uses the POST method.

Echoes the name/value pairs of a form that

uses the GE method.

Echoes the names and contents of the environ-

ment variables.

Echoes the names and contents of the

environment variables.

Gateway to the Unix upfime command. Will

print the time that the system has been running.

Provides an <ISINDEX> front end for WAIS

searches.-_ _l -.r.:.— -.r: :11: r:—..1.-_-L-——-_--—_~uuw-n:-_.:—n—m.-_gnrxurr war—m: 

Some of these are C programs, some are TCL scripts, and some are Perl

scripts, but they all function in the same way They get executed by the

HTTP server, take their parameters (if any) from standard input or environ-

ment variables, and output at least a header when they’re done.

As you can see, there are a few utilities here that you may find useful,

such as a WAIS or finger gateway, and some that are necessary in some form

to allow valuable utilities like imagemap, and still others that are intended

simply as learning tools to demonstrate how to write a CGI script in the

TC}. scripting language. They all come standard with the NCSA HTTPD
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server software, and it‘s good to know what's there and how it can be used,

either as a learning tool or utility. Later on, this chapter will describe many

other special-purpose and form-handling scripts.

[550“ #3: HOW T0 |le I’M-EXISTING S(RIPTS
OK, I know what a CGI script is, I know what one looks like, 1 know the

names of a few standard scripts; now how do I use them?

The answer to this is simple. You access a CGI script in the same way

you access any other URL: create a hyperlink in a document that points to a
CGI script, or use the “open URL" option on your browser, or include the
URL in the METHOD attribute of a form (as described in Chapter 14).

Since most installations require all CGI scripts to be in one protected direc-

tory (namely cgi-bin), the following examples all use this convention.

Constructing a CGI URL

488

A URL that points to a CGI script follows the same conventions as other
URLs that point to HTTP servers. It contains a protocol type (HTTP), the
name of the server that will execute the script and forward the results, and

the name and path of the CGI script to be executed. The simple generic

format to create a CGI script URL is

http:Ifmachinenamefcgi-bin/myprogram

In this form, the URL will open an HTTP connection to the “machinename”

server, the server will then invoke the “myprogram” script from the stan-

dard cgi-bin directory, and will forward the results of the execution of
“myprogram” back to the Web browser. There are also ways to include
query and path information along with the URL. Query information can be
appended to the URL separated by a question mark (?).

http:ifmachinename/cgiwbinlmyprogram?uhoareyou

Here the HTTP server sets the environment variable QUERYflSTRING to the

value “whoareyou” when it executes the “myprogram” script. The script can

then access the query data through the environment and make a decision based

on the “whoareyou” value that was stored in the QUERY_STRING variable.

To include path information in the URL, simply append the relative

path to the URL. For example:

http:Ifmachinename/cgi-binfmyprogramlpeopLeldocs

This will invoke the script and assign the value “Ipeoplefdocs” to the environ-
ment variable PATH_INFO. It will also resolve the address from a virtual path to
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a physical path and store that value into PATH_TRANSLATED. For example, if

your server root is set to “[usr/httpd” and “/peopleIdocs" is sent along with the

C61 URL, the server will assign PATH_INFO the value “/people/docs" and
“fusr/httpdfpeoplefdocs“ will be assigned to PATH_TRANSLATED.

The following listing is a sample HTML document that calls a C61

script called test-cgi on a server called myservercom. If you have a standard

HTTPD installation like the one on the CD-ROM that comes with this book,

you should be able to replace “myservercom” with the name of the machine

running the server software and use this document.

<TITLE>test-cgi</TITLE>
<H1>Test CGI<IH1>

<HR>

<A HREF="http:l/myserver.com/cgi—bin/test_cgi”>CLick here to run test—
cgi<IA><BR>
<HR>

test-cgi should return a virtual HTML document that contains the names

of environment variables and their vaLues on the HTTP server speci—
fied.<BR>

Specifying a Script Within a Form
When specifying a script to act on form data submitted from a client,

construct the URL in the same way as before, that is

http:I/machinename/cgi-bin/programname

The only difference is where to place it within the HTML document.

Specifically, include the script URL in the ACTION attribute of the

<FORM> tag.

<FORM ACTION="http:l/machinename/cgi-bin/pragramname”>

m NOTE: The ACTION attribute in a <FORM> tag is optional. If there is no
ACTION=URl attribute specified, the CGI script will be assumed to have the
same URL as the document containing the <FORM> tag. This is useful when
creating CGI scripts that generate the HTML documents that contain the forms

that they process.

Later in this chapter, the section headed Handling Form Data will give
you the details on creating a C61 script that will process the HTML form.

Specifying a Script from the “Open URI.”
Interface

Executing a script directly from your Web browser is as simple as selecting

the Open URL or Open Location option in your browser and entering the
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URL for the script. The URL can contain any of the standard URL conven—

tions—see Chapter 1, Catching the Internet in a Web, if you need a review.
In particular, you can include optional port numbers if you need them, and
you have to escape any special characters that may be required to specify
the path or filename of the C61 script.

lESSON #4: HOW T0 USE A S(RIPT T0 MCESS OTHER

lll’l’llCllTlONS

490

Why is it called the Common “Gateway" Interface? Well, the answer is
simple: The Common Gateway Interface was originally intended as a
“gateway" between WWW clients and other programs that could be run
remotely on your server. Many CGI scripts, especially those that access
databases, simply execute another application on the server and redirect its

output with whatever formatting changes are required to the HTTP server
and then to the client that requested the script.

As a simple example, let’s take a quick look at the finger script that was
mentioned in the standard script table (Table 15-2). Finger is a standard

Unix utility that allows you to locate users and/or machines and retrieve
information about them. Don't worry if you don’t understand the entire

script; we’ll cover that in the next section.

NOTE: In the following code examples, the HTML code generated is not
complete. Some important tags were left out in order to keep the examples
short and simple. Namely, the output of the CGI applications should include
<HTML>, <HEAD>, and <BODY> tags just as any well-structured HTML docu-
ment would contain.

The finger gateway is written in the Unix shell scripting language, so
first we give it a shell script header, and define a constant that points to the
actual finger program in the Unix filesystem.
fl! Ibinfsh

FINGER=/usr/ucb/finger

Notice that the FINGER constant is assigned the entire path of the program

that it will be running. Next, we send the server a standard header. We‘ll use
the Content-Type header and specify the “text/html” MIME type. (For a
complete list of MIME types, see Table 15-4 at the end of the chapter.) This
will inform the client that we plan on sending it straight ASCII text, and that

the text should be interpreted as HTML code. It is important to specify a
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header of some type, as most servers and browsers will return an error message

if they don‘t get a header. We send the header to the server simply by writing it

to the standard output. (In the examples of this chapter, standard output is the

same as printing directly to the screen or console. The HTTPD server inter-

cepts and redirects this output as necessary.) An easy way to do this in a shell

script is with the “echo" command. Note the blank echo line after the header.

This is necessary with most servers and should always be included.

echo Content-type: text/htmL
echo

Now we are ready to start sending the output from the finger script to

the server. Just to make it look a little nicer, we add a <TITLE> tag and a

short description of the output as follows:

echo <TITLE>Finger Gateway<ITITLE>

echo <H1>Finger Gateway<lH1>

echo This will finger our HTTP server
echo

Now, we execute finger, with a <PRE> tag added just before and a <fPRE>

right after to make it look a little nicer to the user:
echo <PRE>

$FINGER

echo<lPRE>

Since finger will automatically send its results to the standard output, this

text goes to the server and then to the browser as part of an HTML docu-

ment. This simplified finger gateway looks like this:
#1 {bin/sh

FINGER = Iusrlucb/finger

echo Content-type: text/html
echo

echo <TITLEbFinger Gateway<ITITLE>

echo <H1>Finger Gateway<lH1>

echo This HiLL finger our HTTP server
echo

<PRE>

SFINGER

<IPRE>

Since finger usually works best with parameters, such as user@machine, it’s

nice to be able to pass along a parameter supplied by the user. The full finger

gateway uses the <ISINDEX> tag to get a username and machinename from

the user, and passes these along to the Unix finger utility. A listing of the

complete finger gateway is listed below. Some parts may be unfamiliar, but

these will be discussed in the Writing Your Own Scripts section.
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#! lbinfsh

#This script comes standard with NCSA's HTTPD

FINGER=lusrlucblfinger

echo Contentwtype: text/htmL
echo

if E -x $FINGER 1; then

if E $# = D 1; then
eat << EOM

<TITLE>Finger Gateway<lTITLE>

<H1>Finger Gateway<lH1>
<ISINDEX>

This is a gateway to "finger". Type a userahost combination in your
browser‘s search dialog.<P>
EOM

eLse

echo \<PRE\>

$FINGER ”$*"

fi

eLse

echo Cannot find finger on this system.
fi

WARNING! Remember to make your shell scripts executable. In Unix this

means that you must type

chmod a+x scriptname

for any new shell script you create.

It should start becoming clear how simple and powerful a gateway

script can be. A script can point to any executable file on your server and
execute it. All data sent to the standard output—either your script or the

file(s) it executes—will be forwarded to the client and interpreted as the

MIME type specified in the Content-Type header. This is a lot of power and
should be used with caution. You don‘t want users imposing potentially (or

deliberately) destructive scripts on your server, so it is usually a good idea,

on a shared system, to allow only a few trusted users to create CGI scripts.

There are a few mechanisms in place to help protect you. One is the

ability to require CGI scripts to be in a specific directory, and the other is

the ability to require CGI scripts to have a specific suffix. Either method

prevents anonymous users from being able to write URLs that point to your
server and run whatever they want (Say, rmar "‘ for example. Not a pleasant

thought.) Don’t worry! The risk potential is there, but if you iriStall your
server with some thought, you should be able to avoid such mishaps. If you

are concerned about security, read the security section in Chapter 21,
HTML Assistant.
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[550“ #5: WRITING YOUR OWN S( RIPTS
OK, enough talk, let’s see some action. We’re going to try the learning-by-

example method here, so let's just get a few things out of the way first. In

order to run CGI scripts, make sure the following infrastructure is in place:

mYou have an HTTP server installed at your site.

mThe HTTP server has been configured to allow CGI scripts.

mYou, or someone you know, has write permission in the cgi-bin

directory on this server, unless the server has been configured to

allow CGI scripts elsewhere.

That in mind, writing a C61 script is a six—step process:

1. Write the script and compile it if necessary. (Obviously, you don’t

compile a shell script.)

2. Have the script moved into the cgi—bin directory (or equivalent).

3. Make sure the script is executable. (The Unix command is chmod

a+x scriptname.)

4. Write a reference URL or form to access the script.

5. Debug the script.

6. Publish the script. (Tell your audience about it, or create links to it.)

Writing a Simple Script
Let‘s start with a simple script: an interactive <ISINDEX> form that will ask

the user to input his or her name, and then echo back a short greeting to

the user’s browser. This example assumes that you are using the NCSA
HTTPD server software from the CD—ROM that came with the book.

We will use the Unix shell scripting language to write it. To start, using

your favorite text editor, create the following file:
echoname.sh

Since this is a shell script, we will start it with a standard shell script header.
The first line is:

#1! lbin/sh
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Now, to avoid having problems interpreting the data, or getting error

messages for not being specific, we add the HTML header. In this case, we
are returning text that we want interpreted as HTML code. The header for
this type of data is just the MIME type for HTML code. Add the following to
your file to print the header information:
echo Content-Type: text/htmL

echo

The extra “echo" is necessary. A blank line is used to separate the header from
the actual content. Next, we want to create the HTML code that is sent to the

browser. We will share some code, and the rest will be unique depending on

whether there was user input or not. First we create the common HTML.

Notice that in a shell script, the greater-than and less-than brackets (< >) are

reserved symbols and must be escaped with backslashes (\). So if you want to
print a less—than symbol using echo, you would use “echo \<"—“echo <" won’t
work by itself. You can avoid messing with backslashes by enclosing the entire
string in double-quotes. With that in mind, add the following lines to your file:
echo “<TITLE>Echoname exampLe<lTITLE>”
echo “<ISINDEX)“

echo "<H1>CGI script example<iH1>”

echo Any name typed into the query window uiLL be echoed to the
screen.

echo “<HR>"

Now we want to create a fork—one side allows the user to input a

name, and the other displays a message if the user types in a name. In this

example, since we are using the <iSINDEX> tag, we can assume that the
command line parameter count is greater than zero if the user entered a
value, and zero if not. The following lines will check for a value on the

command line and print a prompt message if there were no parameters.

if E $# = U] ; then

echo Please enter your name in the query Hindou.\<BR\>
else

echo HeLLo 3*, HeLcome to our server.
fi

Now, if this script is called without parameters, it will print the message
“Please enter your name in the query window.” When called with parame-
ters, it will print the message “Hello [parameters], Welcome to our server.“
The entire script looks like this:

#1 lbin/sh

echo Content—Type: text/htmL
echo

echo “<TITLE>Echoname exampte<lTITLE>“
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echo “<ISINDEX>”

echo "<H1>CGI script example<lH1>“

echo Any name typed into the query window will be echoed to the
screen.

echo “<HR>“

if E $# = D 3; then

echo Please enter your name in the query window.\<BR\>
else

echo Hello $*, welcome to our server.\<BR\>
fi

NOTE: The <|S|NDEX> tag uses the GET method to pass data From the browser

to the calling script. This means that the encoded input data is stored in the
QUERY_STRING environment variable. But the <|S|NDEX> query will also list the

unencoded values on the command line ol the calling script. In the previous

script, the $* operator refers to the command line arguments.

Before we can test the script, we need to make sure it is executable. At

the Unix command prompt, type
chmod a+x echoname.sh

This will make the shell script executable, a necessity if you want to be able

to run this script. Now to test it, type
echoname.sh

This should produce the results:

Content-Type: text/html

<TITLE>Echoname example<lTITLE>
<ISINDEX>

<H1>CGI script example<IH1>

Any name typed into the query window will be echoed to the screen.
<HR>

Please enter your name in the query window. <BR>

New test the script with a command line argument. Try the following:

echoname.sh Troy

The result should be:

Content-Type: textlhtmL

<TITLE>Echoname examples/TITLE>
<ISINDEX>

<H1>EGI script example<IH1>

Any name typed into the query window will be echoed to the screen.
<HR>

Hello Troy, welcome to our server.

We are now ready to place the file into the correct directory and try it out

with a Web browser. Copy the file into the appropriate directory for CGI
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scripts on your server. if you’re using NCSA HTTPD from the CD-ROM, this
is the cgi-bin directory. In any case, the command will be something like:

on echoname.sh lusr/httpdlcgi—bin

Now, let‘s try it out with a browser. Take your favorite Web browser and
open the following URL, substituting the name of your server and the exact

path to your CGI directory as necessary:

http:Ifyourserverlcgi-biniechoname.sh  

 
Figure I 5-4 echonomesh with ”Troy Downing” as the argument
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Opening this URL should cause your HTTP server to execute the script

“echonamesh” and send back an HTML page with a query window as in

Figure 15-3.

Now try typing a name into the query window. The resulting screen

should look something like Figure 15-4.

Congratulations! You’ve just created your first CGI script. Doesn’t do a

whole lot, but it shows how simple script writing can be. This script could have

been created just as easily in another scripting language or a compiled language

such as C or PASCAL. The next example will show how to use environment

variables to get information about the user and the user’s environment.

Using Environment Variables in Scripts
Whenever a server launches a C61 script, a new shell is launched and a
number of environment variables are set with information about the data

being sent, the client software, the client machine, even the username in

some authentication schemes. See Table 15—3 for a list of environment vari—

ables set on the NCSA HTTPD server. As a simple exercise, we are going to

add a few lines of code to the previous echonamesh script to make use of

some environment variables. The only lines we are going to change are the

few at the end that print the “hello“ message. The two variables we will use
to demonstrate this are SERVER_NAME and REMOTE_HOST.

SERVER_NAME is set to the name of the machine that is running the HTTP

server and REMOTE_HOST is the name of the machine that is making the

HTTP request. Let’s make the following changes to echonamesh:

filibinish

echo Content-Type: textlhtmt
echo

echo ”<TITLE>Echoname exampLe</TITLE>“
echo "<ISINDEX>“

echo "<H1>CGI script example<lH1>"

echo Any name typed into the query window uiLl be echoed to the
screen.

echo "<HR>”

if E $# = D 3; then

echo "Please enter your name in the query Hindou.<BR>”
eLse

echo Hello $* from $REMOTE_HOST, Welcome to \

$SERVER_NAME . \<BR\)
fi

Notice the addition to the last “echo“ line. We've added the two environ-

ment variables to our greeting. Now execution of this file should result in a

reply string that looks something like:

HeLLo Troy from pLay.cs.nyu.edu. Welcome to uuw.nyu.edu.
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You may or may not want to use the environment variables in this way.

Environment variables are particularly useful when processing forms. In many

cases, you need them for retrieving data from forms using the GET method. and

for determining the length of the data block when using the POST method.
This will all be explained in greater detail in the section on form handling

coming up next. Before going on to forms, let’s take a look at a few more scripts.
:.---..w.-.—vu=§mur¢wmmr ......  

Table15-3 Envtrcmmemwrombes" "

Variable Name

SERVELSOFIWARE

SERVER_NAME

GATEWAYJNTERFACE

SERVER_PROTOCOL

summer

REQUESLMETHOD

PATH_INFO

PATH_TRANSLAT£D

SERIPT_NAME

DUERLSTRING

REMOTE_HOST

REMUTLADDR

AUTHJYPE

REMOTLUSER

REMOTEJDENT

commuter

communism

HTTP_ACCEPT

HTTP_USER_AGENT. :. :.= 1flwmm- .

Description

The name and version number of the server software that is serving the request, and

running the (GI script. Format: namefversion.

The server’s hostname, alias, or IP address depending on the particular installation.

Revision number of the gateway interface. Format: CGI/revision #.

The protocol name and revision of the protocol that the request came in with. Format:

protocol/revision.

The part number that the server is accepting requests through. (Usually part 80.)

The method of the request. Normally POST or GET.

The path information that came along with the request. Normally, this information was

appended to the end of the URL that called the (GI script.

The physical mapping that is derived from the virtual path supplied in PATH_INFO.

The path and file name of the script.

The value of a query URL or a farm that was sent using the GET method is stored here.

The QUERLSTRING is url-encaded, unless the query was invoked with the <iSINDEX>

tag, then the “name" of the field is omitted and only the value is assigned to

QUERY_STRING variable. In <ISINDEX> calls, the unencoded value will also be passed

along to the script as command line parameters.

The host name of the machine making the request. Either the DNS name or alias.

The IP address of the REMOTE_HDST.

The authentication method used to validate users for protected scripts.

The user name making the request. This value is only set if user authentication has been used.
The user II] for a remote user in some authentication schemes.

The MIME type of the data being served.

The number of bytes of content being sent by the client.

The MIME types that the client will accept. Format type/type, type/type...

The browser that the client is using. 

As an exercise and a utility to see what your environment variables are

being set to, we will write a short shell script that simply returns the values
of all the main environment variables.

498
041 ServiceNow, |nc.'s Exhibit 1008

2



ServiceNow, Inc.'s Exhibit 1008042

'I S CGI SCRIPTS

#l/bin/sh

#simpLe script to return the vaLues of environment variables.

echo Content-Type: text/html
echo

#simple header info

echo "<TITLE>env_yars.sh</TITLE>"

echo “<H1>env_yars.sh</H1>”

echo “Betou are the vaLues of environment variables that were set“

echo "when this script H85 launched.<b><HR><LISTING>"

#vere there any command-Line arguments?

echo number of args: $fi

echo value of args: 3*
echo

finou the variabLes

echo SERVER_SOFTUARE: $SERVER_SOFTHARE

echo SERVER_NAME: $8ERVER_NAME

echo GATEHAY_INTERFACE: $GATEHAY_INTERFACE

echo SERVER_PROTOCOL: $SERVER_PROTOCOL

echo SERVER_PORT: $SERVER_PORT

echo REQUEST_METHOD: $REQUEST_HETHOD

echo PATHHINFO: $PATH_INFO

echo PATH_TRANSLATED: $PATH_IRANSLATED

echo SCRIPT_NAME: $SCRIPT_NAME

echo QUERI_STRING: ' $QUERK_STRING

echo REMOTE_HOST: $REMOTE_HOST

echo REMOTE_fiDDR: $REMOTE_ADDR

echo AUTH_TYPE: $AUTH_IYPE

echo REMOTE_USER: $REMOTE_DSER

echo REMOTE_IDENT: $REMOTE_IDENT

echo CONTENT_IYPE: $CONTENT_IYPE

echo CONTENT_LENGTH: $CONTENT_LENGTH

echo HTTR_ACCEPT: $HTTP*ACCEPT

echo HTTR_USERflfiGENT: $HTTP_USER_AGENT

Be sure to make this script executable and put it into the correct direc-

tory for CGI scripts. If you include this script as the action for a form, or

just call the script directly from your favorite browser, it will list the

contents of the environment variables that we listed in the script. Typically,
the results will look something like Figure 15-5.

Location and Status Headers

The Content-Type header we've been discussing tells the browser to expect a
stream of data of a certain type, but sometimes you don’t want to create a data

stream at all. If you want your script to simply redirect clients to a different

location based on the machine they are connecting from or the browser they
are using, use the Location header. You can also use a Location header to point
the browser to a different URL. The format is simple:

Location: http://foo.com
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Figure 15-5 env_vars.sh results

Like the Content-Type header, the Location header requires a blank line
after it. The Location header can be followed by any valid URL. To use this

header in a shell script, it would look something like:

echo Location: ../douninglfunstuff.html
echo

m NOTE: You cannot mix header types. Every header must be either Content-

Type, Location, or Status.

The following script will redirect a request based on the browser
making it. A Netscape browser will get a file formatted for Netscape, other
browsers will get a default page.
#!Ibin/sh

#This wiLL send the location of a file based on the
#cLient browser

FILENAME=”default.htmL”

#defauLt.htmL is the standard HTML file we want to serve

#if the user is using Netscape, we will redirect to
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finsversion.html

if E "$HTTR_USER_AGENT” = "Mozilta”3; then
FILENAME="nsuersion.htmt"

fi

echo Location: ../htdocsf$FILENAME
echo

If you want to run a CGI script without having any change appear on
the user’s browser, use the Status header. If the script returns a Status

header with the status number set to 204 and the string “No Response”
attached, the calling browser will simply stay on the page that the request
was made from. In other words, the browser does nothing, even though the
server ran a remote script based on the browser‘s request. We can take care

of some task, say add a line to a database, without changing the user’s
current page. The following script will add the machine name that the

request came from, and the name of the browser used, to a database in the

“logs” directory relative to the cgi-bin directory.
#! [bin/sh

#This uilL add the machine name and browser

#name of a client to a database

LOGPATH="..llogs/brouser.dat“

echo $REMOTE_HOST $HTTP_USER_AGENT >> SLOGPATH
#nou send the status to the browser

echo Status: 204 No Response
echo

Assuming that you have created a file called Hogs/browserdat, this script
will add the remote host name and the browser name to this file and tenni-

nate, sending a status code back to the client. The client will stay on the
page where the call came from. There are a number of status codes that are

sent from a server to a browser. Most of them aren’t very useful in cgi scripts
but are used to tell the browser that a file was not found or that the user

doesn’t have permission to access a certain file. I‘m sure you’ve all seen the
“404 Not Found” error message—this was status number 404.

Security with CGI Scripts

' BEWARE! Watch out for characters that have special meanings to the shell,
‘ such as °/o.<,>... A client can enter these characters into input fields and

sometimes compromise your system if you don't handle them carefully. Any
user-supplied data that is used as a command line argument can take advan-
tage of this problem. An easy, but not foolproof way to handle some of these
problems is to include the command line parameters in double quotes so that
any special characters will be treated as literals rather than shell directives.

See Chapter 21, HTML Assistant, for more information on server security.
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Most HTTP servers and clients have certain security features built in, but

you may occasionally want to try protecting a document by having a C61
script ask the user for a password of some sort. The following script will
give very rudimentary security to a script; it‘s listed here as an example of
how you might implement such a scheme, even though it’s not necessarily a
completely secure solution. It will print a message prompting the user to
input a password. Since this is a single field of input, we will use the
<ISINDEX> tag.

m NOTE: It you wanted to add a more secure password field in a form, it
would make sense to use <FORM> tags instead of the <|S|NDEX> tag and
use the <lNPUT TYPE=”possword”> tag to prevent characters from being
echoed to the screen.

This script will return a “failure" page if it receives an incorrect pass-
word. If it gets the correct password, it will redirect the browser to
another location.

#libinlsh

#stmpLe password script
PASSWORD=Schmoo

PROTECTEDFILE=lusrlmelsecurefiLe.htmL

if E $# = 0 1

then

cat 4< EOM

Content-Type: text/htmL

<TITLE>Passuord script<lTITLE>
<ISINDEX>

<H1>This page is protected. Enter password<lH1>
EON

elif E ”$#" = "$PASSHORD" J
then

echo Location: $PROTECTEDFILE

echo

else

cat << EOMZ

Content—Type: textfhtml

<TITLE> FAILI<ITITLE>

<ISINDEX>

<H1>Passuord faiLed! Try again.<!H1>

EOMZ

fi

Remember—passwd.sh is meant as a demonstration to base other
schemes on; it‘s far from the most secure way to protect a page or server. If

you are interested in security, read the security section in Chapter 21,
HTML Assistant.
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[550" #6: HANDIING FORM DATA
And now, (drum roll please), the moment you have all been waiting for...
Form Handling! In Chapter 14, Interactivity, we learned all about one half
of the form scheme: how to write the HTML code that describes a form

interface and how the form sends its data. Unfortunately, you can‘t do much

with a form without having some sort of program that can accept the data
that is passed by a form and do something with it. To clear the air about

using form data, there is some good news and some bad news. The bad

news: The form data is sent in an encoded data block that can be a pain to
decode into its component parts. The good news: This is such a common

task among CGI scripters that people have already written a number of
form-decoding utilities. A useful little collection of C functions comes with

NCSA’S HTTPD; you can just plug these functions into your C programs,

and voila! the task is done. For those of you who are not C programmers,

there are also plenty of utilities that can be used with shell scripts, TCL

scripts, and most of the common scripting and programming languages.

What Does Form Data Look Like?
There are two methods that a form can use to pass data to a script, GET and

POST. As a quick guideline, use POST whenever possible, and use GET

only for indexes and single-parameter forms.

When a form sends its data using the GET method, the data is encoded

and stored in the environment variable QUERY_STRING. With the POST

method, data is sent along through the standard input stream of the script.

(By standard input, 1 mean what would normally be typed in from the

keyboard. The HTTPD server redirects that data to the script as if it were
being typed in.) In either case, the string is URL encoded. All variables and

their values are paired together with equals (=) signs, then all of the

name/value pairs are concatenated and separated with ampersands (&). The

spaces are replaced with plus (+) signs, and the special characters are

escaped. (Backslashes don’t work here as they did in shell scripts); in this

context, “escaped" means the character is represented by a percent Sign (%)
followed by the hexadecimal ASCII representation for that character.)

no NOTE: Some definitions may be useful here. American Standard Code For

Information Interchange (ASCII) is a code assigning unique numbers to the
standard printable and control characters. This code can be read by virtually
any computer in operation today. Hexadecimal, or base if), is a numbering
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system using l6 as the base instead of 10. Numbers from 10 to 15 are
represented by the first Five letters oF the alphabet.)

Encoding example: If a form had the following text input fields in its
description: <INPUT TYPEz“text” NAME=“VAR1”> and <INPUT
TYPE=“text” NAME=“VAR2“>, and the strings typed into these text fields

were “Troy Downing” and “Boo{TAB}Radley”, the resulting encoded string
would look like:

VAR1=Troy+DoHning&VAR2=Boo%09RadLey

To interpret the contents of the string, you would want to parse it into
name/value pairs, replace the “+” with a space, and replace %09 with the
[Tab] character. Simple enough? The following code has a number of C
routines to do just that. Actually, the following code has a number of useful
procedures that can be plugged into your CGI applications. These proce-
dures generate common headers, simple HTML pages, and retrieve cookies.

cgiLib.c
/* cgiLib.c

Troy Downing

719 Broadway, 12th FLoor

New York, NY 10003
(212) 998—3208

downinganyu.edu

This is a Library of common cgi decoding functions. It is meant to
be compiled and Linked into most cgi appLications. Feel free to
redistribute this source code, as Long as this header remains as part

of the fiLe. If you have any optimizations, bugs, or suggestions,

pLease send me email at the address above.

cgiLib.c Copyright 1995, 1996 Troy Downing

*/

#incLude <stdio.h>

#incLude <stdlib.h>

#incLude <string.h>

#incLude ”cgiLib.h"

/* this HiLL decode aLL post data, and return a Linked List

This uiLL only decode data coming in via standard in, so, it is
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only good for decoding form data that was submitted with a ”POST"
method.

*1

node_t* getcgidata() {

char *buffer; 1* tmp space for extracting url data *1
node_t *node, *root; 1* the root, and actual nodes of the Linked

list *1

int cont_len; 1* length of form data, is decremented as data is
extracted *1

int first=0; 1* used to determine if we have Looped through this
yet *1

cont_len=atoi(getenv(”CONTENI_LENGTH")J; 1* how much data? *1

Hhile(cont_len) { 1* Loop through as long as there is still
cont_Len *1

if(!first) { 1* see if this is the first time *1

root = node = (node_t*)malLocfsizeoanode_t)); 1*assign a
root*1

first=1;
} else {

node->next = (node_t*)maLlocCsizeof(node_t));
node = node—>next;

}

buffer = (char*)fmakeuord(&cont_len); 1* break the data block at
the first 0 *1

node~>name=makeuord(buffer); 1* assign name to the name field *1
node—>value=buffer; 1* assign the data to the value field *1

plustospace(node->value); 1* turn all + to spaces *1
unescape_url(node—>value); 1* fix the hex digits *1

}

node->next=NULL; 1* make sure this is the last node *1

return root; 1* return the root of the linked list *1

}

1* return a substring from stdin that is up to the next a. This

is what divides the urlencoded data stream into key=value chunks.
This will return a string that is the next key=value set in the stdin
stream.

*1

char *fmakeuord(int *cl) {

char stop=‘&‘; 1* the character that is used to delimit the
key=values *1

long usize; 1* the length of the data *1

char *Hord; 1* the chopped data *1
int ll; 1* a counter *1

usize = 32000; 1* set the default size of the data *1
ll=0; 1* set the counter *1

Continued on next page
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word = (char *) maLLocCsizeof(char) * ("size + 1)); f* create the
data bLock to be returned. */

uhiLe(1) { /* grab characters, increment the counter, and Look for

the ampersand */
HordELL] = (char)fgetc(stdin);
ifCLl==Hsize) {

uordELL+1J = '\D';

usize+=102400;

word = (char *3reaLLoc(vord,sizeof(char)*(usize+1));
}

--(*cL);

if((uordELlJ == stop) |[ (feof(stdin)) || (!(*cl))) {
if(uord[Ll3 [2 stop) LL++;

wordELL] = '\U';

return word;
1

++tL;

}

/* divide a key=vaLue string into a key and a vaLue *I
char *makeuord(char *Line) {

char stop = '=';

int x,y;

char *uord = (char *) maltoc(sizeof(char) * (strLenCLine) + 1));

for(x=0;((LineExJ) && (LineExJ != stop));x++)
HordEx] = LineEx];

wordEx] = '\D‘;

if(Line[xJ) ++x;

y=0;

HhiLe(LineEy++J lineEx++]);

return word;
}

I* convert aLl pLuses '+' to spaces */

void plustospace(char *str) {

register int x;

for(x=fl;strEx3;x++) isztrExJ == '+') strEx] = ' ';
}

/* convert escaped characters of the form XXX where XX is a hex number
representing an ASCII character vaLue. This HilL convert the escape
sequence back into the character that it represents

*!

void unescape_yrl(char *url) {

register int x,y;

for(x=D,y=U;urLEyJ;++x,++y) {

3 .2

049 ServiceNow, |nc.'s Exhibit 1008



ServiceNow, Inc.'s Exhibit 1008050

'l 5 CG! SCRIPTS

if((url[x] = urlEyJ) == '2') {

urlEx] = x2ctfiurlty+1]);

Y+=2;
}

}

urlEx] = '\0';
}

/* getval is sort of the equivalent to an associative array in Perl.
($("keyname"}). This will take a Linked list of name/value pairs and a
key. It will search for the key in the list, and return a value if the
key is found. Otherwise, it will return null.
*/

char* getvaltnode_t* node, char* name){

uhile(node!=NULL) {

if(node—>name!=NULL)

if<!strncmaname,node—>name,strlenCname)))

returnCnode->value);

node=node->next;
}

return NULL;
}

1* simple html header generator */
void htmlheaderCchar* title) {

printf("Content-type: text!html\n\n");

printf("<HTHL><HEAD><TITLE>Zs<ITITLE><IHEAD>\n",title);
}

/* closes most html pages */
void htmlfooter(){

printf("<lBODY></HTHL>\n");

l* Generate a simple htmL page. */

void simplepage(char *title, char *message) {

htmlheader(title);

putsCmessage);

htmlfooter();
}

/* print a list of all of the name/val pairs *1

void printnamelist(FILE 1*fp, node_t *node) {

uhile(node!=NULL) {

Continued on next page
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ianode->value!=NULL)

fprintf(fp,"%s = %s\n“,node->name,node->vaLue);
node=node->next;

}

}

I* print a List of all of the vaLues for name/vaL pairs *I
void printList(FILE *fp, node_t *node) {

Hhile(nodeI=NULL) {

if(node->value!=NULL)

fprintf(fp,“%s\n",node->vaLue);
node=node—>next;

/* generate a simpLe error page *I
void errorpage(char* message) {

htmLheader(”Error!”);

printf(”<h1 align=center>Error!<lH1>\nZs”,message);
htmLfooter();

exit(1);
}

I* set a iuLL cookie. Be sure to add an extra carriage return after
the Last caLl to a cookie.
*l

void setcookietchar* key, char *vat, char *path, char *expire 3
{

printf("Set-Cookie: 25:25; path=Zs;
expires=%s\n",key,val,path,expire);
}

/* set up a simpLe cookie */
void setsimplecookie(char* key, char* vaL){

printf("Set-Cookie: Zs=Zs\n",key,vaL);
}

I* generate a simple 1—cookie htmL header *l
void cookieheader(char* title, char* key, char* val) {

printf{“Content-type: textlhtmL\n");
if(key!=NULL)

printf("Set-Cookie: %s=Zs\n\n",key,vaL);
eLse

printf("\n”);

printf(“<HTML><HEAD><TITLE>Zs<ITITLE><IHEAD>\n",title);
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/* convert a hex number to a character. *1

char x2c(char *uhat) {

register char digit;

digit = (whatEDJ >= 'A' ? ((uhatEO] 8 flxdf) - 'A')+1D : (uhatEDJ -

'0'));

digit *= 16;

digit += (whatE1J >= 'A' ? ((HhatE1] & def) ~ 'A')+10 : (whatE1J

_ ‘0'));

returnCdigit);
}

void httpheader(void){

printf("Content—type: text/html\n”);
}

/* this uiLL buiLd a linked List of name/value pairs from
the cookie environment variable

*/

node_t* getcookiedata€void) {

char *buffer;

char *bufferZ;

node_t *List;

node_t *node;

char cookieEBUFSIZ];

int first=TRUE;

List=NULL;

if(getenv(“HTTR_CO0KIE” ==NULL)

return NULL;

memcpy(cookie,getenv("HTTP_£00KIE"),strLen(getenv(”HTTR_§00KIE”)));

ichookie!=NULL){

white(TRUE){

if(first){

List=node=<node_t*)maLLoc(sizeof(node_t));
first=FALSE;

buffer=strtok<cookie,”;”);
} else {

node—>next=(node_t*)maLLoc(sizeof(node_t));

node=node->next;

buffer=strtok(NULL,”;“);
}

ibeuffer==NULL) break;

if<bufferE0 ==' ') {

buffer2=buffer+1;

Confinucdtm1nextpagc
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eLse

buffer2=buffer;

node—>name=makeword(buffer23;

node—>vaLue=buffer2;

}

return List;

The following is the header file that goes along with cgiLib.c.

f* cgiLib.h

Troy Downing

719 Broadway, 12th FLoor

New York, NY 10003
(212) 998—3208

downinganyu.edu

cgiLib.h Copyright 1995, 1996 Troy Downing

*/

#ifndef __CGILIB_H

#define __CGILIB_H

struct urL_node {

char *name;

char *vaLue;

struct url_node* next;

3*;

typedef struct urL_node node_x;

#ifndef TRUE

enum {FALSE, TRUE};
fiendii

nodo_t* getcgidata<void);
char* fmakeuord(int* ct);

char* makeuord(char* buff);

void plustospace(char* buff);
void unescape_prl(char* url);
char x2c(char* c);

void printList(FILE *fp, node_x*);
void printnameList<FILE *fp, node_x*);
char* getvaLCnode_t* node, char* name);
void setcookie(char* key, char *vaL, char *path, char *expire );

void httpheadeeroid);

nodq_t* getcookiedata<void);
void htmLheader(char* titte);

void setsimpLecookie(char* key, char* val);
void htmlfooter(void);
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void simplepage<char* title, char-* message);

void errorpage(char‘* message);
#endif

Right now, you‘re probably thinking, “Wow, what a mess! What am I

supposed to do with all of that stuf ." Well, don’t worry; you don’t have to

look at the cgiLib.c code again. All we will do is compile it into an object
file once, then link it to whatever programs we write that use its functions.

Before we jump in, lets get familiar with the prototypes in the header file.

The following prototypes are extracted from the cgiLibh file in the previous

code listing. The prototypes here will be followed by brief explanations of

their functions, and the parameters that they require.

mnode_t* getcgidata(void);

The getcgidataO function is probably the most important one in this

list. This function is sort of the magic “black box” that will turn a huge
block of urlencoded data into a list of names and values that can be easily
accessed in your programs. This function returns a node_t structure that is

also defined in this header file. This structure is used in other functions

later on for accessing the form data.

mcharit getvaL(node_t* node, char* name),-

This getvalO function is probably the second most useful in this library.

The getvalO function takes a node_t structure such as the one returned by
the getcgidataO function, and a character string representing a name. It will

return a value that corresponds to the name that is passed as a parameter.

cmvoid printListU-‘ILE *fp, node_t*);

The printlistO function is used to print all of the values that were passed

in as either urlencoded data, or in the form of cookies. It requires a file

pointer and a node_t structure such as the one returned by getcgidataO. The

file pointer that is passed will often be the special “stdout” pointer for

printing the results directly to standard output.

m void pri ntname L 1 st ( FILE *fp, node_t*);

The printnamelistO function is exactly the same as printlistO with one

exception—the names of the name/value pairs are printed as well as the values.

mimic! setcookieCchar* key, char 1"vaL, char- *path,

char *expire );

The setcookieO function is used for setting htrnl cookies in a Browser.

mvoid httpheadeeroid);
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This prints a simple HTML header.

mimic! htmlfootertvoid);

This prints a standard HTML closing tag.

m node_t* getcooki edata (voi d);

The getcookiedataO function is similar to the getcgidataO function,
except it returns a node_t strucmre that contains name/value pairs that were
passed as cookies rather than as urlencoded data. The getvalO function may
be used to retrieve that data.

mvoid htmLheaderCchar* title);

The htmlheaderO function prints a standard HTTP header followed by
an HTML header with the title of the document set to the value passed as

the “title” parameter.

mvoid setsimplecookie(char* key, char* val);

This sets a simple cookie name/value pair on a Browser.

mvoid simplepageCchar* title, char* message);

The simplepageO function takes a title and a message and will generate
a complete HTML document with those parameters.

mvoid errorpage(char* message);

The errorpageO function is similar to the simplepageO function, but is
meant for sending error messges to the user‘s browser.

m char* fmakeuordCint* CL);

fmakeworcl is used internally by the cgiLib functions. There is really no

nead to access it in your programs. This is used mainly by the getcgidataO
function.

m char* makewor‘d(char* buff);

makewordO is also used internally by the getcgidataO function. In general,

this function divides the namefvalue pairs into their component parts.

mvoid pLustospaceCchar'k buff),-

plustospaceO is an internal function that converts all pluses (+) to spaces.

mire-id unescape_ur't(char* urL);
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unescape_ur1() is an internal function that turns escaped characters of

the form %XX and turns them into the ASCII character that they represent.

mohar‘ x2c(char* c);

XZCO is used internally by the unescape__url() function.

So, in general, the functions in the cgiLib.c file do all of the dirty work

associated with CGI applications programming. There are functions for

decoding urlencoded CGI data, grabbing cookie data, setting cookies, and

generating simple HTML pages. Now, before we compile this library, let’s
take a quick look at what it’s doing.

Obviously, the most useful function in this library is the getcgidataO
function. (Assuming we are decoding form data.) So, what exactly is this
function doing for us? Well, the quick answer is that it is taking a block of
data that looks something like:

fname=Troy+B.8Lnamezbowningaadd=719%UDBroaduay8phone=555+1212

and turning it into something useful like:

fname Troy B.

[name Downing

add 719 Broadway

phone 555 1212

So, let’s think back about HTML forms for a second. A form urlencodes it‘s

data before sending it to a C61 application for processing. 50, all field names

and their values have been stuck together and separated by an equals (=)

sign, all of these namefvalue pairs have been stuck together and separated by
an ampersand (6:), all spaces have been converted to plus signs (+), and any
special characters have been escaped to a hexidecimal representation of the
form %XX.

Our getcgidataO function undoes all of that mess and gives us a nice
linked list of the name/value pairs. In the linked list, we can search for a
name, and we should be able to find the value that was associated with it.

(The getvalO function does just that.) So, let‘s take a look at this function:

node_t* getcgidata() {

All this tells us is the name of the function and that it returns a pointer
to a node in our linked list. (Don‘t worry if you don‘t understand this, the

other functions of this library work with this structure directly.)
char* buffer;

nods_t *node, *root;

int cont_ien;

int first=0;
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That was simple enough, just defining some variables that this function
will use.

contfllen=atoi(getenv("CONTENI_LENGTH"));

Now, you may recall that all data from a form using the POST method
will be sent to our CGI application via the standard input. Well, we need to
know how much data to read from the standard input. Well, it just so

happens that the server will set an environment variable called
CONTENTHLENGTH to the exact number of bytes that the urlencoded

data block take up. So, if we grab this value, we know exactly how many
bytes to read from standard input. Here we are assigning this number to the
cont_len variable.

HhiLe(cont_ien) {

Here we keep looping through our read routines while there is still data
to be read. Every time we take some information from standard input, we
subtract the number of bytes read from the cont_len variable. Once this
number hits zero, we are through.

if(!first) {

f* ... *l

}

This is just an initialization so that we create a new linked list node the
first time we run through this loop.

buffer: (char*)fmakewordCZcont_Len);

This function just grabs data from the standard input until it reaches an
ampersand, or the end of the input stream. The cont_len variable is decre-
mented by the number of bytes read.

node->name=makeword(buffer);

This will take the name/value pair that was stored in the buffer variable,
and divide it at the equal sign (=). Then the first part, which is the name is
stored to the node structure and the second part which is the value is stored

in the buffer variable.

node->vaLue=buffer;

This assigns the value that was in the buffer to the node.

ptustospace(node->vaLue);

This will convert all of the plus signs (+) back into spaces.

unescape_prl(node->vaLue);
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This will turn all of the escaped characters back into themselves. That

is, if there were any escaped characters in a particular value.

The rest of this function just loops through the previous functions until

there is no more data to be read from standard input. Once this is complete,
the linked list is terminated with a NULL pointer, and the root of the list is

returned. So, an assignment such as:

node_t* list;

List 2 getcgidata();

will assign the linked list to the list variable which is then ready to be
used in a call to getval (list, ”heyword”). Pretty simple.

Now the best part of this whole thing. Now that you know how it works,

you never have to look at it again. In general, you will never need to make

changes to the functions in cgiLibc, and can just plug them into any new CGI

program that you write. Now, let‘s compile this library and start using it.
You should create a directory somewhere to contain the source code for

your CGI scripts. Move the cgiLibc and cgiLib.h files into this directory.

Now, using your favorite C compiler, compile the cgiLib.c file into an object

file called cgiLibo if you use the gcc compiler, all you have to type to
create this object file is

gcc-o .cgiLib.c -o cgiLib.o

This would compile the code and save it in the same directory as cgiLibc.

OK, that’s taken care of. Now, the best way to show how to use these func-

tions is to demonstrate them in a C61 script example. The following

program will create a Magic Eightball game on your server. For those of you

who have never heard of the Magic Eightball, it is a black plastic ball full of

blue liquid, with an icosahedron floating inside. The bottom of the ball has
a window, in which one of the sides of the icosahedron is visible. There are

20 different answers to “Yes" or “No“ questions written on the sides of the

icosahedron. The user asks the Eightball a question, shakes the ball, and

then turns it upside down to read its response.

In this version of the Eightball, the user types a question into a form on

their Web browser. A click of the Submit button encodes the question and

sends it to a server. The server randomly picks one of the 20 replies that
would normally be written on the icosahedron, and returns an HTML docu—

ment with the answer. This CGl script also adds the question and answer to

a log file so that users can select the “log" page and look at all of the

extremely useful advice that the Eightball has given.
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Forms generally have two parts, an HTML part and a C61 script part.
This example lists the C61 script first since that‘s what we‘re working on
here, then it gives a few notes on how to compile the script, and finally lists
the corresponding HTML form description.
#include <stdio.h>

#incLude "cgiLib.h"
#define CHOICESZD

#define LOG "fusrlhttpd/LogsfeightbaLL_log.htmL"
void mainCvoid) {

node_t* cgidata;

unsigned char rn; {*random number */
FILE *questions; /* Log file *I

static char *messageE]={

"Yes”,

"No",

”Maybe”,

"My Reply is Yes",

"Reply Hazy, Try again",
"Concentrate and ask again",

”DefiniteLy”,

”Signs point to YES",

"Ask again Later”,

"without a doubt",

“It is certain",

”OutLook not so good",

"My repLy is No",
"Don't count on it”,

”OutLook good”,

"Most LikeLy”,

“Very doubtfuL",

"My sources say no",

"You may rely on it”,
"It is decidedLy so"

};

if(!(questions=fopenCLOG,”a”)))
errorpage(”Can‘t open Log fiLe"); /* catch an error*!

/* seed the random generator */

srand(getpid());

l*get a random number between 0 and 19 *l
rn = rand()Z20;

cgidata = getcgidata(); f* nou wasn‘t that simpLe? The
previous statement just

urLdecoded aLL of the data and

stored it in cgidata */
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/* now for the content... First, Let's write to the Log*/

fprintf(questions,”<PRE>%s </PRE>",

getval(cgidata,"question“));

fprinthquestions,"<B> Zs<iB><HR>\n",messageErn]);
chose<questions);

/* now Let's generate the response page */

htmlheader(”0raole Response"); /* print a header */

printf("The OracLe has thought long and hard about ");

printf("your question and has come to the folLouing "3;
printf("ansuer:<BR>\n”);

printf<”<H1>Zs</H1>\n”,messageErn]);

/* finish off the HTML document */

htmlfooterC);

Note that you will have to change the path names and filenames to

match the ones your system uses. For example, if you put the log file in a

different location, you will have to change the l-IREF that points to it in the
bottom of the file.

To install this file, compile it and link it with the cgiLib.o object file that

we created earlier in this section. If you’re following the example exactly, type

gcc eightbaLL.c cgiLib.o —o lusrlhttpd/cgi—bin/eightbaLl

Note the path to the cgi-bin directory. This eliminates the step of moving
the compiled program into the correct directory. If you compile your

version locally, remember to either move it into the correct directory, or ask

your system administrator to move it for you if you don’t have write privi-
leges to make changes there.

Now, let‘s take a look at the form that calls this script. Remember that you

will have to change the machine name and path to match your own installation.
<HTML>

<HEAD>

<TITLE>Magic EightbaLl<lTITLE>
<IHEAD>

<BODY>

<H1>Troy‘s Magic 8-baLl page<lH1>

<IMG SRC="/shaggy.a/douning/pubtic—htmL/8-ball.gif"><P>
<HR>

This is where one shouLd turn for advice of criticaL

importance. To use this OracLe:
<UL>

<LI>Concentrate

<LI>Type in a yes or no question
<LI>Click on the "ask" button.

CbnfinuedrNinextpage

060 ServiceNow, |nc.'s Exhibit 10%]



ServiceNow, Inc.'s Exhibit 1008061

VV E B

518

 

P U B L I S H E R ' S C C)!% S T R {J C T l C)!“ K I‘l VVI T H H T an L

Confinuedfnmuinewouspagc
<IUL><BR>

You wiLL receive a reply shortly.<BR>
<HR>

<H1> The OracLe can onLy answer "YES or NO" questions.</H1>
<HR>

<FORM ACTION="http:l/found.cs.nyu.edulcgi—bin/douning/eightbaLL"
METHOD="POST">

Type in your question:4P>
<HR>

<TEXTAREA NAME="question" ROHS=2 COLS=60><ITEXTAREA>
<HR>

<INPUT TYPE="submit” VALUE="Ask 8-baLL”><INPUT TYPE="reset”
VALUE=”CLear Entry“>

<1FORM>

<HR>

<H5)I can't be heLd responsible for bad advice given

by this oracLe<lH5>
<H4>Accept no imitations! This is the Original WNW SBaLL and not a
cheap imitation!</H4>

<A href=ilogsfeightbaLL_log.html>Read Log<lA>
</BODY>

<IHTML>

To make this work, you mu5t make sure that all of the hrefs are
pointing to the path/names of the files you created on your system. The
paths and filenames listed here are only examples. To see the Eightball in
action in its original home, point your Web browser at:

httpzflfound.cs.nyu.eduidouningfeightbaLL.htmL

The Eightball example only deals with a single variable that contains the
question string. What happens when we need to deal with several
name/value pairs? Well, the following example works with the basic “feed-
back" page form that was described in Chapter 14, which allows a user to
submit comments via their browser. This version adds the comments to a

database, but this could easily be changed to a mailer that would mail the
results to the forms owner.

Here is the description of the database handler that goes with the form
description in Chapter 14. It will take the form data, return an HTML page
to the browser confirming receipt of the data. write the data to a database,
and send e-mail informing the author that new data has been added.
#inciude <stdio.h>

#incLude <stdLib.h>

#inctude "cgiLib.h"

#define MAILER “lusr/LibfsendmaiL”

#define ADDRESS "userasomewhere.com“

void mainCvoid){
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node_t* root;

FILE *mail;

char addressEBUFSIZ];

root=getcgidata();

/* put the user response page together */
htmlheader("MaiLer Page“);

printf("Thanks for your submission.<BR>");

printf("The contents of your submission follou:“);
printf("<PRE>\n");

printnamelist(stdout,root);

htmlfooter();

/* construct the mail address */

sprintf(address,"Zs Zs",MAILER, ADDRESS);

mail=popen(address,"w”); /* open a pipe to mail */

imeai ==NULL)

errorpage("Couldn't Open mailer\n”);

/* send a page'if the mail pipe failed*/

fprintf(mail,"$ubject: WebHaiL!\n");

/* set the subject line in the mailer */

printnamelist(mail,root);

/*print all of the cgi data to the mailer */

fcloseCmail); /* close the mail pipe *I

Here’s an exercise. To get an idea of what your encoded strings look like
to your CGI scripts, write the following shell script:
#include <stdio.h>

#include <stdlib.h>

void main<int argc, char *arngJ)
{

int cont_Len,index;

char c;

cont_Len = atoi(getenvC”CONTENT_LENGTH”)3;

print("Content-type: text/html\n\n");

printf("<Listing>\n");

forCindex=0;index<cont_len;index++)
{

c = getchar();

ConfinuedtNIHextpage
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printf("%c",c);
}

}

Compile this program and place it in the cgi-bin directory. Now, using
one of the forms you‘ve created, or one of the forms described in this book,
change the <ACTlON> tag to point at this program. (You must use the POST
method for this to work.) Now, when you submit a form that points to this

script, it should return the entire encoded string that your form sent it. This
can be a useful tool if your decoding algorithms aren’t doing what you expect.

HTTP Cookies
Mmmmm Cookies! Well, um, actually, HTTP cookies aren‘t as tasty as one

may hope. But that doesn‘t mean that they should be taken lightly. HTTP
cookies are the single most powerful mechanism at a C61 programmer’s
disposal for maintaining client-side state. So, what is a cookie? The quick
answer: “An I-lTTP cookie is persistent, client-side state, that is assigned

through a standard HTTP header."
Well, what‘s so cool about that? Let‘s think about the standard HTTP

transaction between a browser and a C61 application. First, the browser

opens a connection to an HTTP server and requests a C61 application. The
server locates the C61 application, executes it, sends it data, and takes its
results from the C61 application‘s standard output. The server then
forwards the output from the C61 application to the browser that requested
it in the first place, and kills the connection.

Once the connection is closed, the C61 application has no way of

keeping track of who had accessed it. The CGI application lies dormant
until a request is made for its services, then it springs to life, and goes back
to sleep. There is no persistence of state kept in the C61 application's
memory, since it exits, and no longer has a connection to any particular
client browser anyway

In many circumstances, it is useful to keep track of what transactions a
particular client has made. For instance, say you have an Internet shopping
service. Part of the functionality of this service is that you’d like your clients
to be able to shop around and add items to a virtual shopping bag. Once
the client is done shopping, you want him or her to be able to “check out,”
or pay for the items in the virtual shopping bag.

Well, the problem is keeping track of items as they are added to the
shopping bag. Your CGI application could generate a new HTML form with
hidden input tags after every transaction, and these hidden tags could
contain the names of items in the bag. Or you could keep a local database
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on your server that assigned a unique ID that was hidden in an HTML form

and track items on your server. Or, use cookies.

Cookies allow you to store information on a client’s browser that is not

part of the HTML content. You can set the persistence of cookies to last

throughout a single session, or for some arbitrarily large amount of time.
Many of you no doubt have seen customizable Web sites. These are

Web sites where you select what information you want to see, and how you
want to see it. Amazingly enough, when you come back to that same site

the next day, it remembers all of the preferences you set. These work with

cookies. The site maintains a database of your preferences and assigns your
browser a unique ID number. This number is hidden in your browser as a
cookie so anytime that you access the site, the server at the site can deter-

mine who you are, and what your preferences are.

So, how does it work? Simply, a cookie is set on a browser with a stan-

dard HTTP header. This works exactly the same as the mechanism we use

to tell the server what type of content we are sending. The cookie data, in

its simplest form, is formatted as a name/value pair. To clear things up a bit,
the following code bit is an HTTP header for an HTML document that will

set a cookie name “fname” and the value of “Troy” on the client‘s browser:
Content-type: text/html

Set-Cookie: fname=Troy

You can have an arbitrary number of “Set-Cookiez” lines in a single
HTTP header. The server distinguishes the header from the content by
looking for a blank line seperating the two. This is why an HTTP header

must always be followed by an extra blank line. For example, the following
ouput would set a number of cookies, and then begin sending content:
Content-type: text/htmt
Set-Cookie: name=Bob

Set-Cookie: add=Smith Street

Set—Cookie: phone=555—1212

¢HTflL>

<HEAD)

Notice the extra line between the header and the content. If this line is

omitted, this script will not work. The browser will be sent an error message
of the form “Server Error 500”, which doesn’t mean a whole lot to anyone.

Relevance

The next interesting part of a cookie is setting its relevance. By default,
the cookies that you set will only be sent to documents with the same base
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URL of the C61 application that set the cookie. So, normally, only the site
that set a cookie can get the data back. Sometimes, you may want to set the
cookies relevance to a specific path on your server. This is useful if you have
a number of applications that may use the same names for cookies. This is
done by adding a “path” attribute to the cookie header. The attributes in the
header are separated by semi—colons (‘,). So, to set the path of a cookie to be
relevant to /cgi-bin/downing/, you could use the following cookie header:
Set-Cookie: name=Troy; path=lcgi—binldouningf

Once issued, this cookie would only be sent to C61 applications in the

/cgi-bin/downing/ directory.

Persistence

By default, a cookie will remain in effect throughout the session that it was
created in. In other words, the cookie is forgotten once the client’s browser is

restarted. So, how do you set the persistence? Well, there is an “expires"
attribute that can be added to the cookie header. The expires attribute is in an

odd format. The format is in the form Wdy, 11-Jun-98 12:15:00 GMT. More

generically, “Weekday, DD-Mon»YR I-IH:MM:SS GMT”, where the first part is
the weekday, the DD is the day of the month, Mon is an abbreviation for the
name of the month, YR is the last 2 digits of the year and HH:MM:SS are the
hours, minutes, and seconds of the expiration. All times are recorded in
Greenwich Mean Time (GMT). So, the following cookie header would remain

persistent until June 11, 1998 at 12:15 Greenwich Mean Time:
Set—Cookie: name=Troy; expires=wdy, 11-Jun-98 12:15:00 GMT

Retrieving Cookie Data
So, now you know how to set cookies, the obvious question is: “How

do I get the data back from the browser?“ All relevant cookie data is auto-
matically sent to a C61 application through an environment variable called
“HTTP_COOKIE“. The form is “key=val; key=val; for an arbitrary
number of keys. So, getting cookie values is as simple as reading the
HTTP_COOK1E environment variable and parsing it into name/value pairs.

Using the cgiLib Library with Cookies
The cgiLib.c library has a number of functions for setting and retrieving

cookie values. Setting cookies can be as simple as calling a setcookieO func-
tion. The setcookieO function takes four parameters representing the name,

value, path, and expiration of a cookie. Here is a code sample for setting a
cookie with the library:
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httpheader();

setcookie("name”, ”Troy“, “/cgi-binfdouningl","de, 11—Jun—98 12:15:00
GMT");

printf("\n");

Notice that the httpheaderO function was issued first to print a

“Contenntype” header, and that the entire HTTP header was followed by a

printh“\n”); to print an extra line after the header. Often, you only want to

set a temporary cookie, in which case you can use the setsimplecookieO

function with a name and value parameter. For example:

httpheaderC);

setsimpLecookie(”Name", "Troy");

setsimpLecookie("Phone","555—1212");

printf("\n”);

There is one other simple function that will create an HTTP header and

set a cookie value all in one fell swoop: cookieheaderO. This is sent a docu-

ment title parameter, and a cookie name and value. This function will auto-

matically print the “Content-type“ header, and follow the cookie with the

extra blank line. For example:

cookieheader("Cookie Page", "name", "Troy");
1* content foltous*/

So as you can see, setting cookies is pretty simple. Extracting cookies is

almost identical to extracting the urlencoded CGI data. The getcookiedataO

function returns the root of a linked list that can be used in any of the

getvalO, printlistO, or printnamelistO functions. So, here is a code fragment
that gets the cookie data from the HTTP_COOKIE environment variable,

parses it into a linked list, and prints the value of the cookie named “fnarne”:

node_t * cookie;

cookie = getcookiedata();

htmLheader(“test page”);

printf("The vaLue of the cookie fname = %s\n", getvaLtcookie,"fname));
htmlfooterC);

Couldn’t be simpler. Instead of using the getvalO function in a printh

statement, we could have printed all of the cookie namefvalue pairs with

the following statement:

printnameList(stdout,cookie);

The printnamelistO function takes a stream or file handle, and the root

of a linked list. It then traverses the linked list and prints out all of the
names and values that it contains.

Finally, here is a simple program that sets a number of cookies and then

prints their values:
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fiincLude <stdio.h>

#incLude "cgiLib.h"
void mainCvoid) {

node_t* cookie;

cookie=getcookiedata();

httpheaderC);

setsimpLecookie("name",”Troy");

setsimptecookie("add”, "719 Broadway”);
setsimplecooke(”phone", "555—1212”);

printf("\n”);

pri ntf ( "<HTML><HEAD><TITLE>Cooki e Test<lTITLE><IHEAD>\n" ) ,-
printf("<BODY>\nThe submitted cookies foLlou:<PRE>/n");
printnameList(stdout,cookie);
printf(”<\PRE>\n");
htmLfooter();

As you can see, cookies are a powerful mechanism for storing informa-
tion on a user’s browser. They are also very simple to use, especially if you
use the prepackaged functions listed above. Common uses for cookies are
storing password information, keeping track of a particular user (look in
your browser's cookie database on your local machine, you may be
surprised to see how many services have assigned you an ID number so that
they can keep track or your browsing habits), or keeping track of items that
you may select during a shopping spree. The applications are enormous,
and I'm sure you'll come up with your own intriguing requirements for
client-side state tracking.

[ESSON #1: SAMPlE SCRIPTS FOR UNIX, WINDOWS,

MID MMINTOSH SERVERS
This final section offers a number of educational, useful, and/or interesting

CGI scripts, with something for whatever platform you’re likely to be using.
Most of them come from public archive sites around the Internet community,
and their authors deserve great thanks for making them publicly available.

Unix

Unix is generally the C61 programmer‘s operating system of choice. Most of
the more intriguing scripts seem to have been written for Unix servers. This
doesn‘t mean that they can’t be revised to run on other servers; in fact,
many of them can be modified to run on other platforms with very little
work. It may take some doing to convert a shell script to an AppleScnpt
program, but the C programs should port quite nicely. Note that any C
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programs that are listed below that contain “#include “cgiLib.h”“ must be

linked with the cgiLibc functions listed earlier in this chapter. Well, enjoy!

fax_mailer.c
/* This works with a specific fax-modem terminal that

the author runs locally. The fax modem takes e—mail as

its input. This may need to be modified to work on your
system.

HTML Fax Utility. Should be run as a cgi file under

HTTPD. Takes the variable string supplied from the

HTML ”Form" submittaL and parses it into an e—mail

address.... The order that the variables appear in the

html form is important. They must appear in the form

in the same order that they are Listed in the defines

below, that is, AT..FROM. (Not the best approach for the

job; it'll get fixed at some point.) This will produce
an e-mail message of the form:

IFN=995-4122!AT=Troy_Downing/O=NYUlatext-fax.nyu.edu

text-fax.nyu will parse the "to“ line and create a fax
cover page and attempt to fax it to the number Listed

after IFN=. CurrentLy, aLL spaces are converted to

underscores in the address but not in the body.

The fax is mailed from nobodyayourserver.com and this

will appear on the header as the sender. So, Its

important to include the FROM string so that the
recipient will know who it came from....

*/

#include <stdio.h>

#include <stdlib.h>

#include "cgiLib.h“

fidefine MAILER “lusr/bin/mail"

#define LOGFILE "/usrflogs/fax.Log"

#define FAX "atext-fax.myserver.com"

void main(int argc, char *argv[])
{

node_t* data;

char addressEZSéJ;

FILE *mdata, *Log;

1* get form data *I

data = getcgidataC);

ConnnuedtNInextpage
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1* put together e—mail address. The getval() function is
passed the linked list that we created with the getcgidata()
function, and then the names of the input fields are passed to
retrieve the values that were input in the html form */

sprintf(address, ”Ks -s \"%s\“ \"IFN=Zs/AT=Zs/0=Zsf0U=Zsi\"Ks",
MAILER, getval(data,"subject"), getval(data,"FaxNo"),
getval(data,"addressee"),getval(data,"0rganization"),
getval(data,”address"),FAX);

I* open a pipe to the mailer */
if (!(mdata=popen(address,"w")))

errorpage("Couldn't open the mailer");

!* Send the mail message to the fax machine*/

fprintf€mdata,”%s\n", getval(data,"body”));
fprintf<mdata,"Hessage Sender: %s\n",

getval(data,"from"));

pclose(mdata);

[*write the data to the Log file*!

Log=fopenCLOGFILE, "a");

fprintf(log,”----------\n“);

printnamelist(Log,data);
fprinthlog,"----------end-—\n");
fcloseClog);

/* send a response page to the user */
htmlheader("Fax Sentl”);

printf("<h1>MaiL sent!</h1>\n" );
printf("content folLows:<p><hr><PRE>\n”);
printnamelist(stdout,data);

printf("</PRE>");

/* end html document *I

htmlfooter();

}

fax mailer.html
<HTHL>

<HEAD>

<title>FAX Utility<ltitle>
<IHEAD>

<BODY>

<h1>FAX Mailer<lh1>

<hr>

This form will send a FAX to the fax numberirecipient that is

supplied. Currently it will only work with area codes 212 and 718. If
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you haven't used this before, please read the <a

href=”http:l/found.cs.nyu.edu/douning/fax_instruct.html">instruc—
tions<la>_<p>

***REQUIRED fields are marked with a *<p>
<hr>

<form action="http:[/found.cs.nyu.edu/cgi-bin/douning/fax"
METHOD=”P05T”>

<pre>

To:* <input

Sub:* <input

Fax number:* <input

Organization: <input

Address: <input
<lpre>
<hr>

Body:<p>

type=“text"

type="text"

type="text”

type=”text“

type=“text"

name=”addressee" size=30><p>

name=”subject" size=30><p>

name="FaxNo" size=15><p>

name="0rganization“ size=30><p>

name=”address" size=30><p>

<TEXTAREA name=”body" COLS=80 ROHS=10><ITEXTAREA>
<p>
<hr>

From:<input type="text" name="from" size=35><p>
<input type="submit" ualue="submit”>
slform>

<IBODY>

</HTML>

mailer.c

This next script will send e-mail submitted via a form. It can be useful if

users can’t use mailto: URLs with their browsers.

/* This is a simple mail program. It uses the cgiLib Library
and is configurable in the html, so it's useful for a number
of users at a site. It expects a form such as:

<FORM ACTION=http:l/foo.com/cgi-bin/mailer/douningafoo.com>
<INPUT name="email“ >
<INPUT ...>

<FORH>

there can be an arbitrary number of input elements in the

form. If one of the input fields has the name "email", then
the contents of the field will be used as a return address,
otherwise the server's address will be used. The email

address that will be sent the results of the form submission

is appended to the URL in the ACTION attribute. This makes it

possible for a number of users to use this same program by
only changing the URL in the ACTION attribute to point to
their particular email address

*/

#include <stdio.h>

fiinclude <stdlib.h>

#include "cgiLib.h"
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#define MAILER "lusr/Lib/sendmail”

void main(void){

node_t* root;

FILE *mail;

char addressEBUFSIZJ;

root=getcgidata();

/* put the user response page together */
htmlheader("Test Page“);

printf("<BODY><PRE)");
printf("Thanks for your submission Z5<BR>\n",

getval(root, "fname"));

printf(”He have your email address as: Zs<BR>\n“,
getval(root,"email”));

printf(“The contents of your submission follou:\n”);

printnamelist(stdout,root);
htmlfooter();

{*construct the mail address *I

sprinti<address,"%s Zs",HAILER, getenv("PATH_INFO")+1);

/* if an email address Hasn't provided, send an error*/

if(getenv("PATH_INFO" ==NULL)
errorpage(”You must supply an email address \

appended to the action url. Otherwise, \
this mailer has no idea who to mail to...");

mail=popen(address,"u"); /* open a pipe to mail *I

if(mail==NULL)

errorpage("CouLdn't open mailer\n");
/* send a page if the mail pipe failed*f

fprintf(mail,"Subject: HebMail!\n“);
/* set the subject line in the mailer */

if(getval(root,"email")!=NULL)
I* if email is 3 var, make that the rat. add*I

fprintf(maiL,"RepLy-to: %s\n",
getvaltroot,"email”));

printnamelist(maiL,root);
[*print all of the cgi data to the mailer *!

folose<maiL); I* close the mail pipe *I
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mailer.html
<HTML>

<HEAD>

<TITLE>MaiL Interface<ITITLE>
</HEAD>

<BODY>

<H1>Mailer<IH1>

<P>Please send us a message:</P>

<FORM ACTION=”http:f/foo.eom/cgi—bin/maiLer/douningafoo.com"
METHOD="POST">

<PRE>

Name: <INPUT name=“name">

Email: <INPUT name=“emaiL”>

<TEXTAREA rous=1fl cols=60 name=”message">

Type your message here
</TEXTAREA>

<INPUT type="submit">
</PRE>

</FORM>

<IBODY>

<1HTML>

names.c

/* This program parses a form that contains 3 input fields: a

name suggestion for my expected new baby, a sex which couLd

be maLe/femaLe/either, and a comment

the suggestions are added to a database that I'm keeping
untiL I actuaLly have to name the kid.

addendum: The baby was born 3-25—95 and named Morgan
*/

#include <stdio.h>

#inelude <stdLib.h>

flincLude ”cgiLib.h"

#define NAMES "/usripubfnames”

void main(void)

{

char addressE256];

FILE *names;

node_t* data;

data=getcgidata();

names = fopen<NAMES, “a");

htmLheader("Name Submission");

CDHUHHEdINIHEXEpflgE
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fprintf(names,“%s\t\t%s\t%s\n“,getvaL(data,"name"),
getual(data,"sex"),getval(data,"comment"));

choseCnames);

printf(”<h1>Thanks for your suggestionl<Ih1> \n");
printf(”<h2>l uiLL take the name \”%s\" into serious \

consideration!<p>”,getval(data,”name")3;

printf(”<a href=\"http:Ilfoo.comlpub!names\”>”);
printf(”List of names</a><p>”);

htmlfooter();

names.form
<form action="http:Ilmyserver.comfegi-binlnames” METHOD="POST">
PLease help suggest a name. Enter a name, comment if you want, and
sex.<BR>

name:<input type="text” NAME=“name" size=15>
<seleet name=“sex">

<option>MaLe

<option>FemaLe

<option>Either
<lseLect>

comment:<input type="text” name=”comment” size=30>
<input type="submit" value="submit name">
<a href=”lusr/pub!names">List of names so far...<fa>
<lform>

Easy Counter

530

Most Web servers support server-side programs, which are a way of creating
small bits of HTML on-the-fly. These are similar to cgi scripts, but they do
not need to be called via a form or hyperlink#they can be called from the

source of your HTML document.

Server-side scripts are a marvelously easy way of adding a counter to your

Web page. A counter is a simple program that keeps track of how many
people have visited your site. Whenever your Web page is loaded, the counter
is incremented. You can then print a message onto your page similar to:

1,238 foLk have visited this Web page since January 1, 1996.

STYLE TIP: Counters are highly over-used. Given that warning, you’re still
welcome to use one but be aware that some people find them annoying.

To add a counter to your Web page, split your HTML document into
two documents. The first file should contain all the HTML markup you

want to appear before the counter appears. The second file should contain
the rest of the markup.
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For instance, you might have two files as follows:

filelhtml
<HTML>

<HEAD>

<TITLE>My counter Page</TITLE>
</HEAD>

<BODY>

A counter page. <P>
<HR>

file2.html

faLk have visited this Web page since January 1, 1996.<P>
<HR>

Pretty neat, eh?
</BODY>

</HTML>

Now create a text file which contains the initial counter value Ge, 0).
This file shold be named counttxt.

Mil-iii
0

NOTE: Make sure that all the tiles are readable and writable by the Web sewer.
Use the chmad 644 command to give the file the correct made. For example:
chmad 644 counter.txt

You’ll now use a simple server-side program to stitch these three files
together. The C code for such a program is as follows:
I***********************************************

caunter.c:

A script to add a counter to your Web page.
***********************************************I

#define HTML_HEADER "(entire local path to)/test.head"

fidefine HTML_£0UNTER "(entire local path to)/test.count"
#define HTML_FOOTER "(entire Local path ta)/test.foot“

void print_file(char *file)
{

FILE *fp = fopen(file,"r+");

char LineE1024J;

LineEUJ = '\fl';

while (fscanf(fp, “ZE*\n]s", Line) != EOF)
{

fgetc(fp);

printf("Zs\n", line);

lineEU] = ‘\0‘;
}

fclose(fp);

Confinucdtnrnextpagc
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void incrementfipounter<char *fiLe)
{

int counter;

FILE *fp = fopen<file,"r+");

fscanf(fp, "1d”, Ecounter);

/* Increment the counter */

counter++;

1* Save the new value to the count.txt fiLe. *!

fseek(fp, UL, 0);

fprintf(fp, ”Zd\n", counter);
chosetfp);

/* Spit out the count number. */
printf(”%d", counter);

}

void mainCint argc, char **argv)
{

printf(”Content-type: text!html\n\n”);
print_fiLe(”fiLe1.html");
increment_counter(“count.txt");

print_fiLe("file2.html”);
}

You can compile the program (assuming you’re using the Unix cc

compiler) as follows:

cc counter.c -o fcgi-binfcounter.htmt

Modify the output path, if necessary, so that the output is put in your
server‘s cgi-bin directory. You can name this file anything you want,
counterhtml is just a suggestion.

To test the file, just run the counterzhtml file by typing its name. The
correct HTML output should appear on your screen if everything seems
fine. You can now have people access your counter directly. For example. if
your cgi-bin directory is at: http://www.smartypants.com/cgi-bin then your
new counting Web page can be accessed at: http:/fwwwsmartypants.com/cgi-
bin/counterhtml

If you wish, you can create an alias so that when people seem to be
accessing a Web page from your regular Web directory they‘ll actually be
accessing the counteizhtml program in the cgi—bin directory

Move to the config directory of your Web server and edit the srmtonf
file. Add this line to the ScriptAlias section:

ScriptALias lmypage.htmL lcgi-binlcounter.htmt

The first value should be the directory where your Web pages are stored.

You can change mypage.html to any name you’d like people to access. The
second value should be the actual cgi-bin directory on your Web server.
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Once your server is restarted, your counter page will be accessed when-

ever somebody calls http://www.smartypants.com/mypage.html

Server Push

Most late-model browsers, such as the Netscape Navigator and Microsoft’s
Internet Explorer, allow dynamic content in the form of a “Server Push" or a

“Client Pull.” What the Server Push allows you to do is send a series of

objects to the client rather than a single one. Normally, a C61 script sends a
single type of data, say a text/html document or a GIF image and once this
object has been passed on to the client, the connection is broken. With a

Server Push, the connection is left open while the server sends a series of

objects and is not closed until the script terminates. This is particularly
useful using the multipart/x—mixed—replace MIME type with graphic images.
This will allow you to send a graphic image to the client browser and then

immediately replace it with another. By stringing a series of images like this
together, you can create a sort of inline animation on the client’s browser

without using an external “helper application.”

The Client Pull is similar to the Server Push but rather than having the
server send another object, the client requests a series of objects after a
specified interval. This comes in handy if you want the client to keep
checking a document or script for changes automatically and for orches-
trating “guided tours" without requiring user intervention. The Client Pull

is implemented as an HTML tag that is interpreted by the client’s browser.
An example of a Server Push and a Client Pull follow.

Slide Show Animation—The following is the code for an inline anima-

tion script. It will send a series of GIF files to a browser, replacing each
image with a subsequent one. It can easily be modified to use JPEG or XBM
images as well. To work as intended, it should be called with an HTML

document similar to the one that follows.

movie.c

/* Muitipart-mixed cgi demo.

Troy Downing 1995

This was written to demonstrate the muLtipart/mixed—repLace
capabilities that are now available with HTML 3.0 compLiant
browsers.

This uiLL send a series of images to a browser. Each image
wilL replace the previous image giving the iLlusion of an

Continued on next page
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Continued from premous page

animation. This will work best on fast networks with smaLL

images of the same size/resolution.

Just to make things simple, I've named the images 1..8.gif;
this could be easily modified to deaL with other

filenames/types.
*!

#include <stdio.h>

#define BOUNDARY “——ThisRandomString\n" {*marks beginning of file*/
#define ENDING "—-ThisRandomString—-\n"l*marks end of file*f
fidefine HEADER "Content-typezmultipart/x-mixed

replace;boundary=ThisRandomString”
#define TYPE "Content-type: imagelgif" {*mime type of fiLe*l
#define IMAGETYPE "gif" {*filename suffix*!
#define IMAGEDIR "lusridowninglgifsl" /*contains the images*l
#define NAHELEN 256

fidefine REPEAT 8 {*number of images to send*i
#define BUE_§IZE 1024 /*number of bytes to read at

once*/

void main(void)

{

FILE *{_spew; {*points to image files*!
char fileENAHELEN]; {*holds image file name for use with J

fopen()*!
char bufferEBUF_§IZE]; {*bufier for reading file*l
int counter,count,tries;

printf("%s\n\n“,HEADER); {*print the multipart header*!

oounter=REPEAT+1;

while(counter--) {*cyole through images*!
{

printf(”%s",BOUNDARY); /*print beginning boundary*!
printf("Zs\n\n",TYPE); /*print mime type for image*{

sprintf(fiLe,”Zde.Zs”,IHAGEDIR,counter,IMAGETYPE);
{*construct fiLename*/

while((f_spew = fopen(file,"r"))==NULL) {*open file*!
{

if(tries--<U) break;

}

while (!feof(f_spew)) 1*send data while not EOF*!
{

count = fread(buffer, 1, BUF_§IZE, f_spew);

fwrite(buffer, 1, count, stdout);
J.

fclose(f_spew);

077 ServiceNow, Inc.'s Exhibit 1008

3 . 2



ServiceNow, Inc.'s Exhibit 1008078

'I 5 CGI SCRIPTS

printf("%s",ENDING); /*print ending boundary*/

}

Now, here is the HTML page that calls this program. I’m assuming that the
code was compiled as “moviecgi” and placed in the cgi-bin directory.
<HTML>

<HEAD>

<TITLE>Movie Test<lTITLE>
<IHEAD>

<body>

The following box should show a series of images. Click the
“reload” button to restart it.<BR>
<CENTER>

(TABLE border = 1D><td><img src = "http:flyourserver.com/cgi-bin/
movie.cgi"></td>
<ITABLE>

</CENTER>

<IBODY>

The following is an example of a Client Pull. The Client Pull is specified
with an HTML <META> tag. For more information on the HTML 3 specs,
see Chapter 10. This page will automatically reload itself every 30 seconds.
<HTHL>

<HEAD>

<TITLE> Client PuLl demo </TITLE>

<HETA httpeequiv=“Refresh” content=30>
</HEAD>
<BODY>

The foLlouing is a picture of our Lab. It will
refresh every 30 seconds.<BR>

<IMG SRC="HTTP:llourserver.com/cgi-bin/take_pic.cgi”>
<fBODY>

Perl

Perl is a very popular scripting language for creating CGI applications. Since
it is beyond the scope of this book to teach you the “Practical Expression
and Report Language” (PERL), here are some code examples in Perl for
creating simple CGI applications.

In the cgiLib.c library earlier in this chapter, there were a number of

common functions for creating simple html documents and decoding URL
data. The following code example is an almost identical library, but
designed to be included in Perl scripts.
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Perl is much slower than compiled C code, but has one advantage. It has

a very powerful regular expression model for easily manipulating strings. So,
the getcgidataO funcuon in Perl, as you will soon see, is much shorter and
more elegant than its C equivalent. Well enough talk, here’s the library:

chLIb.p|
# cgiLib.pL

# Troy Downing

# downinganyu.edu
#

#

#

This is a package or core subroutines that are heLpfuL when
writing cgi appLications

# the foLLouing Line must be present for ”require"
# to succeed

1;

# htmlheader prints out a standard header, and <HEAD>... tags.
# syntax htmlheader("titLe”);
sub htmlheader {

LocaL($titLe) = a_;

print "Content—type: text!htmt\n\n";
print ”<HTML><HEAD><TITLE>$titLe<ITITLE><IHEAD>\n";

}

# textheader prints out a textipLain http header
sub textheader {

print(“Content—type: textIpLain\n\n”);
}

# imageheader prints out a standard http gif header
#syntax imageheader(”gif”);
sub imageheader {

Local($type) = fi_;

print ”Content—type: image!$type\n\n";
}

# htmLfooter prints out a standard htmL doc cLosure
sub htmlfooter {

print ”\n<fBODY><IHTML>\n";
}

# getcgidata uiLL decode the urLencoded data from a form or
# query submission
# it uiLl return the decoded namelvalue pairs as a alist.
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# By default, it

# will determine how to get the data

# (ie POST or GET) by examining the

# REQUEST_METHOD environment variable.
# It can be forced to use either

3 POST or GET by passing it the value ”POST" or

#"GET" as a parameter. ie:

# ZaList — getcgidata(”POST”);

sub getcgidata {

Local($method) = a_;

if($method eq ””) { # check to see if a value was passed
$method = SENV‘E'REQUESTHMETHOD'};

J.

if (($method eq ”POST") 1| ($method eq "post")) {

readtSTDIN, $buffer, $ENV{'CONTENT_LENGTH'});
} else {

$buffer = SENV{‘QUERY_STRING'};
}

anameVaLue split(/&/, Sbuffer);

#break up the urlencoded block

foreach Spair (anameVaLue) {

($name, $vaLue) = split(/=/, Spair);
fidivide the name/value pairs

$value " tr/+/ /; #repLace aLL + with a space

$value " s/Z(Ea—fA-FOH9JEa-fA-FU—9J)Ipack("C",

hex($1))/eg;

fidecode any escaped hex characters
if ($value ne "”) {

$form£$name} = Svalue;
}

}

return Zform;
}

# simplePage generates a simple html page.
# It expects a title and

# a message string to use when generating the page

sub simpLePage {

LocaL($titLe,$message) = a_;

htmlheader£$title);

print(”$message\n");

htmlfooter();
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Phew! That was almost as ugly as the cgiLib.c file! Well, the nice thing

about it is, like the cgiLib.c file, you don‘t ever need to look at it again. Just

include it in any CGI programs that you write in Perl. Here is an example

program written in Perl that generates a simple HTML page:

#E/usrllocal/binlperl

require 'cgiLib.pl‘;

htmlheader("Test page");

print "<H1>Hhoopy! A generated page!\n“;

htmlfooter();

That wasn‘t so bad now was it? Here’s a more complicated example.

This is the equivalent to the mailerc program earlier in this chapter. This

will parse nearly any HTML form input, and send it as e-mail to an address

specified in the ACTION attribute as path information. (ie:

ACTION=http://foo.com/cgi—bin/mailit.deowning@foo.com)
O O

mallit.pl
#E/usr/local/bin/perl
#

# Troy Downing

# downinganyu.edu
#

# This is a basic mail application. It is generic and can be used by a

variety

# of installations using different recipient email addresses.
#

# the destination address is passed in the PATH,INFO variable, so the
form that

uses this would look something like:a:

<FORH action=/cgi—binlmaiLit/downinganyu.edu>
emaiL: <INPUT name=email>

name: <INPUT name=name>

Mess: <INPUT name=message>
</FORM>

if the name of one of your input fields is called ”email” ,

then this mailer will use that as the ”Reply-To“ field,

otherwise, the server's return address will be used.

%%%1k¥th:2th=lfl:3t
require 'cgiLib.pL';

Zlist = getcgidata();

if ($Listlmessage} eq ””) {

simplePage("MaiLit Error”, "<H1>You Must supply a message!</H1>”);

exit();
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htmlheader(”Form Submission");

print ”<H1 aLign=center>Thanks for your submission<lH1>\n”;

print ”The file contents of your submission foLlou:<BR>\n<PRE>\n";

$maiLaddr= SENV{'PATHHINFO'};

$maiLaddr =” tr/\/f I; # This will repLace the first I

open (MAIL,”| maiL $maiLaddr”);

if<$list£email} ne "") {

print MAIL "RepLy-To: $List£email}\n";
}

foreach (keys Zlist) {

print ”$_ = $List{$_}\n";

print (MAIL "$_ = $list{$_}\n“);
}

print ”<fpre>”;

close (MAIL);

htmLfooter();

Now, you‘ve got to admit that was pretty simple! All of the dirty work is

hidden in the cgiLibpl functions. This leaves you, the programmer, free to

concentrate on what you want to program, rather than the tedious part of

decoding urlencoded data streams. So, try taking the mailitpl program

above and modify it for your own needs. Once you start to play with it a
bit, it should become clear how the cgiLib.pl functions work. Enjoy!

DOSlWindows Scripts
There are a number of DOS and Windows scripts available on the Internet

archives. Many are written as batch files, C programs, compiled BASIC

programs, or PASCAL programs. Since most of the C programs written for

Unix can easily be modified to work on a DOS system, this section will
concentrate on the batch files.

A few notes about file location: The standard directory for CGI scripts on

a Unix server is in the cgi-bin directory relative to the server root directory. As
described in Chapter 21, HTML Assistant, the HTTPD server is installed rela-

tive to a directory specified in the configuration files for a particular installa-

tion. This directory is usually something like C:\I-ITTPD and all of the docu-

ment, configuration, and CGI files are in directories relative to this. Any refer-

ence to “server root" is referring to this directory For example: Given the

above installation, to say that the cgi-bin directory is relative to the server root

directory is the same as saying C:\HTTPD\CGI-BIN. Likewise, the document
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root directory is the directory that you have configured your server to look for
HTML documents in. Normally this would be something like
C:\HTTPD\HTDOCS. The HTTPD server for Windows is very similar to the

Unix version. Relative to server root, there is normally a cgi-win and a cgi-dos

directory You should place your DOS and Windows CGI scripts into one of
these corresponding directories.

args.bat
rem

rem ************

rem * ARGS.BAT *

rem ************
rem

rem Script used in args.htm to iLLustrate argument transfer
rem

rem Bob Denny <rdennyanetcom.com>

rem 30-Apr—94
rem

rem Echo is OFF at script entry
rem

set of=Zoutput_fiLeZ

echo Content~type:text/plain > Zofx
echo. >> Zofz

echo CGI/1.U test script report: >> Zofz

echo. >> Zofz

echo argc = Z# argv: >> Zofz
if NOT %#== echo Z1 22 23 24 KS 26 Z? 28 >> Zofz

if Zfl==0 echo {empty} >> Zofz
echo. >> Zon

echo environment variables: >> Zon

echo REQUEST_NETHOD=ZREQUEST_HETHODZ >> Zofz

echo SCRIPT_NAME=ZSCRIPT_NAME% >> Zofz

echo GUERY_STRING=ZGUERY_STRINGZ >> Zofz

echo PATH_INFO=ZPATH_INFOZ >> Zofz

echo PATH_IRANSLATED=ZPATH_IRANSLATEDZ >> Zon
echo. >> Zofz

if NOT ZREQUEST_METHODZ==POST goto done

echo CONTENT_TYPE=ZCONTENT_IYPEZ >> Zon

echo CONTENT_FILE=ZCONTENT_FILEZ >> Zofz

echo CONTENT_LENGTH=XCONTENT_LENGTH >> Zon

echo ---- begin content ---- >> Zofz

type XCONTENI_FILEZ >> Zofz
echo. >> Zofz

echo ----- and content ————— >> Zofz
echo. >> Zon

:done

echo -- end of report -- >> Zofz
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demoindx.bat
rem

rem ****************

rem * DEMOINDX.BAT *

rem ****************
rem

rem Offers an ISINDEX document if no query arguments,
rem else reports on the "resuLts" of the query.
rem

rem Bob Denny <rdennyanetcom.com>

rem 28-Apr-94
rem

set of=Zoutput_fileZ

if NOT %#==D goto shoquery
rem

rem No query, signal server to do redirect to ISINDEX demo doc.
rem

echo Location: Idemo/isindex.htm > Zofz

echo. >> Zon

goto done
rem

rem There were query arguments. Generate pLain text report
(COMMAND . COM: BAH I)
rem

:shoquery

echo Content-type:text/ptain > Zofz
echo. >> Zofz

echo Here is what the server uouLd have fed to the back-end program:
>> Xon

echo. >> Zofz

echo Number of query arguments = Z# >> Zofz
echo. >> Zofz

echo Arguments: >> Zon

echo Z1 22 23 24 KS 26 Z? 28 29 >> Zofz
:done

echo —— end of report -- >> Zofz

Macintosh Scripts
Most Macintosh scripts are written as AppleScript programs. Here is an

AppleScript CGI script and an HTML file to give you an idea of how

Macintosh CGI scripting works. Dennis Wilkinson wrote the code you see
here as an example of how to get Macl-ITTP to deal with data from forms

supported by clients like XMosaic 2.0.

queryapplescript
teLL window 1 of appLication ”Scriptable Text Editor"

set contents to http_search_args

return ”<titLe>Server Query Response<ltitte><h1>Hi!</h1>He get
the picture. Thanks for the feedback.<P><address>Here<lAddress>”

end tell
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query.htm|
<titLe>Feedback Form<ltitLe>

<h2>Submit your feedback<lh2>
<form method=GET action=”http:lform.script">

Name: <input name="username"><p>

E—MaiL: <input name="

<seLect name="feedback"r

<option seLected>I Love It!
<option>1'm Lost!

<option>I Hate It!
<fseLect><p>

usermaiL"><p>

<input type=submit vaLue=“Submit your feedback now"><p>
<input type=reset value=”Reset this form"><p>
<Iform>

Kathie—154 MIME types

HIM! Type

upplitntion/udivemessuge

upplitution/undrew-inset

upplicution/upplefile

uppiicalion/ulomicmuil

upplituiion/dtu-rh

upplicution/dec-dx

opplicu1ion/muc-hinhex40

application/mumrileii

application/msword

upplicufion/news-messuge—id

appliculion/news—Irunsmission

upplitution/oclel-streum

upplitutionXodu

application/pt”

application/postscript

upplitution/remote—priniing

upplicufionfm‘

uppliculion/slule

uppiiculion/x-mif

application/Mia

uppliculion/wordperfectS.I

uppliculiunfx-csh

uppiituiion/x-dvi

542

 

File Exiensionls)

bin

odu

pdf

ui eps ps

rif

mif

(sh

dv
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-. 'fllfli'm»

uppiicaiion/x-hdf

applitnlion/x-Iulex

upplitufion/x-neitdf

upplicufiun/x-sh

upplituliun/x-tcl

application/Hex

upplicafion/x-Iexinfo

uppficufion/x-Iroff

upplicufion/x-Iroff-mun

upplitulion/x-Troff-me

upplicution/x-Iroff-ms

uppliculinn/xmis—source

application/zip

uppiicutinn/x-bcpio

upplitulion/x-tpio

upplicution/x-gtur

upplituiion/x-shar

upplitution/x-sv‘ltpie

uppiicution/x-sv4crt

upplitalion/x-tur

uppiicution/x—ustur

audio/basic

uudio/x—aiff

uudio/x-wuv

image/gif

image/ief

image/ipeg

image/tiff

imuge/x-cmu-raster

imuge/x-ponabIe-anymup

image/x—porlubIe-bifmup

image/x-ponuble-gruymup

image/x-porlnhIe-pixmup

image/x-rgb

image/x-xbitmup

image/x-xpixmup

'IS CGI SCRIPTS

File Extenflbnm - 'j ..

hdf

latex

nt cdf

sh

1d

Iex

Iexinfo Iexi

1 tr roff

mun

me

ms

src

zip

hcpio

(pin

gtur '

shur

sv4tpio

swim

fur

uslur

au snd

uif cliff uift

WOV

gi

ief

km ing in

riff Iif

rus

pnrn

pbm

pgm

ppm

rgb

xbm

xpm
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WEB PUBLISHER’S CONSTRUCTION KIT WITH HTML 3.2

Continuedfrom previous page

 

imageXx-xwindnwdump xwd

message/exiernuI-hody

message/news

messagefpurfiul

message/rft822

mullipurI/ulternutive

mulfipurt/uppledouble

multipnrtfdigesl

multipun/mixed

multipufl/purullel

text/html html

Iext/pluin le

text/richtext nx

text/Inb—sepnmted-vulues lsv

lexIXx-seiexl elx

video/mpeg mpeg mpg mpe

videquuitinme ql mov

video/x-msvitleo uvi

video/x—sgi-movie

WHAT NOW!
There are popular services that you can use in your Web publishing. The
next chapter looks at some of the major non-HTTP services available
through WWW browsers.

movie
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