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Learning Objectives

After reading this chapter, you should be able to:
4 Describe the purpose of a process.
Define the attributes of a process.

Distinguish between a process and a program.

F
A
4 ldentify the relationship between a thread and a process.
A

Describe process and thread management.

4.1 Introduction

We know from Chapter 2 that a hardware platform is composed of many different
hardware resources that do purposeful work. However, general users of a com-
puter may have no interest in knowing about these hardware resources; their
primary interest is in running utility programs of the system, the application
programs they themselves develop, and the output their programs produce. When
a user executes a program, the execution requires various resources to accomplish
the task. For example, it needs the CPU and the main memory. We know that the
operating system is the sole manager of all resources  hardware and software  in
a computer system and is responsible for their allocation and deallocation. The key
question is to whom does the operating system allocate resources? The short
aANSWer 1s, to program executions. We discuss the long answer at length below.
You may have noted that many users may run a single application program
simultaneously. A single user may also run an application more than once simul-
taneously. In short, simultaneous executions of the same program are possible in a
computer system. Forexample, many users may run a particular text editor program
(say, vi) simultaneously. Even in such a case, the resource requirements for one
editor execution differ from those for other executions of the same editor program,'

'In this context, program means a standalone executable application program or utility.
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the design, development,
and implementation of most
operating systems.

% A process may be
viewed as the eventual
avatar of a solution to a
problem. A solution is first
abstracted as an algorithm
in the software design
phase, transformed into an
application program in the
programming phase, and
finally created as a process
to solve the intended pro
blem by execution of the
comesponding program
under the premise of an
operating system. Every
process has a program as s
component and, at any
given time, it is in a state of
executing the program,.
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to understand this concept to comprehend c]ear]y the working
modern operating systems.

We frequently use the terminologies program execution, ol
process interchangeably to mean the same action. Processes and
cutions are in one-to-one correspondence with each other. The op
starts an execution of a program (i.e., a new computation)
process. The process is allocated some main memory to hold it
data. When a process is started, the operating system brings (|
required program and data in the allocated main memory, and buil
“execution context” of the process. Note that each process star
defined initial context. The operating system then allocates a
various resources to and from the process as the execution o
evolves. The process execution context stores this resource-alloc
tion, and the current state of the program execution and the oth
related to it. In short, the operating system uses a process as a hand
one-program execution,

When a program is given to the operating system for ¢
system builds the other components of the program execu
necessary attributes, and eventually shapes them all into a w
that we call a process that can be conveniently, effectively,
managed in the operating system to accomplish the program’s
This brings us to a set of basic questions about processes: wh
process? What are its main components and what exactly are
play during the lifetime of the process? What are the states that
transit through and what kind of privilege modes can it adopt
conditions during its lifetime? How are processes created, |
destroyed in a system?

This chapter aims to answer the above and related questi
processes. The next three chapters also deal with topics prima
processes and their management.

e TR EERTy

4.2 Process Abstraction

Performing a task using a computer essentially requires executing
gram. Therefore, an operating system, on receiving a specific tash
have a suitable program available to execute the task. The entity wl
the task described in a given program is called a process. (See B
evolution of the process terminology.) Every process has a |
execution component and acquires its behaviour mostly from tk
program. In short, program executions are abstracted as processes |
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4.1 Evolution of Process

Historically, large software systems underwent
many painful development and maintenance
cycles. Many of them failed miserably. Then
came the concept of the structured system. The
concept of the process was one of the many
structuring tools devised to muster the complex-
ity of large software systems. An operating sys-
tem too is a large complex system, and the
process concept has been in use as a structuring
tool here as well, especially to handle its runtime
complexity. Since its inception, the concept of
the operating system has evolved constantly, and
has undergone several revisions and advance-
ments. The concept of the process evolved
alongside the operating system. (The original
terminology employed to describe it was “task”,
and later “job”. The term “process™ has super-
seded them.)

To understand the evolution of the concept of
process, we start with the open-shop and closed-
shop era. In that era, a computer system had only
one CPU available. The whole of the memory
and the CPU were given over to one program
until it completed the execution; no user inter-
action was allowed during the execution of that
program. In such situation, no additional infor-
mation was needed to execute the program, and
therefore, in the open-shop and closed-shop
(batch) systems, a process simply meant a “pro-
gram or job in execution”.

The situation changed in the era of multi-
programming, where more than one program was
allowed to share the main memory, the CPU, and
other system resources simultaneously. Apart
from this, it became possible for many users
to request the system to execute the same pro-
\gram simultaneously. Therefore, each program

execution has certain fundamental re
These requirements are maintaining
{owner id, program id, etc.) for its id
an exclusive and secure space for its
and of other related information (adc
a mechanism to record its current exe
(as it could lose the CPU any tim
execution), a stack (to hold values of
temporary variables, return addresse
operating system specifically suppli
as additional information is not ex|
vided by the given program. This
system to effectively execute and
program execution even if there are
executions of the same and other pro;
additional information provided by t
system and the given program toge
logical structure called the process
gram execution.

When a process does not have cc
CPU, it may be waiting for the CF
from an IO device, or for data fi
process in the system. That is, in thi
process can exist in various logical s
its lifetime. This state information al
the part of the process. Thus in
programming era, a process is to be
program execution, along with its
management information, and exis
state of action. There is no perfect
accepted definition of a process.
usage of the term seems to have coine
MULTICS days in 1960s.

The concept of a thread as an actiy
process is the latest addition to thi
Threads are strands of program execu
ded in a process.
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