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Copyrights

Copyrights
Copyright © 2002 - 2011 Cypress Semiconductor Corporation. All rights reserved.

Cypress, the Cypress Logo, and EZ-USB are registered trademarks and MoBL-USB and ReNumeration are trademarks of
Cypress Semiconductor Corporation. Macintosh is a registered trademark of Apple Computer, Inc. Windows is a registered
trademark of Microsoft Corporation. SmartMedia is a trademark of Toshiba Corporation. All other product or company names
used in this manual may be trademarks, registered trademarks, or servicemarks of their respective owners.

Purchase of 12C components from Cypress or one of its sublicensed Associated Companies conveys a license under the
Philips 12C Patent Rights to use these components in an 12C system, provided that the system conforms to the 12C Standard
Specification as defined by Philips. As from October 1st, 2006 Philips Semiconductors has a new trade name - NXP Semicon-
ductors.

The information in this document is subject to change without notice and should not be construed as a commitment by
Cypress. While reasonable precautions have been taken, Cypress assumes no responsibility for any errors that may appear
in this document. No part of this document may be copied or reproduced in any form or by any means without the prior written
consent of Cypress. Made in the U.S.A.

Disclaimer

CYPRESS MAKES NO WARRANTY OF ANY KIND, EXPRESS OR IMPLIED, WITH REGARD TO THIS MATERIAL,
INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PAR-
TICULAR PURPOSE. Cypress reserves the right to make changes without further notice to the materials described herein.
Cypress does not assume any liability arising out of the application or use of any product or circuit described herein. Cypress
does not authorize its products for use as critical components in life-support systems where a malfunction or failure may rea-
sonably be expected to result in significant injury to the user. The inclusion of Cypress’ product in a life-support systems appli-
cation implies that the manufacturer assumes all risk of such use and in doing so indemnifies Cypress against all charges.

The acceptance of this document will be construed as an acceptance of the foregoing conditions.

This manual is the EZ-USB® Technical Reference Manual, for EZ-USB FX2LP™, and EZ-USB FX1 ™t provides information
for the chips listed below.

CY7C68013A

CY7C68014A

CY7C68015A

CY7C68016A

CY7C64713
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Introduction

The Universal Serial Bus (USB) has gained wide acceptance as the connection method of choice for PC peripherals. Equally
successful in the Windows and Macintosh worlds, USB has delivered on its promises of easy attachment, an end to configu-
ration hassles, and true plug-and-play operation.

The latest generation of the USB specification, ‘USB 2.0’, extends the original specification to include:

m A new ‘high speed’ 480 Mbps signaling rate, a 40x improvement over the USB 1.1 full speed rate of 12 Mbps

m  Full backward and forward compatibility with USB 1.1 devices and cables

m A new hub architecture that can provide multiple 12 Mbps downstream ports for USB 1.1 devices

The Cypress Semiconductor EZ-USB® family offers single chip USB 2.0 peripherals with architecture designed to accommo-
date the higher data rates offered by USB 2.0. The EZ-USB FX2LP device (CY7C68013A/14A/15A/16A) supports both full
and high speed modes. The EZ-USB FX1 device (CY7C64713) only supports the full speed mode. The term ‘EZ-USB’ refers
generically to both EZ-USB FX2LP and EZ-USB FX1 devices.

This introductory chapter begins with a brief USB tutorial to put USB and EZ-USB terminology into context. The remainder of
the chapter briefly outlines the EZ-USB architecture.

Note This Technical Reference Manual does not cover the CY7C646xx or AN21xx products. See the respective Technical
Reference Manuals for these products for more information.

1.1 An Introduction to USB

Like a well designed automobile or appliance, a USB peripheral’s outward simplicity hides internal complexity. There is a lot
going on under the hood of a USB device.

m A USB device can be plugged in anytime, even while the PC is turned on

m  When the PC detects that a USB device has been plugged in, it automatically interrogates the device to learn its capabili-
ties and requirements. From this information, the PC automatically loads the device’s driver into the operating system.
When the device is unplugged, the operating system automatically logs it off and unloads its driver.

m USB devices do not use DIP switches, jumpers, or configuration programs. There is never an IRQ, DMA, memory, or I/O
conflict with a USB device.

USB expansion hubs make the bus simultaneously available to dozens of devices
m USB is fast enough for printers, hard disk drives, CD-quality audio, and scanners
USB supports three speeds:
a Low speed (1.5 Mbps), suitable for mice, keyboards and joysticks
o Full speed (12 Mbps), for devices such as modems, speakers and scanners
a1 High speed (480 Mbps), for devices such as hard disk drives, CD-ROMs, video cameras, and high resolution scanners
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The Cypress Semiconductor EZ-USB family supports the
high bandwidth offered by the USB 2.0 high-speed mode.
The EZ-USB chips provide a highly-integrated solution for a
USB peripheral device. The EZ-USB chips offer the follow-
ing features:

m An integrated, high-performance CPU based on the
industry-standard 8051 processor

m A soft (RAM-based) architecture that allows unlimited
configuration and upgrades

m  Full USB throughput. USB devices that use EZ-USB
chips are not limited by number of endpoints, buffer
sizes, or transfer speeds

m  Automatic handling of most of the USB protocol, which
simplifies code and accelerates the USB learning curve

1.2 The USB Specification

The Universal Serial Bus Specification Version 2.0 is avail-
able on the Internet from the USB Implementers Forum,
Inc., at http://www.usb.org. Published in April, 2000, the
USB Specification is the work of a founding committee of
seven industry heavyweights: Compaqg, Hewlett-Packard,
Lucent, Philips, Intel, Microsoft, and NEC. This impressive
list of developers secures USB’s position as the low- to high
speed PC connection method of the future.

A glance at the USB Specification makes it immediately
apparent that USB is not nearly as simple as the older serial
or parallel ports. The USB Specification uses new terms like
endpoint, isochronous, and enumeration, and finds new
uses for old terms like configuration, interface, and interrupt.
Woven into the USB fabric is a software abstraction model
that deals with things such as pipes. The USB Specification
also contains information about such details as connector
types and wire colors.

1.3

This is a fundamental USB concept. There is exactly one
master in a USB system: the host computer. USB devices
respond to host requests. USB devices cannot send infor-
mation among themselves, as they could if USB were a
peer-to-peer topology.

Host is Master

However, there is one case where a USB device can initiate
signaling without prompting from the host. After being put
into a low-power ‘suspend’ mode by the host, a device can
signal a ‘remote wakeup’. This is the only case in which the
USB device is the initiator; in all other cases, the host makes
device requests and the device responds to them.

There is an excellent reason for this host-centric model. The
USB architects were keenly aware of cost, and the best way
to make low-cost peripherals is to put most of the ‘smarts’
into the host side, the PC. If USB had been defined as peer-
to-peer, every USB device would have required more intelli-
gence, raising cost.

14 USB Direction

Because the host is always the bus master, it is easy to
remember USB direction: OUT means from the host to the
device, and IN means from the device to the host. EZ-USB
nomenclature uses this naming convention. For example, an
endpoint that sends data to the host is an IN endpoint. This
can be confusing at first, because the EZ-USB sends data to
the host by loading an IN endpoint buffer. Likewise, the EZ-
USB receives host data from an OUT endpoint buffer.

1.5 Tokens and PIDs

In this manual, you will read statements such as: “When the
host sends an IN token...,” or “The device responds with an
ACK.” What do these terms mean?

A USB transaction consists of data packets identified by
special codes called Packet IDs or PIDs. A PID signifies
what kind of packet is being transmitted. There are four PID
types, shown in Table 1-1.

Table 1-1. USB PIDS

PID Type PID Name
Token IN, OUT, SOF, SETUP
Data DATAQ, DATA1, DATA2, MDATA
Handshake ACK, NAK, STALL, NYET
Special PRE, ERR, SPLIT, PING

Bold type indicates PIDs introduced with USB 2.0

Figure 1-1 illustrates a USB OUT transfer. Host traffic is
shown in solid shading, while device traffic is shown cross-
hatched. Packet 1 is an OUT token, indicated by the OUT
PID. The OUT token signifies that data from the host is
about to be transmitted over the bus. Packet 2 contains
data, as indicated by the DATA1 PID. Packet 3 is a hand-
shake packet, sent by the device using the ACK (acknowl-
edge) PID to signify to the host that the device received the
data error-free.

Continuing with Figure 1-1, a second transaction begins with
another OUT token 4, followed by more data 5, this time
using the DATAOQ PID. Finally, the device again indicates
success by transmitting the ACK PID in a handshake packet
6.

When operating at full speed, every OUT transfer sends the
OUT data, even when the device is busy and cannot accept
the data. When operating at high speed, this slightly waste-
ful use of USB bandwidth is remedied by using the new
‘Ping’ PID. The host first sends a short PING token to an
OUT endpoint, asking if there is room for OUT data in the
peripheral device. Only when the PING is answered by an
ACK does the host send the OUT token and data.
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Figure 1-1. USB Packets
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There are two DATA PIDs (DATAO and DATA1) in Figure 1-1
because the USB architects took error correction very seri-
ously. As mentioned previously, the ACK handshake is an
indication to the host that the peripheral received data with-
out error (the CRC portion of the packet is used to detect
errors). But what if the handshake packet itself is garbled in
transmission? To detect this, each side (host and device)
maintains a ‘data toggle’ bit, which is toggled between data
packet transfers. The state of this internal toggle bit is com-
pared with the PID that arrives with the data, either DATAOQ
or DATA1. When sending data, the host or device sends
alternating DATAO-DATA1 PIDs. By comparing the received
Data PID with the state of its own internal toggle bit, the
receiver can detect a corrupted handshake packet.

SETUP tokens are unique to CONTROL transfers. They
preface eight bytes of data from which the peripheral
decodes host Device Requests.

At full speed, SOF (Start of Frame) tokens occur once per
millisecond. At high speed, each frame contains eight SOF
tokens, each denoting a 125-us microframe.

Four handshake PIDs indicate the status of a USB transfer:

m  ACK (Acknowledge) means ‘success’; the data was
received error-free.

m  NAK (Negative Acknowledge) means ‘busy, try again.’ It
is tempting to assume that NAK means ‘error,’ but it
does not; a USB device indicates an error by not
responding.

m  STALL means that something unforeseen went wrong
(probably as a result of miscommunication or lack of
cooperation between the host and device software). A
device sends the STALL handshake to indicate that it
does not understand a device request, that something
went wrong on the peripheral end, or that the host tried
to access a resource that was not there. It is like HALT,
but better, because USB provides a way to recover from
a stall.

m  NYET (Not Yet) has the same meaning as ACK — the
data was received error-free — but also indicates that
the endpoint is not yet ready to receive another OUT
transfer. NYET PIDs occur only in high-speed mode.

A PRE (Preamble) PID precedes a low-speed (1.5 Mbps)
USB transmission. The EZ-USB family supports full-speed
(12 Mbps) and high-speed (480 Mbps) USB transfers only.
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1.5.1

To send data to a USB peripheral, the host issues an OUT
token followed by the data. If the peripheral has space for
the data and accepts it without error, it returns an ACK to the
host. If it is busy, it sends a NAK. If it finds an error, it sends
back nothing. For the latter two cases, the host re-sends the
data at a later time.

Receiving Data from the Host

1.5.2

A USB device never spontaneously sends data to the
host. Either EZ-USB firmware or external logic can load
data into an EZ-USB endpoint buffer and ‘arm’ it for transfer
at any time. However, the data is not transmitted to the host
until the host issues an IN request to the EZ-USB endpoint.
If the host never sends the IN token, the data remains in the
EZ-USB endpoint buffer indefinitely.

Sending Data to the Host

1.6 USB Frames

The USB host provides a time base to all USB devices by
transmitting a start-of-frame (SOF) packet every millisecond.
SOF packets include an 11 bit number which increments
once per frame; the current frame number [0-2047] may be
read from internal EZ-USB registers at any time.

At high speed (480 Mbps), each one-millisecond frame is
divided into eight 125-us microframes, each of which is pre-
ceded by an SOF packet. The frame number still increments
only once per millisecond, so each of those SOF packets
contains the same frame number. To keep track of the cur-
rent microframe number [0-7], the EZ-USB FX2LP provides
a readable microframe counter.

The EZ-USB can generate an interrupt request whenever it
receives an SOF (once every millisecond at full speed, or
once every 125 s at high speed). This SOF interrupt can be
used, for example, to service isochronous endpoint data.

1.7

USB defines four transfer types. These match the require-
ments of different data types delivered over the bus.

USB Transfer Types
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1.7.1 Bulk Transfers
Figure 1-2. Two Bulk Transfers, IN and OUT
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Bulk data is ‘bursty,’ traveling in packets of 8, 16, 32, or 64
bytes at full speed or 512 bytes at high speed. Bulk data has
guaranteed accuracy, due to an automatic retry mechanism
for erroneous data. The host schedules bulk packets when
there is available bus time. Bulk transfers are typically used
for printer, scanner, or modem data. Bulk data has built-in
flow control provided by handshake packets.

1.7.2 Interrupt Transfers
Figure 1-3. An Interrupt Transfer
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Interrupt data is like bulk data; it can have packet sizes of 1
through 64 bytes at full speed or up to 1024 bytes at high-
speed. Interrupt endpoints have an associated polling inter-
val that ensures they will be polled (receive an IN token) by
the host on a regular basis.

1.7.3 Isochronous Transfers
Figure 1-4. An Isochronous Transfer
D c
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Isochronous data is time-critical and used to stream data like
audio and video. An isochronous packet may contain up to
1023 bytes at full speed, or up to 1024 bytes at high speed.

Time of delivery is the most important requirement for isoch-
ronous data. In every USB frame, a certain amount of USB
bandwidth is allocated to isochronous transfers. To lighten
the overhead, isochronous transfers have no handshake
(ACK/NAK/STALL/NYET), and no retries; error detection is
limited to a 16 bit CRC.

Isochronous transfers do not use the data-toggle mecha-
nism. Full-speed isochronous data uses only the DATAOQ
PID; high-speed isochronous data uses DATAOQ, DATA1,
DATA2 and MDATA.

In full-speed mode, only one isochronous packet can be
transferred per endpoint, per frame. In high-speed mode, up
to three isochronous packets can be transferred per end-
point, per microframe. For more details, refer to the Isochro-
nous Transfers discussion in Chapter 5 of the USB
specification.

1.74 Control Transfers
Figure 1-5. A Control Transfer
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Control transfers configure and send commands to a device.
Because they are so important, they employ the most exten-
sive USB error checking. The host reserves a portion of
each USB frame for Control transfers.

Control transfers consist of two or three stages. The SETUP
stage contains eight bytes of USB CONTROL data. An
optional DATA stage contains more data, if required. The
STATUS (or handshake) stage allows the device to indicate
successful completion of a CONTROL operation.

1.8 Enumeration

Your computer is ON. You plug in a USB device, and the
Windows™ cursor switches to an hourglass and then back
to a cursor. Magically, your device is connected and its Win-
dows driver is loaded. Anyone who has installed a sound
card into a PC and has had to configure countless jumpers,
drivers, and I/O / Interrupt / DMA settings knows that a USB
connection is miraculous. We've all heard about Plug and
Play, but USB delivers the real thing.
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How does all this happen automatically? Inside every USB
device is a table of descriptors. This table is the sum total of
the device’s requirements and capabilities. When you plug
into USB, the host goes through a sign on sequence:

1. The host sends a Get Descriptor-Device request to
address zero (all USB devices must respond to address
zero when first attached).

2. The device responds to the request by sending ID data
back to the host to identify itself.

3. The host sends a Set Address request, which assigns a
unique address to the just-attached device so it may be
distinguished from the other devices connected to the
bus.

4. The host sends more Get Descriptor requests, asking for
additional device information. From this, it learns every-
thing else about the device: number of endpoints, power
requirements, required bus bandwidth, what driver to
load, etc.

Introducing EZ-USB®

This sign-on process is called ‘Enumeration’.

1.8.1 Full Speed/High Speed Detection

The USB Specification requires that high-speed (480 Mbits/
sec) devices must also be capable of enumerating at full-
speed (12 Mbps). In fact, all high-speed devices begin the
enumeration process in full-speed mode; devices switch to
high-speed operation only after the host and device have
agreed to operate at high speed. The high-speed negotia-
tion process occurs during USB reset, via the ‘Chirp’ proto-
col described in Chapter 7 of the USB Specification.

When connected to a full-speed host, the EZ-USB FX2LP
enumerates as a full-speed device. When connected to a
high-speed host, the EZ-USB FX2LP automatically switches
to high-speed mode. The EZ-USB FX1 always enumerates
as a full-speed device. Neither the EZ-USB FX2LP or the
EZ-USB FX1 support the low-speed mode (1.5 Mbps).

1.9 The Serial Interface Engine

Figure 1-6. What the SIE Does
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Every USB device has a Serial Interface Engine (SIE) which
connects to the USB data lines (D+ and D-) and delivers
data to and from the USB device. Figure 1-6 illustrates the
SIE’s role: it decodes the packet PIDs, performs error
checking on the data using the transmitted CRC bits, and
delivers payload data to the USB device.

Bulk transfers are ‘asynchronous’, meaning that they
include a flow control mechanism using ACK and NAK

handshake PIDs. The SIE indicates busy to the host by
sending a NAK handshake packet. When the USB device
has successfully transferred the data, it commands the SIE
to send an ACK handshake packet, indicating success. If
the SIE encounters an error in the data, it automatically indi-
cates no response instead of supplying a handshake PID.
This instructs the host to retransmit the data at a later time.
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To send data to the host, the SIE accepts bytes and control
signals from the USB device, formats it for USB transfer, and
sends it over D+ and D-. Because USB uses a self-clocking
data format (NRZI), the SIE also inserts bits at appropriate
places in the bit stream to guarantee a certain number of
transitions in the serial data. This is called ‘bit stuffing,” and
is handled automatically by the EZ-USB’s SIE.

One of the most important features of the EZ-USB family is
that its configuration is soft. Instead of requiring ROM or
other fixed memory, it contains internal program/data RAM
which can be loaded over the USB. This makes modifica-
tions, specification revisions, and updates a snap.

The EZ-USB’s ‘smart’ SIE performs much more than the
basic functions shown in Figure 1-6; it can perform a full
enumeration by itself, which allows the EZ-USB to connect
as a USB device and download code into its RAM while its
CPU is held in reset. This added SIE functionality is also
made available to the EZ-USB programmer, to make devel-
opment easier and save code and processing time.

1.10

Because the EZ-USB’s configuration is ‘soft’, one chip can
take on the identities of multiple distinct USB devices.

ReNumeration™

When first plugged into USB, the EZ-USB enumerates auto-
matically and downloads firmware and USB descriptor
tables over the USB cable. Next, the EZ-USB enumerates
again, this time as a device defined by the downloaded infor-
mation. This patented two-step process, called ReNumera-
tion™, happens instantly when the device is plugged in, with
no hint that the initial download step has occurred.

Alternately, EZ-USB can also load its firmware from an
external EEPROM.

The Enumeration and ReNumeration™ chapter on page 51
describes these processes in detail.

Figure 1-7. EZ-USB 56-Pin Package Simplified Block Diagram
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The EZ-USB packs all the intelligence required by a USB
peripheral interface into a compact integrated circuit. As
Figure 1-7 illustrates, an integrated USB transceiver con-
nects to the USB bus pins D+ and D-. A Serial Interface
Engine (SIE) decodes and encodes the serial data and per-
forms error correction, bit stuffing, and the other signaling-
level tasks required by USB. Ultimately, the SIE transfers
parallel data to and from the USB interface.

The EZ-USB FX2LP SIE operates at full-speed (12 Mbps)
and high-speed (480 Mbps) rates. The EZ-USB FX1 SIE
operates at the full-speed (12 Mbps) rate only. To accommo-
date the increased bandwidth of USB 2.0, the EZ-USB end-
point FIFOs and slave FIFOs (which interface to external
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logic or processors) are unified to eliminate internal data
transfer times.

RDY

The CPU is an enhanced 8051 with fast execution time and
added features. It uses internal RAM for program and data
storage.

The role of the CPU in a typical EZ-USB-based USB periph-
eral is two fold:

m |t implements the high-level USB protocol by servicing
host requests over the control endpoint (endpoint zero)

m |tis available for general-purpose system use

The high-level USB protocol is not bandwidth-critical, so the
EZ-USB’s CPU is well-suited for handling host requests over
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the control endpoint. However, the data rates offered by
USB are too high for the CPU to process the USB data
directly. For this reason, the CPU is not usually in the high-
bandwidth data path between endpoint FIFOs and the exter-
nal interface. Note Instead, the CPU simply configures the
interface, then ‘gets out of the way’ while the unified EZ-
USB FIFOs move the data directly between the USB and
the external interface.

The FIFOs can be controlled by an external master, which
either supplies a clock and clock-enable signals to operate
synchronously, or strobe signals to operate asynchronously.

Alternately, the FIFOs can be controlled by an internal EZ-
USB timing generator called the General Programmable
Interface (GPIF). The GPIF serves as an ‘internal’ master,
interfacing directly to the FIFOs and generating user-pro-
grammed control signals for the interface to external logic.
Additionally, the GPIF can be made to wait for external
events by sampling external signals on its RDY pins. The
GPIF runs much faster than the FIFO data rate to give good
programmable resolution for the timing signals. It can be
clocked from either the internal EZ-USB clock or an exter-
nally supplied clock.

Introducing EZ-USB®

The EZ-USB’s CPU is rich in features. Up to five I/O ports
are available, as well as two USARTSs, three counter/timers,
and an extensive interrupt system. It runs at a clock rate of
up to 48 MHz and uses four clocks per instruction cycle
instead of the twelve required by a standard 8051.

The EZ-USB chip family uses an enhanced SIE/USB inter-
face which simplifies EZ-USB code by implementing much
of the USB protocol. In fact, the EZ-USB can function as a
full USB device even without firmware.

All EZ-USB family chips operate at 3.3V. This simplifies the
design of bus-powered USB devices, since the 5V power
available at the USB connector (which the USB Specifica-
tion allows to be as low as 4.4V) can drive a 3.3V regulator
to deliver clean, isolated power to the EZ-USB chip.

EZ-USB is available in a 128-pin package which brings out
the 8051 address bus, data bus, and control signals to allow
connection of external memory and/or memory-mapped 1/O.
Figure 1-8 is a block diagram for this package; The
Memory chapter on page 71, gives full details of the exter-
nal-memory interface.

Figure 1-8. EZ-USB 128-Pin Package Simplified Block Diagram

\ out i
D+ Serial | data ] Progret‘m & |
) ! Interface usB R:IIa/I 3
USB | Engine « N Interface I/O}P -
| SE) ¢ o (10 Ports )
Connector 3 CPU |
| (Enhanced Address Bus ) )
3 UsSB 8051) 3 Off-Chip
3 Transceiver Slave Data Bus Memory
| EZ-USB e | e |
S S I
o
CTL RDY
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1.12

The EZ-USB chips include the following features:

EZ-USB Feature Summary

m Low power consumption enabling bus-powered designs

m For EZ-USB FX2LP, an on-chip 480 Mbps transceiver.
For EZ-USB FX1, an on-chip 12 Mbps transceiver. Both
devices contain a PLL and SIE—the entire USB physical
layer (PHY).

m Double-, triple- and quad-buffered endpoint FIFOs
accommodate the 480 Mbps USB data rate

m Builtin, enhanced 8051 running at up to 48 MHz

o Fully featured: 256 bytes of register RAM, two
USARTS, three timers, two data pointers

o Fast: four clocks (83.3 ns at 48 MHz) per instruction
cycle

o SFR access to control registers (including 1/0 ports)
that require high speed

USB-vectored interrupts for low ISR latency

a Used for USB housekeeping and control, not to
move high-speed data

m  ‘Soft’ operation—USB firmware can be downloaded over
USB, eliminating the need for hard coded memory

m Fourinterface FIFOs that can be internally or externally
clocked. The endpoint and interface FIFOs are unified to
eliminate data transfer time between USB and external
logic.

m  General Programmable Interface (GPIF), a microcoded
state machine which serves as a timing master for a
glueless interface to the EZ-USB FIFOs

m ECC Generation based on the SmartMedia™ standard

The EZ-USB family offers single-chip USB 2.0 peripheral
solutions. Unlike designs that use an external PHY, the EZ-
USB integrates everything on one chip, eliminating costly
high pin-count packages and the need to route high speed
signals between chips.

1.13 EZ-USB Integrated

Microprocessor

The EZ-USB’s CPU uses on-chip RAM as program and data
memory. The Memory chapter on page 71, describes the
various internal/external memory options.

The CPU communicates with the SIE using a set of registers
occupying on-chip RAM addresses 0XxE500-OXE6GFF. These
registers are grouped and described by function in individual
chapters of this reference manual and summarized in regis-
ter order. See chapter “Registers” on page 211.

The CPU has two duties. First, it participates in the protocol
defined in the Universal Serial Bus Specification Version
2.0, Chapter 9, USB Device Framework. Thanks to the EZ-
USB’s ‘smart’ SIE, the firmware associated with the USB

protocol is simplified, leaving code space and bandwidth
available for the CPU’s primary duty—to help implement
your device. On the device side, abundant input/output
resources are available, including 1/0O ports, USARTs, and
an 12C bus master controller. These resources are
described in the Input/Output chapter on page 181, and the
Timers/Counters and Serial Interface chapter on page 193.

It is important to recognize that the EZ-USB architecture is
such that the CPU sets up and controls data transfers, but it
normally does not participate in high bandwidth transfers. It
is not in the data path; instead, the large data FIFOs that
handle endpoint data connect directly to outside interfaces.
To make the interface versatile, a programmable timing gen-
erator (GPIF, General Programmable Interface) can create
user-programmed waveforms for high bandwidth transfers
between the internal FIFOs and external logic.

The EZ-USB chips add eight interrupt sources to the stan-
dard 8051 interrupt system:

m INT2: USB Interrupt

INT3: 12C Bus Interrupt

INT4: FIFO/GPIF Interrupt

INT4: External Interrupt 4

INTS: External Interrupt 5

INT6: External Interrupt 6
USART1: USART1 Interrupt
WAKEUP: USB Resume Interrupt

The EZ-USB chips provide 27 individual USB-interrupt
sources which share the INT2 interrupt, and 14 individual
FIFO/GPIF-interrupt sources which share the INT4 interrupt.
To save the code and processing time which normally would
be required to identify an individual interrupt source, the EZ-
USB provides a second level of interrupt vectoring called
Autovectoring. Each INT2 and INT4 interrupt source has its
own autovector, so when an interrupt requires service, the
proper ISR (interrupt service routine) is automatically
invoked. The Interrupts chapter on page 59 describes the
EZ-USB interrupt system.

20 EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D
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1.14 EZ-USB Block Diagram

Figure 1-9. EZ-USB Block Diagram
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1.15

EZ-USB is available in five packages.

Packages

Figure 1-10. 56-Pin QFN, 56-Pin VFBGA, 56-Pin SSOP, 100-Pin, and 128-Pin EZ-USB Packages

56-pin VFBGA
5x5x1
mm
R AT
O =
56 =
SSOP = 100
18x8x2.3 = TQFP =
= om E = 14x20x1.4 =
= — f— mm —
1.15.1  56-Pin Packages

Twenty-four general-purpose I/O pins (ports A, B, and D) are
available. Sixteen of these I/O pins can be configured as the
16 bit data interface to the EZ-USB’s internal high-speed 16-
bit FIFOs, which can be used to implement low cost, high-
performance interfaces such as ATAPI, UTOPIA, EPP, etc.
The 56-pin packages have the following:

m Three 8-bit I/O ports: PORTA, PORTB, and PORTD
m 12C™ bus

m  An 8- or 16-bit General Programmable Interface (GPIF)
multiplexed onto PORTB and PORTD, with five non-mul-
tiplexed control signals

m  Four 8- or 16-bit Slave FIFOs, with five non-multiplexed

control signals and four or five control signals multi-
plexed with PORTA

1.15.2 CY7C68013A/14A and

CY7C68015A/16A Differences
Two additional GPIO signals are available on the

CY7C68015A and CY7C68016A to provide more flexibility
when neither IFCLK or CLKOUT are needed in the 56-pin

= 128 =
= TQFP =
= 14x20x1.4 =
= mm =

[

package. The CY7C68015A and CY7C68016A is only avail-
able in the 56-pin package options.

Table 1-2. CY7C68013A/14A and CY7C68015A/16A Pin

Differences
CY7C68013A/CY7C68014A CY7C68015A/CY7C68016A
IFCLK PEO
CLKOUT PE1

1.15.3  100-Pin Package

The 100-pin package adds functionality to the 56-pin pack-
age:
m  Two additional 8-bit 1/0 ports: PORTC and PORTE

m Seven additional GPIF Control (CTL) and Ready (RDY)
signals

m  Nine non-multiplexed peripheral signals (two USARTS,
three timer inputs, INT4, and INT5#)

Eight additional control signals multiplexed onto PORTE

Nine GPIF address lines, multiplexed onto PORTC
(eight) and PORTE (one)

m RD# and WR# signals which may be used as read and
write strobes for PORTC

22 EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D
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1.15.4  128-Pin Package

The 128-pin package adds the 8051 address and data
buses and control signals. The RD#, PSEN#, and WR#
strobes are standard 8051 control strobes, serving as read/
write strobes for external memory attached to the 8051
address and data buses. The EZ-USB encodes the CS# and
OE# signals to automatically exclude external access to
memory spaces which exist on-chip, and optionally to com-
bine off-chip data- and code-memory read accesses. The
128-pin package adds the following:

m  16-bit 8051 address bus
m 8-bit 8051 data bus
m Address/data bus control signals

1.15.5  Signals Available in the Five

Packages

Three interface modes are available: Ports, GPIF Master,
and Slave FIFO.

Figure 1-11 shows a logical diagram of the signals available
in the five packages. The signals on the left edge of the dia-
gram are common to all interface modes with the noted dif-
ferences between the CY7C68013A and the CY7C68015A,
while the signals on the right are specific to each mode. The
interface mode is software-selectable via an internal mode
register.

In ‘Ports’ mode, all the 1/0O pins are general-purpose /O
ports.

‘GPIF master’ mode uses the PORTB and PORTD pins as a
16-bit data interface to the four EZ-USB endpoint FIFOs
EP2, EP4, EP6 and EP8. In this ‘master’ mode, the EZ-USB
FIFOs are controlled by the internal GPIF, a programmable
waveform generator that responds to FIFO status flags,
drives timing signals using its CTL outputs, and waits for
external conditions to be true on its RDY inputs. Note that
only a subset of the GPIF signals (CTLO-2, RDYO0-1) are
available in the 56-pin packages, while the full set (CTLO-5,
RDYO0-5) is available in the 100- and 128-pin packages.

In the ‘Slave FIFO’ mode, external logic or an external pro-
cessor interfaces directly to the EZ-USB endpoint FIFOs. In
this mode, the GPIF is not active, since external logic has
direct FIFO control. Therefore, the basic FIFO signals (flags,
selectors, strobes) are brought out on EZ-USB pins. The
external master can be asynchronous or synchronous, and
it may supply its own independent clock to the EZ-USB
interface.

The 100-pin package includes all the functionality of the 56-
pin packages, and brings out the two additional /0O ports
PORTC and PORTE as well as all the USART, Timer, Inter-
rupt, and GPIF signals. The RD# and WR# pins function as
PORTC strobes in the 100-pin package, and as expansion
memory strobes in the 128-pin package.

Introducing EZ-USB®

The 128-pin package adds 28 pins to the 100-pin package
to bring out the full 8051 expansion memory bus. This
allows for the connection of external memory for applica-
tions that run at power-on and before connection to USB.
The 128-pin package also provides the foundation for the
Cypress EZ-USB Development Kit boards, in which code is
developed using a debug monitor that runs in external RAM.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 23
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Figure 1-11. Signals for the Five EZ-USB Package Types

Port GPIF Master Slave FIFO

PD7 | © FD[15] & FD[15]
PD6 | & FD[14] < FD[14]
PD5 | ¢ FD[13] & FD[13]
PD4 | © FD[12] S FD[12]
PD3 | © FD[11] & FD[11]
PD2 | ¢ FD[10] & FD[0]
PD1 | © FDI[9] < FD[9]
PDO | © FDI[8] & FD[8]
PB7 | © FD[7] & FD[7]
PB6 | <> FD[6] & FD[6]
PB5 | © FD[5] & FD[5]

—»| XTALN PB4 | & FD[4] & FD[4]

<——| XTALOUT PB3 | © FD[3] & FD[3]

RESET#

I WAKEUP# PB2 | © FD[2] & FD2]
—> PB1 | © FD[1] & FD[]
< scL 56 PBO | © FD[0] & FD[0]
y > | SDA RDY0 < & SLRD
--------------- RDY1< & SLWR
**PEO replaces IFCLK X
& PE1 replaces CLKOUT, CTLO —=> — FLAGA
on CY7C68015A/16A CTL1 — — FLAGB
<4—» | **PEO : CTL2 = -5 FLAGC
<4+—» | **PE1 .

L _______:INTO#PAO | INTO#/PAO INTO# PAO
<4—» | IFCLK INT1#/PA1 | INT1#/PA1 INT1#/ PA1
<4—— | CLKOUT PA2 | PA2 & SLOE

WU2/PA3 | WU2/PA3 WU2/PA3
<4—>» | DPLUS PA4 | PA4 & FIFOADRO
<—» | DMINUS PA5 | PA5 & FIFOADR1

PA6 | PA6 & PKTEND
PA7 | PA7 PA7/FLAGD/SLCS#
—CTL3
> CTL4
_> CTL5
< RDY2
< RDY3
< RDY4
100 < RDY5
<4— | BKPT
<4—) | PORTC7/GPIFADR?
<4—>» | PORTC6/GPIFADR6
<4—» | PORTC5/GPIFADR5
eyl o B o
TxD
< PORTC2/GPIFADR2 RxD? «—
1:‘ PORTC1/GPIFADR1 <01 - »

PORTCO/GPIFADRO INT4 >
<—> | PE7/GPIFADRS INTS# 14—

1:: PEG/T2EX T2 4—

PE5/INT6 T —

PE4/RxD10UT T0 —

PE3/RxDOOUT

PE2/T20UT P———— -

1:: PE1/T10UT | RD# ——p

PEO/TOOUT | WR#—p
1:‘ D7 T CS#t——p

D6 I OE# ——p
1:: Bi | PSEN#l——»

1:: b3 A15 ——>
D2 A4 —>
> ) A13 >
A2—>
A —>
A10 ——p
128 A —Pp
ABl—p
AT—>
A6 ——P
A5 ——p
Ml—»
—»|EA A3 —p
A2—p
Ml—p
A—p
** pinout for CY7C68015A/CY7C68016A only
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1.16 Package Diagrams

Figure 1-12. 128-Pin TQFP Pin Assignment
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[1e ] ominus *denotes programmable polarity PA2/*SLOE
[20—] AcND PAVINT1#| 83
21| A1 PAO/INTO# | 82
22 A12 vee 81
23 | M3 GND[ 80
22 | a4 PC7/GPIFADR7 [ 79_]
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29—] To PC2/GPIFADR2[ 77 |
Gl PC1/GPIFADR1 [ 73 ]
] 12 PCO/GPIFADRO| 72 |
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Figure 1-13. 100-Pin TQFP Pin Assignment
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Figure 1-14. 56-Pin SSOP Pin Assignment

(] PDs/FD13 PD4/FD12 [ 56_]
=] Ppe/FD14 PD3/FD11 |55 ]
[3_] Pp7/FD15 PD2/FD10 [ 54 ]
4] enD PD1/FD9 | 53]
[5 ] ckout PDO/FD8 | 52_]
[ vcc *WAKEUP | 51_]
[71 cND VCe |50 ]
(] RDYO/*SLRD RESET# [ 49|
[9 ] RDY1/*SLWR GND [48 ]
[0 ] Avce PA7/*FLAGD/SLCS# | 47_]
] xTALOUT PA6/*PKTEND [46_]
2] XTALIN PA5/FIFOADR1 | 45_]
3] AGND PA4/FIFOADRO | 44|
4] Avce , PA3/WU2 |43 ]
35 ] ppLUS 56-pin SSOP 1 rs10E [z ]
[ ] pmINUs PA1/INT1# [41_]
7] AGND PAO/INTO# | 40_]
8] vce vce [39 ]
] oND CTL2/*FLAGC | 38_]
[207] #IFCcLK CTL1/*FLAGB [37_]
[2T ] RESERVED CTLO/FLAGA [36_]
2z ] scL GND [35_]
[237] sba vCC [34 ]
[24] vcc GND |33 ]
[25] pBO/FDO PB7/FD7 [32_]
PB1/FD1 PB6/FD6 | 31 ]
[27] PB2/FD2 PB5/FD5 [30_]
28] PB3/FD3 PB4/FD4 [29 ]
* Programmable polarity
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RDYO0/*SLRD
RDY1/*SLWR
AVCC
XTALOUT
XTALIN
AGND

AVCC
DPLUS
DMINUS
AGND

VvCC

GND
*IFCLK/**PEO

RESERVED

* Programmable polarity
** CY7C68015A/16A pinout

28

Figure 1-15. 56-Pin QFN Pin Assignment
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RESET#

GND
PA7/*FLAGD/SLCS#
PAG6/*PKTEND
PA5/FIFOADR1
PA4/FIFOADRO
PA3/*WU2
PA2/*SLOE
PA1/INT1#
PAO/INTO#
VCC
CTL2/*FLAGC
CTL1/*FLAGB

CTLO/*FLAGA
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Figure 1-16. 56-Pin VFBGA Pin Assignment

1 2 3 4 5 6 7 8
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1.17 EZ-USB Endpoint Buffers

The USB Specification defines an endpoint as a source or
sink of data. Since USB is a serial bus, a device endpoint is
actually a FIFO which sequentially empties or fills with USB
data bytes. The host selects a device endpoint by sending a
4-bit address and a direction bit. Therefore, USB can
uniquely address 32 endpoints, INO through IN15 and OUTO
through OUT15.

From the EZ-USB’s point of view, an endpoint is a buffer full
of bytes received or held for transmission over the bus. The
EZ-USB reads host data from an OUT endpoint buffer, and
writes data for transmission to the host to an IN endpoint
buffer.

EZ-USB contains three 64-byte endpoint buffers, plus 4 KB
of buffer space that can be configured 12 ways, as indicated
in Figure 1-17. The three 64-byte buffers are common to all
configurations.

The three 64-byte buffers are designated EPO, EP1IN and
EP10UT. EPO is the default CONTROL endpoint, a bidirec-
tional endpoint that uses a single 64-byte buffer for both IN
and OUT data. EZ-USB firmware reads or fills the EPO
buffer when the (optional) data stage of a CONTROL trans-
fer is required.

Note The eight SETUP bytes in a CONTROL transfer do not
appear in the 64-byte EPO endpoint buffer. Instead, to sim-
plify programming, the EZ-USB automatically stores the
eight SETUP bytes in a separate buffer (SETUPDAT, at
OxE6B8-0XEGBF).

EP1IN and EP10UT use separate 64 byte buffers. EZ-USB
firmware can configure these endpoints as BULK or INTER-
RUPT. These endpoints, as well as EPO, are accessible only
by EZ-USB firmware. This is in contrast to the large endpoint
buffers EP2, EP4, EP6 and EPS8, which are designed to
move high bandwidth data directly on and off chip without
firmware intervention.

Endpoints 2, 4, 6 and 8 are the large, high bandwidth, data
moving endpoints. They can be configured in various ways
to suit bandwidth requirements. The shaded boxes in
Figure 1-17 enclose the buffers to indicate double, triple, or
quad buffering. Double buffering means that one packet of
data can be filling or emptying with USB data while another
packet (from the same endpoint) is being serviced by exter-
nal interface logic. Triple buffering adds a third packet buffer
to the pool, which can be used by either side (USB or inter-
face) as needed. Quad buffering adds a fourth packet buffer.
Multiple buffering can significantly improve USB bandwidth
performance when the data supplying and consuming rates
are similar, but bursty; it smooths out the bursts, reducing or
eliminating the need for one side to wait for the other.

Figure 1-17. EZ-USB Endpoint Buffers
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Endpoints 2, 4, 6 and 8 can be configured using the choices
shown in Table 1-3.

Table 1-3. Endpoint 2, 4, 6, and 8 Configuration Choices

Characteristic Choices
Direction IN, OUT
Type Bulk, Interrupt, Isochronous
Buffering Double, Triple, Quad

When the EZ-USB operates at full speed (12 Mbps), some
or all of the endpoint buffer bytes shown in Figure 1-17 may
be employed, depending on endpoint type.

Note Regardless of the physical buffer size, each endpoint
buffer accommodates only one full-speed packet.

For example, if EP2 is used as a full-speed BULK endpoint,
the maximum number of bytes (maxPacketSize) it can
accommodate is 64, even though the physical buffer size is
512 or 1024 bytes (it makes sense, therefore, to configure
full-speed BULK endpoints as 512 bytes rather than 1024,
so that fewer unused bytes are wasted). An ISOCHRO-
NOUS full-speed endpoint, on the other hand, could fully
use either a 512- or 1024-byte buffer.

1.18 External FIFO Interface

The large data FIFOs (endpoints 2, 4, 6 and 8) in the
EZ-USB are designed to move high-speed (480 Mbps) USB
data on and off chip without introducing any bandwidth bot-
tlenecks. They accomplish this goal by implementing the fol-
lowing features:

1. Direct interface with outside logic, with the EZ-USB’s
CPU out of the data path.

2. ‘Quantum FIFO’ architecture instantaneously moves
(commits) packets between the USB and the FIFOs.

3. Versatile interfaces: Slave FIFO (external master) or
GPIF (internal master), synchronous or asynchronous
clocking, internal or external clocks, etc.

The firmware sets switches to configure the outside FIFO
interface, and then generally does not participate in moving
the data into and out of the FIFOs.

To understand the ‘Quantum FIFQ’, it is necessary to refer
to two data domains, the USB domain and the Interface
domain. Each domain is independent, allowing different
clocks and logic to handle its data.

The USB domain is serviced by the SIE, which receives and
delivers FIFO data packets over the two-wire USB bus. The
USB domain is clocked using a reference derived from the
24 MHz crystal attached to the EZ-USB chip.

The Interface domain loads and unloads the endpoint
FIFOs. An external device such as a DSP or ASIC can sup-
ply its own clock to the FIFO interface, or the EZ-USB’s

Introducing EZ-USB®

internal interface clock (IFCLK) can be supplied to the inter-
face.

The classic solution to the problem of reconciling two differ-
ent and independent clocks is to use a FIFO. The EZ-USB’s
FIFOs have an unusual property: They are Quantum FIFOs,
which means that data is committed to the FIFOs in USB-
size packets, rather than one byte at a time. This is invisible
to the outside interface, since it services the FIFOs just like
any ordinary FIFO (i.e., by checking full and empty flags).
The only minor difference is that when an empty flag goes
from 1 (empty) to 0 (not empty), the number of bytes in the
FIFO jumps to a USB packet size, rather than just one byte.

EZ-USB Quantum FIFOs may be moved between data
domains almost instantaneously. The Quantum nature of the
FIFOs also simplifies error recovery. If endpoint data were
continuously clocked into an interface FIFO, some of the
packet data might have already been clocked out by the
time an error is detected at the end of a USB packet. By
switching FIFO data between the domains in USB-packet-
size blocks, each USB packet can be error-checked (and
retried, if necessary) before it's committed to the other
domain.

Figure 1-18 on page 32 and Figure 1-19 on page 33 illus-
trate the two methods by which external logic interfaces to
the endpoint FIFOs EP2, EP4, EP6 and EPS8.
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Figure 1-18. EZ-USB FIFOs in Slave FIFO Mode

EP6
EP4
EP2

FD[15:0] ) Data

€« PKTEND
> (INFULL)
- (OUTEMPTY)
FIFO | » (PRGFLAG)

<4—» IFCLK
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select <¢— SLOE

FIFOADR1
FIFOADRO

Figure 1-18 illustrates the outside-world view of the EZ-USB
data FIFOs configured as Slave FIFOs. The outside logic
supplies a clock, responds to the FIFO flags, and clocks
FIFO data in and out using the strobe signals. Optionally, the
outside logic may use the internal EZ-USB Interface Clock
(IFCLK) as its reference clock.

Three FIFO flags are shown in parentheses in Figure 1-18
because they actually are called FLAGA-FLAGD in the pin
diagram (there are four flag pins). Using configuration bits,
various FIFO flags can be assigned to these general-
purpose flag pins. The names shown in parentheses illus-
trate typical uses for these configurable flags. The Program-
mable Level Flag (PRGFLAG) can be set to any value to
indicate degrees of FIFO ‘fullness’. The outside interface
selects one of the four FIFOs using the FIFOADR pins, and
then clocks the 16-bit FIFO data using the SLRD (Slave
Read) and SLWR (Slave Write) signals. PKTEND is used to
dispatch a short (less than max packet size) IN packet to
USB.

SLRD
SLWR \ 7
PKTEND

Asynchronous

IFCLK

SLRD
SLWR \ /
PKTEND

Synchronous
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Figure 1-19. EZ-USB FIFOs in GPIF Master Mode
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External systems that connect to the EZ-USB FIFOs must
provide control circuitry to select FIFOs, check flags, clock
data, etc. The EZ-USB contains a sophisticated control unit
(the General Programmable Interface, or GPIF) which can
replace this external logic. In the GPIF Master FIFO mode,
(Figure 1-19), the GPIF reads the FIFO flags, controls the
FIFO strobes, and presents a user-customizable interface to
the outside world. The GPIF runs at a very high speed (up to
48 MHz clock rate) so that it can develop high-resolution
control waveforms. It can be clocked from one of two inter-
nal sources (30 or 48 MHz) or from an external clock.

Control (CTL) signals are programmable waveform outputs,
and ready (RDY) signals are input pins that can be tested
for conditions that cause the GPIF to pause and resume
operation, implementing ‘wait states’. GPIFADR pins
present a 9-bit address to the interface that may be incre-
mented as data is transferred. The 8051 INT signal is a
‘hook’ that can signal the EZ-USB’s CPU in the middle of a
transaction; GPIF operation resumes once the CPU asserts
its own 8051 RDY signal. This ‘hook’ permits great flexibility
in the generation of GPIF waveforms.
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1.19

EZ-USB Product Family

The EZ-USB family is available in various pinouts and operational modes to serve different system requirements and costs.

Table 1-4. EZ-USB FX2LP Part Numbers (Full Speed and High Speed)

Part Number Package RAM Sul;?;?o rt 110 Bus Width Data/Address Bus
Ideal for battery powered applications
CY7C68014A-128AXC 128-pin TQFP — Pb-Free 16K Bytes Yes 40 16/8 Bit 8051 Address/Data Bus
CY7C68014A-100AXC 100-pin TQFP — Pb-Free 16K Bytes Yes 40 - No
CY7C68014A-56PVXC 56-pin SSOP — Pb-Free 16K Bytes Yes 24 - No
CY7C68014A-56LFXC 56-pin QFN — Pb-Free 16K Bytes Yes 24 - No
CY7C68016A-56LFXC 56-pin QFN — Pb-Free 16K Bytes Yes 26 - No
Ideal for nonbattery powered applications
CY7C68013A-128AXC 128-pin TQFP — Pb-Free 16K Bytes Yes 40 16/8 Bit 8051 Address/Data Bus
CY7C68013A-128AXI 128-pin TQFP — Pb-Free (Industrial) 16K Bytes Yes 40 16/8 Bit 8051 Address/Data Bus
CY7C68013A-100AXC 100-pin TQFP — Pb-Free 16K Bytes Yes 40 - No
CY7C68013A-100AXI 100-pin TQFP — Pb-Free (Industrial) 16K Bytes Yes 40 - No
CY7C68013A-56PVXC 56-pin SSOP — Pb-Free 16K Bytes Yes 24 - No
CY7C68013A-56PVXI 56-pin SSOP — Pb-Free (Industrial) 16K Bytes Yes 24 - No
CY7C68013A-56LFXC 56-pin QFN — Pb-Free 16K Bytes Yes 24 - No
CY7C68013A-56LFXI 56-pin QFN — Pb-Free (Industrial) 16K Bytes Yes 24 - No
CY7C68015A-56LFXC 56-pin QFN — Pb-Free 16K Bytes Yes 26 - No
CY7C68013A-56BAXC 56 VFBGA — Pb-Free 16K Bytes Yes 24 - No
Table 1-5. EZ-USB FX1 Part Numbers (Full Speed Only)
Part Number Package RAM S0 1o | Bus Width Data/Address Bus
upport
Ideal for nonbattery powered applications
CY7C64713-128AXC 128-pin TQFP — Pb-Free 16K Bytes Yes 40 16/8 Bit 8051 Address/Data Bus
CY7C64713-100AXC 100-pin TQFP — Pb-Free 16K Bytes Yes 40 - No
CY7C64713-56LFXC 56-pin QFN — Pb-Free 16K Bytes Yes 24 - No
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1.20 Document History

Introducing EZ-USB®

This section is a chronicle of the EZ-USB Technical Reference Manual for the EZ-USB FX2LP and EX-USB FX1 devices.

EZ-USB Technical Reference Manual History

Release Date

Version

Originator

Description of Change

01/31/2003

14

ARI

This manual has gone through several versions and is based on the EZ-USB FX2. The most recent
printing of this manual is Version 1.4.

09/11/2006

2.0

ARI

The information in this manual is identical to version 1.4, but a new template was implemented as part
of the new corporate standard.

N/A

21

ARI

The information in this manual is the same as the previous versions but it has a new Document History
section and it has an index. This version was not released.

03/19/2007

*k

ARI

This manual is a new document to the Cypress Document Control (Revision **) system; it is the same
as version 2.1. This document has been issued the document number 001-13670

02/21/2008

*A

CMCC

Delete references to CY7C64714. Remove TOOUT and T10UT from 56-pin QFN. Add industrial part
numbers to product list. Change FIFORESET procedures to NAK all while resetting FIFO to avoid
potential race condition. Fix general typos and text formatting.

06/15/2009

*B

DSG

Updated EP2 and EP6 byte capacity in Section 15.12.4. Corrected the Notes entry for E611 to Default:
BULK IN 64 in Appendix C, Pg 338. Corrected the Appendix A title in the Contents Section. Updated
the USBCS (USB Control and Status) register address 7FD6 to E680 in section 6.4. Modified Fig 10-
37 to remove the additional AUTOIN = 1 from the diagram in Section 10.4.6. Updated Bit 1 description
for INT4 in Section 15.7.12. Corrected AUTOOUT setting in point 5 of section 9.3.2. Corrected bit
descriptions in section 15.12.5 through 15.12.8. Added sections 9.3.12 and 9.3.13. Reformatted to
match current template.

09/08/2010

*C

DSG

Changed 4x to 2x in section 9.2.7. Added bit 7 functionality to section 3.5 EEPROM Configuration
Byte. Changed FIFORESET = 0x86 to 0x88 in Figure 9-40. Added Contents Overview. Updated Note
in section 8.4. Added Note in section 15.6.3. Updated Bit 3 AUTOIN Description in section 15.6.4.
Updated Bit 2 BERR Description in Section 13.5.2.1 and 15.8.4.

02/04/2011

*D

oDC

Fixed Figure 10-18
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21 Introduction

Endpoint zero has special significance in a USB system. It is a CONTROL endpoint, and it is required by every USB device.
The USB host uses special SETUP tokens to signal transfers that deal with device control; only CONTROL endpoints accept
these special tokens.

The USB host sends a suite of standard device requests over endpoint zero. These standard requests are fully defined in
Chapter 9 of the USB Specification. This chapter describes how the EZ-USB chip handles endpoint zero requests.

The EZ-USB provides extensive hardware support for handling endpoint-zero operations; this chapter describes those opera-
tions and the EZ-USB resources that simplify the firmware which handles them.

Endpoint zero is the only CONTROL endpoint supported by the EZ-USB. CONTROL endpoints are bidirectional, so the
EZ-USB provides a single 64-byte buffer, EPOBUF, which firmware handles exactly like a bulk endpoint buffer for the data
stages of a CONTROL transfer. A second 8-byte buffer called SETUPDAT, which is unique to endpoint zero, holds data that
arrives in the SETUP stage of a CONTROL transfer. This relieves the EZ-USB firmware of the burden of tracking the three
CONTROL transfer phases (SETUP, DATA, and STATUS). The EZ-USB also generates separate interrupt requests for the
various transfer phases, further simplifying code.

Endpoint zero is always enabled and accessible by the USB host.

2.2 Control Endpoint EPO

Endpoint zero accepts a special SETUP packet, which contains an 8-byte data structure that provides host information about
the CONTROL transaction. CONTROL transfers include a final STATUS phase, constructed from standard PIDs (IN/OUT,
DATA1, and ACK/NAK).

Some CONTROL transactions include all required data in their 8-byte SETUP Data packet. Other CONTROL transactions
require more OUT data than fit into the eight bytes, or require IN data from the device. These transactions use standard bulk-
like transfers to move the data. Note in Figure 2-1 on page 38 that the DATA Stage looks exactly like a bulk transfer. As with
BULK endpoints, the endpoint zero byte count registers must be loaded to ACK each data transfer stage of a CONTROL
transfer.

The STATUS stage consists of an empty data packet with the opposite direction of the data stage, or an IN if there was no
data stage. This empty data packet gives the device a chance to ACK or NAK the entire CONTROL transfer.

The HSNAK bit holds off the completion of a CONTROL transfer until the device has had time to respond to a request. For
example, if the host issues a Set_Interface Request, the EZ-USB firmware performs various housekeeping chores such as
adjusting internal modes and re-initializing endpoints. During this time, the host issues handshake (STATUS stage) packets to
which the EZ-USB automatically responds with NAKs, indicating ‘busy.” When the firmware completes its housekeeping oper-
ations, it clears the HSNAK bit (by writing ‘1’ to it), which instructs the EZ-USB to ACK the STATUS stage, terminating the
transfer. This handshake prevents the host from attempting to use an interface before it is fully configured.

To perform an endpoint stall for the DATA or STATUS stage of an endpoint zero transfer (the SETUP stage can never stall),
firmware must set both the STALL and HSNAK bits for endpoint zero.
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Figure 2-1. A USB Control Transfer (With Data Stage)
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or sets the STALL bit.

Some CONTROL transfers do not have a DATA stage.
Therefore, the code that processes the SETUP data should
check the length field in the SETUP data (in the 8-byte buffer
at SETUPDAT) and arm endpoint zero for the DATA phase
(by loading EPOBCH:L) only if the length field is non-zero.

Two interrupts provide notification that a SETUP packet has
arrived, as shown in Figure 2-2.

Figure 2-2. Two Interrupts Associated with EPO CONTROL
Transfers

SETUPDAT

8 bytes
Setup 8 RAM

Data bytes

L SUTOK

Interrupt

+  supbav

Interrupt

The EZ-USB asserts the SUTOK (Setup Token) interrupt
request when it detects the SETUP token at the beginning of
a CONTROL transfer. This interrupt is normally used for
debug only.

The EZ-USB asserts the SUDAV (Setup Data Available)
interrupt request when the eight bytes of SETUP data have
been received error-free and transferred to the SETUPDAT
buffer. The EZ-USB automatically takes care of any retries if
it finds errors in the SETUP data. These two interrupt
request bits must be cleared by firmware.

Firmware responds to the SUDAV interrupt request by either
directly inspecting the eight bytes at SETUPDAT or by trans-
ferring them to a local buffer for further processing. Servic-
ing the SETUP data should be a high priority, since the USB
Specification stipulates that CONTROL transfers must
always be accepted and never NAK'd. It is possible, there-
fore, that a CONTROL transfer could arrive while the firm-
ware is still servicing a previous one. In this case, the earlier
CONTROL transfer service should be aborted and the new
one serviced. The SUTOK interrupt gives advance warning
that a new CONTROL transfer is about to overwrite the eight
SETUPDAT bytes.
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Figure 2-3. Registers Associated with EPO Control Transfers
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If the firmware stalls endpoint zero (by setting the STALL
and HSNAK bits to 1), the EZ-USB automatically clears the
stall bit when the next SETUP token arrives.

Like all EZ-USB interrupt requests, the SUTOK and SUDAV
bits can be directly tested and cleared by the firmware
(cleared by writing ‘1’) even if their corresponding interrupts
are disabled. Figure 2-3 shows the EZ-USB registers that
are associated with CONTROL transactions over EPO.

These registers augment those associated with normal bulk
transfers, which are described in the Access to Endpoint
Buffers chapter on page 87.

Two bits in the USBIE (USB Interrupt Enable) register
enable the SETUP Token (SUTOK) and SETUP Data Avail-
able interrupts. The actual interrupt-request bits are in the
USBIRQ (USB Interrupt Requests) register.

The EZ-USB transfers the eight SETUP bytes into eight
bytes of RAM at SETUPDAT. A 16-bit pointer, SUDPTRH:L,
provides hardware assistance for handling CONTROL IN
transfers, in particular the ‘Get Descriptor’ requests
described later in this chapter.

2.3 USB Requests

The Universal Serial Bus Specification Version 2.0, Chapter
9, USB Device Framework defines a set of Standard Device
Requests. When the firmware is in control of endpoint zero
(RENUM=1), the EZ-USB handles only one of these
requests (Set Address) automatically; it relies on the firm-
ware to support all of the others. The firmware acts on

device requests by decoding the eight bytes contained in the
SETUP packet and available at SETUPDAT. Table 2-1
defines these eight bytes.

Table 2-1. The Eight Bytes in a USB SETUP Packet

Byte | Field

Meaning

bmRequestType Request Type, Direction, and Recipient.

bRequest The actual request (see Table 2-2).

wValueL

16-bit value, varies according to bRequest.
wValueH

16-bit field, varies according to bRequest.
windexH

wlengthL Number of bytes to transfer if there is a data

0
1
2
3
4 windexL
5
6
7

wlLengthH phase.

The Byte column in Table 2-1 shows the byte offset from
SETUPDAT. The Field column shows the different bytes in
the request, where the ‘bm’ prefix means bitmap, ‘b’ means
byte [8 bits, 0-255], and ‘W’ means word [16 bits, 0-65535].

Table 2-2 shows the different values defined for bRequest,
and how the firmware should respond to each request. The
remainder of this chapter describes each of the requests in
Table 2-2 in detail.

Note Table 2-2 applies when RENUM = 1, signifying that
the firmware, rather than the EZ-USB hardware, handles
device requests.
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Table 2-2. How the Firmware Handles USB Device Requests (RENUM =1)

bRequest Name EZ-USB Action Firmware Response
0x00 Get Status SUDAV Interrupt Supply RemWU, SelfPwr or Stall Bits
0x01 Clear Feature SUDAV Interrupt Clear RemWU, SelfPwr or Stall Bits
0x02 (reserved) none Stall EPO
0x03 Set Feature SUDAV Interrupt Set RemWU, SelfPwr or Stall Bits
0x04 (reserved) none Stall EPO
0x05 Set Address Update FNADDR Register none
0x06 Get Descriptor SUDAV Interrupt Supply table data over EPO-IN
0x07 Set Descriptor SUDAV Interrupt Application dependent
0x08 Get Configuration SUDAV Interrupt Send current configuration number
0x09 Set Configuration SUDAV Interrupt Change current configuration
0x0A Get Interface SUDAV Interrupt Supply alternate setting No. from RAM
0x0B Set Interface SUDAV Interrupt Change alternate setting No.
0x0C Sync Frame SUDAV Interrupt Supply a frame number over EPO-IN
Vendor Requests
OxAO0 (Firmware Load) Upload / Download on-chip RAM -
OxA1 to OXAF SUDAV Interrupt Reserved by Cypress Semiconductor
All except 0xA0 SUDAV Interrupt Application dependent

In the ReNumerated condition (RENUM = 1), the EZ-USB
passes all USB requests except Set Address to the firmware
via the SUDAV interrupt.

The EZ-USB implements one vendor-specific request: ‘Firm-
ware Load,” OxAO (the bRequest value of 0xAOQ is valid only if
byte 0 of the request, bmRequestType, is also x10xxxxx,’
indicating a vendor-specific request.) The 0xAO0 firmware
load request may be used even after ReNumeration, but is
only valid while the 8051 is held in reset. If your application
implements vendor-specific USB requests, and you do not
wish to use the Firmware Load feature, be sure to refrain
from using the bRequest value OxAO for your custom
requests. The Firmware Load feature is fully described in
the Enumeration and ReNumeration™ chapter on page 51.

To avoid future incompatibilities, vendor requests O0xAO-
OxAF are reserved by Cypress Semiconductor.

2.31 Get Status

The USB Specification defines three USB status requests. A
fourth request, to an interface, is declared in the specifica-
tion as ‘reserved’. The four status requests are:

m Remote Wakeup (Device request)
m Self-Powered (Device request)

m Stall (Endpoint request)

m Interface request (reserved)

The EZ-USB automatically asserts the SUDAV interrupt to
tell the firmware to decode the SETUP packet and supply
the appropriate status information.

As Figure 2-4 illustrates, the firmware responds to the
SUDAV interrupt by decoding the eight bytes the EZ-USB
has copied into RAM at SETUPDAT. The firmware answers
a Get Status request (bRequest = 0) by loading two bytes
into the EPOBUF buffer and loading the byte count register
EPOBCH:L with the value 0x0002. The EZ-USB then trans-
mits these two bytes in response to an IN token. Finally, the
firmware clears the HSNAK bit (by writing ‘1’ to it), which
instructs the EZ-USB to ACK the status stage of the transfer.
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Figure 2-4. Data Flow for a Get_Status Request
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The following tables show the eight SETUP bytes for Get ered bit indicates whether or not the device is self-powered
Status Requests. (as opposed to USB bus-powered).

The firmware returns these two bits by loading two bytes

Table 2-3. Get Status-Device (Remote Wakeup and Self- . ’ /
into EPOBUF, then loading a byte count of 0x0002 into

Powered Bits)

EPOBCH:L.
. A Firmware
Byte Field Value Meaning Response
0 |bmRequestType | 0x80 | IN, Device Table 2-4. Get Status-Endpoint (Stall Bits)
‘ ' - . Fi
1 bRequest 0x00 | ‘Get Status Load two bytes into Byte Field Value Meaning R:::):’:;Z
2 wValueL 0x00 EPOBUF:
hit() = 0 bmRequestType | 0x82 | IN, Endpoint
3 | wvalueH 0x00 Byte 0: bit 0 = ques P P
. —— 00 Self-Powered 1 | bRequest 0x00 | ‘Get Status’
windex X . hi -
Byte 0: bit 1 = 2 | wvaluel 0x00
5 | windexH 0x00 Remote Wakeup Load two bytes into
. 3 wValueH 0x00 .
6 |wLengthL 0X02 | Ty bytes Byte 1: zero EPOBUF:
requested 4 | windexL EP | 0x00-0x08: Byte 0: bit 0 =
7 | wLengthH 0x00 OUT0-0UT8 Stall Bit for EP(n)
5 | windexH 0x00 | 0x80-0x88: Byte 1: zero
Get Status-Device queries the state of two bits, ‘Remote INO-IN8
Wakeup’ and ‘Self-Powered’. The Remote Wakeup bit indi- 6 | wlengthL 0x02 | Ty bytes
cates whether or not the device is currently enabled to 7 | wLengthH 0x00 | requested

request remote wakeup (remote wakeup is explained in the

Power Management chapter on page 77). The Self-Pow-  Each endpoint has a STALL bit in its EPXCS register. If this
bit is set, any request to the endpoint returns a STALL hand-

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 41

Exhibit 2031 - Page 41 of 402



Endpoint Zero

shake rather than ACK or NAK. The Get Status-Endpoint
request returns the STALL state for the endpoint indicated in
byte 4 of the request. Note that bit 7 of the endpoint number
EP (byte 4) specifies direction (0 = OUT, 1 = IN).

Endpoint zero is a CONTROL endpoint, which by USB defi-
nition is bidirectional. Therefore, it has only one stall bit.

About STALL

The USB STALL handshake indicates that something
unexpected has happened. For instance, if the host
requests an invalid alternate setting or attempts to send
data to a nonexistent endpoint, the device responds with a
STALL handshake over endpoint zero instead of ACK or
NAK.

Stalls are defined for all endpoint types except ISOCHRO-
NOUS, which does not employ handshakes. Every
EZ-USB bulk endpoint has its own stall bit. The firmware
sets the stall condition for an endpoint by setting the
STALL bit in the endpoint’'s EPXCS register. The host tells
the firmware to set or clear the stall condition for an end-
point using the Set Feature/Stall and Clear Feature/Stall
requests.

The device might also set the stall condition on its own. In
a routine that handles endpoint zero device requests, for
example, when a request that is not defined or not sup-
ported is decoded, the firmware should stall EPO.

Once the firmware stalls an endpoint, it should not remove
the stall until the host issues a Clear Feature/Stall request.
An exception to this rule is endpoint 0, which reports a
stall condition only for the current transaction and then
automatically clears the stall condition. This prevents end-
point 0, the default CONTROL endpoint, from locking out
device requests.

Table 2-5. Get Status-Interface

Byte Field Value Meaning ;Lrsnl‘l)v:ra]::
0 bmRequestType | 0x81 | IN, Endpoint
1 bRequest 0x00 | ‘Get Status’
2 wValuel 0x00 Load two bytes into
3 wValueH 0x00 EPOBUF:
4 | windexL 0x00 Byte 0: zero
5 | windexH 0x00 Byte 1: zero
6 wlLengthL 0x02 | 1o bytes
7 | wLengthH 0x00 | requested

Get Status/Interface is easy: the firmware returns two zero
bytes through EPOBUF and clears the HSNAK bit (by writing
‘1’ to it). The requested bytes are shown as ‘Reserved (reset
to zero)’ in the USB Specification.

2.3.2

Set Feature is used to enable remote wakeup, stall an end-
point, or put the device into a specific test mode. No data
stage is required.

Set Feature

Table 2-6. Set Feature-Device (Set Remote Wakeup Bit)

Byte Field Value Meaning ;Lrs";vgﬁ;ee
0 bmRequestType | 0x00 | OUT, Device
1 bRequest 0x03 | ‘Set Feature’
2 [wvaluel 0x01 | Feature Selector:
3 | wValueH 0x00_| Remote Wakeup Set the Remote
4 | windexL 0x00 Wakeup Bit
5 windexH 0x00
6 wLengthL 0x00
7 wLengthH 0x00

This Set Feature/Device request sets the remote wakeup
bit. This is the same bit reported back to the host as a result
of a Get Status-Device request (Table 2-3 on page 41). The
host uses this bit to enable or disable remote wakeup by the
device.

Table 2-7. Set Feature-Device (Set TEST_MODE Feature)

Byte Field Value Meaning ;lrmware
esponse

0 bmRequestType | 0x00 | OUT, Device
1 bRequest 0x03 | ‘Set Feature’
2 | wValuel 0x02 | Feature Selector:
3 | wvalueH 0x00 | TEST_MODE

ACK handshake
4 | windexL 0x00 phase
5 windexH oxnn | ™M= specific test

mode

6 wLengthL 0x00
7 wLengthH 0x00

This Set Feature/Device request sets the TEST_MODE fea-
ture. This request puts the device into a specific test mode,
and power to the device must be cycled in order to exit test
mode. The EZ-USB SIE handles this request automatically,
but the firmware is responsible for acknowledging the hand-
shake phase.
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Table 2-8. Set Feature-Endpoint (Stall)

Byte Field Value Meaning ;lrmware
esponse
0 bmRequestType | 0x02 | OUT, Endpoint
1 bRequest 0x03 | ‘Set Feature’
2 [wvalueL 0x00 | Feature Selector:
3 | wvalueH 0x00 | STALL .
Set the STALL bit
4 | windexL EP | 0x00-0x08: for the indicated
OUT0-OUT8 endpoint.
5 | windexH 0x00 | 0x80-0x88:
INO-IN8
6 wlLengthL 0x00
7 | wLengthH 0x00

Endpoint Zero

2.3.3

Clear Feature is used to disable remote wakeup or to clear a
stalled endpoint.

Clear Feature

Table 2-9. Clear Feature-Device (Clear Remote Wakeup

The only Set Feature/Endpoint request presently defined in
the USB Specification is to stall an endpoint. The firmware
should respond to this request by setting the STALL bit in
the EPxCS register for the indicated endpoint EP (byte 4 of
the request). The firmware can either stall an endpoint on its
own or in response to the device request. Endpoint stalls are
cleared by the host Clear Feature/Stall request.

The firmware should respond to the Set Feature/Stall
request by performing the following tasks:

1. Setthe STALL bit in the indicated endpoint’'s EPxCS reg-
ister.

2. Reset the data toggle for the indicated endpoint.

3. Restore the stalled endpoint to its default condition,
ready to send or accept data after the stall condition is
removed by the host (via a Clear Feature/Stall request).
For EP1 IN, for example, firmware should clear the
BUSY bit in the EP1CS register; for EP10UT, firmware
should load any value into the EP1 byte-count register.

4. Clear the HSNAK bit in the EPOCS register (by writing 1
to it) to terminate the Set Feature/Stall CONTROL trans-
fer.

Step 3 is also required whenever the host sends a ‘Set Inter-
face’ request.

Data Toggles

The EZ-USB automatically maintains the endpoint toggle
bits to ensure data integrity for USB transfers. Firmware
should directly manipulate these bits only for a very limited
set of circumstances:

m Set Feature/Stall
m Set Configuration
m Set Interface

Bit)
Byte Field Value Meaning ;L;";‘gﬁ;i
0 bmRequestType | 0x00 | OUT, Device
1 bRequest 0x01 | ‘Clear Feature’
2 |wvalueL 0x01 | Feature Selector:
3 [wvalueH 0x00_| Remote Wakeup Clear the remote
4 | windexL 0x00 wakeup bit.
5 | windexH 0x00
6 wLengthL 0x00
7 wLengthH 0x00

Table 2-10. Clear Feature-Endpoint (Clear Stall)

. . Firmware
Byte Field Value Meaning Response
0 bmRequestType | 0x02 | OUT, Endpoint
1 bRequest 0x01 | ‘Clear Feature’
2 | wVvaluel 0x00 | Feature Selector:
3 | wvalueH ox00 |STALL .
Clear the STALL bit
4 windexL EP | 0x00-0x08: for the indicated
OUTO0-OUT8 endpoint.
5 | windexH 0x00 | 0x80-0x88:
INO-IN8
6 wLengthL 0x00
7 | wLengthH 0x00

If the USB device supports remote wakeup (reported in its
descriptor table when the device enumerates), the Clear
Feature/Remote Wakeup request disables the wakeup
capability.

The Clear Feature/Stall removes the stall condition from an
endpoint. The firmware should respond by clearing the
STALL bit in the indicated endpoint’s EPxCS register.

234

During enumeration, the host queries a USB device to learn
its capabilities and requirements using Get Descriptor
requests. Using tables of descriptors, the device sends back
(over EPO-IN) such information as what device driver to
load, how many endpoints it has, its different configurations,
alternate settings it may use, and informative text strings
about the device.

Get Descriptor

The EZ-USB provides a special Setup Data Pointer to sim-
plify firmware service for Get_Descriptor requests. The firm-
ware loads this 16-bit pointer with the starting address of the
requested descriptor, clears the HSNAK bit (by writing ‘1’ to
it), and the EZ-USB transfers the entire descriptor.
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Endpoint Zero

Figure 2-5. Using Setup Data Pointer (SUDPTR) for Get_Descriptor Requests

<«—SETUP Stage——

D C
A|| 8bytes || R A
s [l /A o Sy | SETUPDAT
A|| Data 1 K
0 6 bytes
Token Packet Data Packet H/S Pkt
LSUDAV Interrupt
< DATA Stage >
AlElclli alll | a AlE|cllll 2 Al | a
D|| N||R T Payload c c D|| N||R T Payload c c
D|| D|| C A Data D|| D|| C Data
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EPOIN EPOIN
Interrupt Interrupt
D|| C
fo) AllE| C All R A ™= 64 bytes
D|| N|| R
u T||C C
D|| D|| C
T rl pll 5 All1 K
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Figure 2-5 illustrates use of the Setup Data Pointer. This
pointer is implemented as two registers, SUDPTRH and
SUDPTRL. The base address of SUDPTRH:L must be
word-aligned. Most Get Descriptor requests involve transfer-
ring more data than fits into one packet. In the Figure 2-5
example, the descriptor data consists of 91 bytes.

The CONTROL transaction starts in the usual way, with the
EZ-USB automatically transferring the eight bytes from the
SETUP packet into RAM at SETUPDAT, then asserting the
SUDAV interrupt request. The firmware decodes the Get
Descriptor request, and responds by clearing the HSNAK bit
(by writing ‘1’ to it), and then loading the SUDPTRH:L regis-
ters with the address of the requested descriptor. Loading
the SUDPTRL register causes the EZ-USB to automatically
respond to two IN transfers with 64 bytes and 27 bytes of
data using SUDPTRH:L as a base address, and then to
respond to the STATUS stage with an ACK.

The usual endpoint-zero interrupts SUDAV and EPOIN
remain active during this automated transfer, so firmware
normally disables these interrupts because the transfer
requires no firmware intervention.

Three types of descriptors are defined: Device, Configura-
tion, and String.

2.3.4.1 Get Descriptor-Device
Table 2-11. Get Descriptor-Device
Byte Field Value Meaning ;lrmware
esponse
0 bmRequestType | 0x80 | IN, Device
1 bRequest 0x06 | ‘Get Descriptor’
2 wValueL 0x00
Descriptor Type: Set SUDPTR H:L to
3 wValueH 0x01 Device start of Device
Descriptor table in
4 | windexL 0x00 RAM.
5 windexH 0x00
6 wLengthL LenL
7 wLengthH LenH

As illustrated in Figure 2-5 on page 44, the firmware loads
the two-byte SUDPTRH:L with the starting address of the
Device Descriptor table. The start address needs to be
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word-aligned. When SUDPTRL is loaded, the EZ-USB auto-
matically performs the following operations:

1. Reads the requested number of bytes for the transfer
from bytes 6 and 7 of the SETUP packet (LenL and
LenH in Table 2-11).

2. Reads the requested descriptor’s length field to deter-
mine the actual descriptor length.

3. Sends the smaller of (a) the requested number of bytes
or (b) the actual number of bytes in the descriptor, over
EPOBUF using the Setup Data Pointer as a data table
index. This constitutes the second phase of the three-
phase CONTROL transfer. The EZ-USB packetizes the
data into multiple data transfers as necessary.

4. Automatically checks for errors and re-transmits data
packets if necessary.

5. Responds to the third (handshake) phase of the CON-
TROL transfer to terminate the operation.

The Setup Data Pointer can be used for any Get Descriptor
request (for example, Get Descriptor-String).

It can also be used for vendor-specific requests. If bytes six
and seven of those requests contain the number of bytes in
the transfer (see Step 1, above), the Setup Data Pointer
works automatically, as it does for Get Descriptor requests;
if bytes six and seven do not contain the length of the trans-
fer, the length can be loaded explicitly (see the SDPAUTO
paragraphs of section 8.7 The Setup Data Pointer on
page 95).

It is possible for the firmware to do manual CONTROL trans-
fers by directly loading the EPOBUF buffer with the various
packets and keeping track of which SETUP phase is in

Endpoint Zero

2.3.4.2 Get Descriptor-Device Qualifier
Table 2-12. Get Descriptor-Device Qualifier
Byte Field Value Meaning I'?:;rsr:::;ee

0 bmRequestType | 0x80 | IN, Device

1 bRequest 0x06 | ‘Get Descriptor’
wValueL 0x00
Descriptor Tyoe: Set SUDPTR H:L to
3 | wvalueH 0x06 | ~escriptor 1ype: | start of the appro-

Device Qualifier | priate Device Quali-

fier Descriptor table

4 windexL 0x00 !
in RAM.
5 windexH 0x00
6 wLengthL LenL
7 wLengthH LenH

The Device Qualifier descriptor is used only by devices
capable of high-speed (480 Mbps) operation; it describes
information about the device that would change if the device
were operating at the other speed (for example, if the device
is currently operating at high speed, the device qualifier
returns information about how it would operate at full speed
and vice-versa).

Device Qualifier descriptors are handled just like Device
descriptors; the firmware loads the appropriate descriptor
address (must be word-aligned) into SUDPTRH:L, then the
EZ-USB does the rest.

2.3.4.3 Get Descriptor-Configuration

Table 2-13. Get Descriptor-Configuration

effect. This is a good USB training exercise, but not neces- Byte Field Value Meaning ;;’:,‘,“gﬁ;‘;
sary due to the hardware support built into the EZ-USB for o lomr T oxB0 | 1IN Devi
CONTROL transfers. mRequestType { Ox —oTee
1 bRequest 0x06 | ‘Get Descriptor’
For DATA stage transfers of fewer than 64 bytes, moving the Configuration
data into the EPOBUF buffer and then loading the 2 [wvaluel CFG | Number
. ; : ; - Set SUDPTR H:L to
EPOBC!—I.L registers with the bytg count would be eguwalent 3 | wvaluer ox02 | Desriptor Tye: | Siart of Configura-
to loading the Setup Data Pointer. However, this would Configuration tion Descriptor table
waste bandwidth because it requires byte transfers into the 4 | windexL 0x00 in RAM
EPOBUF Buffer; using the Setup Data Pointer does not. 5 | windexH 0x00
6 wLengthL LenL
7 wLengthH LenH
EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 45

Exhibit 2031 - Page 45 of 402



Endpoint Zero

2.3.4.4 Get Descriptor-String 2.3.5 Set Descriptor
Table 2-14. Get Descriptor-String Table 2-16. Set Descriptor-Device
. n Firmware . A Firmware
Byt Field Val M
yte ie alue eaning Response Byte Field Value Meaning Response
0 | bmRequestType | 0x80 | IN, Device 0 |bmRequestType | 0x00 | OUT, Device
1 bRequest 0x06 | ‘Get Descriptor’ 1 bRequest 0x07 | ‘Set Descriptor’
2 wValueL STR | String Number 2 wValueL 0x00
i . | Set SUDPTR H:L to ; .
3 | wValueH 0x03 | SESOPIOT YRS | 0t of String 3 | wValueH 0x01 | DOSCTIPIOTTYPe: | Read device
Descriptor table in descriptor data over
4 | windexL 0x00 | (Language IDL) |RAM. 4 | windexL 0x00 EPOBUF.
5 windexH 0x00 | (Language ID H) 5 windexH 0x00
6 wLengthL LenL 6 wLengthL LenL
7 | wlengthH LenH 7 | wLengthH LenH
Configuration and String descriptors are handled similarly to
Device descriptors. The firmware reads byte 2 of the SETUP ~ Table 2-17. Set Descriptor-Configuration
data to determine which configuration or string is being Firmware
requested, then loads the corresponding descriptor address it AL VAD|| LD Response

(must be word-aligned) into SUDPTRH:L. The EZ-USB does
the rest.

0 bmRequestType | 0x00 | OUT, Device

1 bRequest 0x07 | ‘Set Descriptor’
2.3.4.5 Get Descriptor-Other Speed 2 |wvaluel 0x00
Configuration 3 | wvalueH 0x02 32?}%?:;;3‘)6' 5::%‘0)?;:?;;823;
Table 2-15. Get Descriptor-Other Speed Configuration 4 |windex 0x00 EPOBUR:
5 | windexH 0x00
Byte Field Value |  Meaning ;;’s";‘;’z;‘: 6 |wLengthL LenL
0 bmRequestType | 0x80 | IN, Device 7 wLengthH LenH
1 bRequest 0x06 | ‘Get Descriptor’
Other Speed Table 2-18. Set Descriptor-String
2 wValueL CFG | Configuration
Number Set SUDPTR H:L to Byte Field Value Meaning ;;’s“;‘gz;‘:
Descriptor Type: | startof Other Speed
3 | wValueH 0x07 | Other Speed Configuration 0 | bmRequestType | 0x00 | IN, Device
Configuration gi?\;;_riptor tablein 1 bRequest 0x07 | ‘Set Descriptor’
4 windex. 0x00 | (tanguage ID L) 2 wValueL 0x00 | String Number
5 windexH 0x00 | (Language ID H) R Walueh 003 Descriptor Type: | Reag string descrip-
6 | wLengthL LenL String tor data over
7 | wLengthH LenH 4 | windexL 0x00 | (Language ID L) EPOBUF.
5 windexH 0x00 | (Language ID H)
The Other Speed Configuration descriptor is used only by 6 |wLengthl LenL
devices capable of high-speed (480 Mbps) operation; it 7 | wLengthH LenH

describes the configurations of the device if it were operat-
ing at the other speed (that is, if the device is currently oper-
ating at high speed, the Other Speed Configuration returns
information about full-speed configuration and vice-versa).

Other Speed Configuration descriptors are handled just like
Configuration descriptors; the firmware loads the appropri-
ate descriptor address (must be word-aligned) into SUDP-
TRH:L, then the EZ-USB does the rest.

The firmware handles Set Descriptor requests by clearing
the HSNAK bit (by writing ‘1’ to it), then reading descriptor
data directly from the EPOBUF buffer. The EZ-USB keeps
track of the number of byes transferred from the host into
EPOBUF, and compares this number with the length field in
bytes six and seven. When the proper number of bytes has
been transferred, the EZ-USB automatically responds to the
STATUS phase, which is the third and final stage of the
CONTROL transfer.
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Note The firmware controls the flow of data in the Data
Stage of a Control Transfer. After the firmware processes
each OUT packet, it writes any value into the endpoint’s byte
count register to re-arm the endpoint.

Configurations, Interfaces, and Alternate Settings

A USB device has one or more configurations. Only one
configuration is active at any time.

A configuration has one or more interfaces, all of which are
concurrently active. Multiple interfaces allow different host-
side device drivers to be associated with different portions of
a USB device.

Each interface has one or more alternate settings. Each
alternate setting has a collection of one or more endpoints.

This structure is a software model; the EZ-USB takes no
action when these settings change. However, the firmware
must re-initialize endpointsand reset the dat toggle
when the host changes configurations or interfaces alter-
nate settings.

As far as the firmware is concerned, a ‘configuration’ is sim-
ply a byte variable that indicates the current setting.

The host issues a ‘Set Configuration’ request to select a
configuration, and a ‘Get Configuration’ request to deter-
mine the current configuration.

Device

Endpoint Zero

2.3.5.1 Set Configuration
Table 2-19. Set Configuration
Byte Field Value Meaning ;;’:r‘)‘g’zgz

0 bmRequestType | 0x00 | OUT, Device

‘Set
Configuration’

1 bRequest 0x09

CFG Configuration

2 wValueL Number

Read and store
CFG, change con-

3 | wvalueH 0x00 figurations in firm-
4 | windexL 0x00 ware.

5 | windexH 0x00

6 wLengthL 0x00

7 wLengthH 0x00

When the host issues the ‘Set Configuration’ request, the
firmware saves the configuration number (byte 2, CFG, in
Table 2-19), performs any internal operations necessary to
support the configuration, and finally clears the HSNAK bit
(by writing ‘1’ to it) to terminate the ‘Set Configuration’ CON-
TROL transfer.

Note After setting a configuration, the host issues Set Inter-
face commands to set up the various interfaces contained in
the configuration.

2.3.6 Get Configuration

Table 2-20. Get Configuration

. . Firmware
Byte Field Value Meaning Response
0 bmRequestType | 0x80 | IN, Device
Config 1 Config 2 < : ‘Get
High Power L ow Power One at a time 1 bRequest 0x08 Configuration’
2 wValueL 0x00
Send CFG over
3 | wValueH 0x00 EPO after reconfig-
4 | windexL 0x00 uring.
Interface 0 Interface 1 Interface 2 Interface 3 5 | windexH 0x00
CDROM audio video data BT 6 | wLengthL 1 |LenL
control storage
/\ 7 wLengthH 0 LenH
Alt Setting Alt Setting Alt Setting : When the host issues the ‘Get Qonflggratlon request, the
0 1 3 One atatime  firmware returns the current configuration number. It loads
‘ the configuration number into EPOBUF, loads a byte count
@ @ of one into EPOBCH:.L, and finally clears the HSHAK bit (by
e " q0 . . ¢ - . 3
® @ writing ‘1’ to it) to terminate the ‘Set Configuration’ CON-
TROL transfer.
2.3.7 Set Interface
This confusingly-named USB command actually sets ‘alter-
nate settings’ for a specified interface.
USB devices can have multiple concurrent interfaces. For
example, a device may have an audio system that supports
EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 47

Exhibit 2031 - Page 47 of 402




Endpoint Zero

different sample rates, and a graphic control panel that sup-
ports different languages. Each interface has a collection of
endpoints. Except for endpoint 0, which each interface uses
for device control, endpoints may not be shared between
interfaces.

2.3.8 Get Interface

Table 2-22. Get Interface (Actually, Get Alternate Setting
#AS for interface #IF)

. . Firmware
Byt Field Val M
Interfaces may report alternate settings in their descriptors. vie © ale eaning Response
For example, the audio interface may have settings ‘0’, ‘1’, 0 | bmRequestType | 0x81 | IN, Device
and ‘2’ for 8-kHz, 22-kHz, and 44-kHz sample rates, respec- 1 | bRequest 0x0A | ‘Get Interface’
tlvely. The panel |n.terface may have settings ‘0’ and ‘1’ for 2 | wvaluel 0x00
English and Spanish, respectively. The Set/Get Interface
; ; ; 3 | wValueH 0x00 Send AS for Inter-
requests select among the various alternate settings in an
interface. 4 | windexL IF | Interface Number | face #IF over EPO.
5 windexH 0x00
Table 2-21. Set Interface (Actually, Set Alternate Setting 6 |wLengthL 1 |LenL
#AS for Interface #IF) 7 | wLengthH 0 | Lent

Firmware

Byte Field Response

Value Meaning

0 bmRequestType | 0x00 | OUT, Device
1 bRequest 0x0B | ‘Set Interface’

Alternate Setting
Number

N

wvaluel AS Read and store byte

2 (AS) for Interface

3 | wvalueH 0x00 #IF, change setting

4 | windexL IF | Interface Number | for Interface #IF in
firmware.

5 windexH 0x00

6 wlLengthL 0x00

7 wLengthH 0x00

The firmware should respond to a Set Interface request by
performing the following steps:

1. Perform the internal operation requested (such as
adjusting a sampling rate).

2. Reset the data toggles for every endpoint in the inter-
face.

3. Restore the endpoints to their default conditions, ready
to send or accept data. For EP1 IN, for example, firm-
ware should clear the BUSY bit in the EP1CS register;
for EP10UT, firmware should load any value into the
EP1 byte-count register.

4. Clear the HSNAK bit (by writing ‘1’ to it) to terminate the
Set Interface CONTROL transfer.

When the host issues the Get Interface request, the firm-
ware simply returns the alternate setting for the requested
interface IF and clears the HSNAK bit (by writing ‘1’ to it).

2.3.9 Set Address

When a USB device is first plugged in, it responds to device
address 0 until the host assigns it a unique address using
the Set Address request. The EZ-USB copies this device
address into the FNADDR (Function Address) register, then
subsequently responds only to requests to this address.
This address is in effect until the USB device is unplugged,
the host issues a USB Reset, or the host powers down.

The FNADDR register is read-only. Whenever the EZ-USB
ReNumerates™ (see Enumeration and ReNumeration™, on
page 51), it automatically resets FNADDR to zero, allowing
the device to come back as new.

An EZ-USB program does not need to know the device
address, because the EZ-USB automatically responds only
to the host-assigned FNADDR value. The device address is
readable only for debug/diagnostic purposes.
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2.3.10 Sync Frame
Table 2-23. Sync Frame
Byte Field Value Meaning glrmware
esponse
0 bmRequestType | 0x82 | IN, Endpoint
1 bRequest 0x0C | ‘Sync Frame’
2 wValueL 0x00
Send a frame num-
3 | wValueH 0x00 ber over EPO to
4 | windexL EP | Endpoint number | Synchronize end-
point #EP
5 windexH 0x00
6 wLengthL 2 LenL
7 wLengthH 0 LenH

Endpoint Zero

2.3.11

The USB endpoint-zero protocol provides a mechanism for
mixing vendor-specific requests with standard device
requests. Bits 6:5 of the bmRequestType field are set to 00
for a standard device request and to 10 for a vendor
request.

Firmware Load

Table 2-24. Firmware Download

The ‘Sync Frame’ request is used to establish a marker in
time so the host and USB device can synchronize multi-
frame transfers over isochronous endpoints.

Suppose an isochronous transmission consists of a repeat-
ing sequence of five 300-byte packets transmitted from host
to device over EP8-OUT. Both host and device maintain
sequence counters that count repeatedly from 1 to 5 to keep
track of the packets inside a transmission. To start up in
sync, both host and device need to reset their counts to ‘0’
at the same time (in the same frame).

To get in sync, the host issues the Sync Frame request with
EP=EP8OUT (0x08). The firmware responds by loading
EPOBUF with a two-byte frame count for some future time;
for example, the current frame plus 20. This marks frame
‘current+20’ as the sync frame, during which both sides ini-
tialize their sequence counters to ‘0. The current frame
count is always available in the USBFRAMEL and USB-
FRAMEH registers.

Multiple isochronous endpoints can be synchronized in this
manner; the firmware can keep a separate internal
sequence count for each endpoint.

About USB Frames

In full-speed mode (12 Mbps), the USB host issues an
SOF (Start Of Frame) packet once every millisecond.
Every SOF packet contains an 11-bit (mod-2048) frame
number. The firmware services all isochronous transfers
at SOF time, using a single SOF interrupt request and
vector. If the EZ-USB detects a missing or garbled SOF
packet, it can use an internal counter to generate the SOF
interrupt automatically.

In high-speed mode (480 Mbps), each frame is divided
into eight 125-microsecond microframes. Although the
frame counter still increments only once per frame, the
host issues an SOF every microframe. The host and
device always synchronize on the zero-th microframe of
the frame specified in the device’s response to the Sync
Frame request; there is no mechanism for synchronizing
on any other microframe.

. n Firmware
Byte Field Value Meaning Response
Vendor Request,
0 bmRequestType | 0x40 ouT
1 bRequest 0xAO0 | ‘Firmware Load’
2 wValueL Av.:dr Starting address
3 | wValueH At'i-ldr None required.
4 windexL 0x00
5 windexH 0x00
6 wLengthL LenL
Number of bytes
7 wLengthH LenH
Table 2-25. Firmware Upload
Byte Field Value Meaning ;wmware
esponse

0 bmRequestType | 0xCO Vendor Request,

IN
1 bRequest 0xAO0 | ‘Firmware Load’
2 wValuelL A?_d' Starting address
3 | wvalueH A:Idr None Required.
4 windexL 0x00
5 | windexH 0x00
6 wLengthL LenL
Number of Bytes
7 wLengthH LenH
The EZ-USB responds to two endpoint-zero vendor

requests, RAM Download and RAM Upload. These requests
are active whether RENUM=0 or RENUM=1, but can only
occur while the 8051 is held in reset. RAM Uploads can only
occur on word boundaries (i.e. the start address must be
evenly divisible by two). The same restriction does not apply
to RAM Downloads.

Because bit 7 of the first byte of the SETUP packet specifies
direction, only one bRequest value (0xA0) is required for the
upload and download requests. These RAM load com-
mands are available to any USB device that uses the EZ-
USB chip.

A host loader program must write 0x01 to the CPUCS regis-
ter to put the EZ-USB’s CPU into RESET, load all or part of
the EZ-USB’s internal RAM with code, then reload the
CPUCS register with zero to take the CPU out of RESET.
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3. Enumeration and ReNumeration™

CYPRESS

PERFORM

3.1 Introduction

The EZ-USB’s configuration is ‘soft’: Code and data are stored in internal RAM, which can be loaded from the host over the
USB interface. EZ-USB-based USB peripherals can operate without ROM, EPROM, or FLASH memory, shortening produc-
tion lead times and making firmware updates extremely simple.

To support this soft configuration, the EZ-USB is capable of enumerating as a USB device without firmware. This
automatically-enumerated USB device (the Default USB Device) contains a set of interfaces and endpoints and can accept
firmware downloaded from the host. However, at a minimum, an I2C™ boot EEPROM is required for production (see 3.2 EZ-
USB Startup Modes for more details).

Note For the FX2LP, two separate Default USB Devices actually exist, one for enumeration as a full-speed (12 Mbps) device,
and the other for enumeration as a high-speed (480 Mbps) device. The FX2LP automatically performs the speed-detect pro-
tocol and chooses the proper Default USB Device. The two sets of Default USB Device descriptors are shown in Appendices
A and B.

Once the Default USB Device enumerates and the host downloads firmware and descriptor tables to the EZ-USB, it then
begins executing the downloaded code, which electrically simulates a physical disconnect/connect from the USB and causes
the EZ-USB to enumerate again as a second device, this time taking on the USB personality defined by the downloaded code
and descriptors. This patented secondary enumeration process is called ‘ReNumeration™’.

An EZ-USB register bit called RENUM controls whether device requests over endpoint zero are handled by firmware or auto-
matically b y the Default USB Device. When RENUM = 0, the Default USB Device handles the requests automatically; when
RENUM = 1, they must be handled by firmware.

3.2 EZ-USB Startup Modes

When the EZ-USB comes out of reset, it can act in various ways to establish itself as a USB device. EZ-USB power-on
behavior depends on several factors:

1. If no off chip memory (either on the 12C bus or on the address/data bus) is connected to the EZ-USB, it enumerates as the
Default USB Device, with descriptors and VID/PID/DID supplied by hardwired internal logic (Table 3-3 on page 52).
RENUM is set to ‘0, indicating that the Default USB Device automatically handles device requests. This startup mode is
not allowed for production devices, since it uses the Cypress VID, and is detailed here for completeness only.

2. If an EEPROM containing custom VID/PID/DID values is attached to the EZ-USB’s 12C bus, EZ-USB also enumerates as
the Default USB Device as above, but it substitutes the VID/PID/DID values from the EEPROM for its internal values. The
EEPROM must contain the value 0xCO in its first byte to indicate this mode to EZ-USB, so this mode is called a ‘CO Load'.
As above, RENUM is automatically set to ‘0’, indicating that the Default USB Device automatically handles device
requests. A 16 byte EEPROM is sufficiently large for a CO Load. A CO Load is often used to automate downloading firm-
ware via USB.

3. If an EEPROM containing EZ-USB firmware is attached to the 12C bus, the firmware is automatically loaded from the
EEPROM into the EZ-USB’s on chip RAM, and then the CPU is taken out of reset to execute this boot-loaded code. In this
case, the VID/PID/DID values are encapsulated in the firmware; the RENUM bit is automatically set to ‘1’ to indicate that
the firmware, not the Default USB Device, handles device requests. The EEPROM must contain the value 0xC2 in its first
byte to indicate this mode to EZ-USB, so this mode is called a ‘C2 Load’. Note Although the EZ-USB can perform C2
Loads from EEPROMSs as large as 64 KB, code can only be downloaded to the 16K of on chip RAM. Using bootloader
firmware allows download to external RAM.
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4. If a Flash, EPROM, or other memory is attached to the
EZ-USB’s address/data bus (128-pin package only) and
a properly formatted EEPROM meeting the require-
ments above is not present, and the EA pin is tied high
(indicating that the EZ-USB starts code execution at
0x0000 from off-chip memory), the EZ-USB begins exe-
cuting firmware from the off chip memory. In this case,
the VID/PID/DID values are encapsulated in the firm-
ware; the RENUM bit is automatically set to ‘1’ to indi-
cate that the firmware, not internal EZ-USB logic,
handles device requests.

Case (2) is the most frequently used mode when soft opera-
tion is desired, since the VID/PID values from EEPROM
always bind the device to the appropriate host driver while
allowing EZ-USB firmware to be easily updated. In this case,
the host first holds the CPU in reset, uses the EZ-USB
Default USB Device to download firmware, then the host
takes the CPU out of reset so that it can execute the down-
loaded code. Section 3.8 EZ-USB Vendor Request for Firm-
ware Load on page 56 describes the USB ‘Vendor Request’
that the EZ-USB supports for code download and upload.

Note The Default USB Device is fully characterized in
Appendices A and B, which list the built-in EZ-USB descrip-
tor tables for full-speed and high-speed enumeration,
respectively. Studying these Appendices in conjunction with
Table 3-1 and Table 3-2 is an excellent way to learn the
structure of USB descriptors.

3.3 The Default USB Device

The Default USB Device consists of a single USB configura-
tion containing one interface (interface 0) and alternate set-
tings 0, 1, 2 and 3. The endpoints and MaxPacketSizes
reported for this device are shown in Table 3-1 (full speed)
and Table 3-2 (high speed). Note that alternate setting zero
consumes no interrupt or isochronous bandwidth, as recom-
mended by the USB Specification.

Table 3-1. Default Full Speed Alternate Settings

Table 3-2. Default High Speed Alternate Settings

Aamte| o |4 2 ;

ep0 64 64 64 64

eplout 0 512 bulk 64 int 64 int

eplin 0 512 bulk 64 int 64 int

ep2 0 512 bulk out (2x) | 512 int out (2x) | 512 iso out (2x)
ep4 0 512 bulk out (2x) | 512 bulk out (2x) | 512 bulk out (2x)
ep6 0 512 bulk in (2x) | 512 intin (2x) 512 iso in (2x)
ep8 0 512 bulk in (2x) | 512 bulk in (2x) | 512 bulk in (2x)

*setiing | ° 1 2 3
ep0 64 64 64 64

eplout 0 64 bulk 64 int 64 int

eplin 0 64 bulk 64 int 64 int

ep2 0 64 bulk out (2x) | 64 int out (2x) 64 iso out (2x)
ep4 0 64 bulk out (2x) | 64 bulk out (2x) | 64 bulk out (2x)
ep6 0 64 bulk in (2x) 64 intin (2x) 64 iso in (2x)
ep8 0 64 bulk in (2x) 64 bulk in (2x) 64 bulk in (2x)

Note: ‘0’ means ‘not implemented’, ‘2x’ means double buffered.

Note Although the physical size of the EP1 endpoint buffer
is 64 bytes, it is reported as a 512 byte buffer for high speed
alternate setting 1. This maintains compatibility with the USB
specification, which allows only 512 byte bulk endpoints. If
you use this default alternate setting, do not send/receive
EP1 packets larger than 64 bytes.

3.4 EEPROM Boot-load Data

Formats

This section describes three EEPROM boot-load scenarios
and the EEPROM data formats that support them. The three
scenarios are:

m No EEPROM, or EEPROM with invalid boot data
m ‘CO’' EEPROM (load custom VID / PID / DID only)
m ‘C2' EEPROM (load firmware to on-chip RAM)

3.4.1 No EEPROM or Invalid EEPROM

In the simplest scenario, either no serial EEPROM is
present on the |Cbus or an EEPROM is present, but its first
byte is neither 0xCO nor OxC2. In this case, descriptor data
is supplied by hardwired internal EZ-USB tables. The
EZ-USB enumerates as the Default USB Device, with the ID
bytes shown in Table 3-3 or Table 3-4.

Note Pull up resistors are required on the SCL/SDA pins
even if no device is connected. The resistors are required to
allow EZ-USB logic to detect the ‘No EEPROM / Invalid
EEPROM’ condition.

Table 3-3. Default ID Values for EZ-USB FX2LP, No
EEPROM / Invalid EEPROM

Note: ‘0’ means ‘not implemented’, 2x’ means double buffered.

52

Vendor ID | 0x04B4 (Cypress Semiconductor)

Product ID | 0x8613 (EZ-USB FX2LP)

. 0xAnnn (depends on chip revision,
Device Release . . ) -
nnn = chip revision, where first silicon = 001)
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Table 3-4. Default ID Values for EZ-USB FX1, No EEPROM
/ Invalid EEPROM

Vendor ID | 0x04B4 (Cypress Semiconductor)

Product ID | 0x6473 (EZ-USB FX1)

) 0xAnnn (depends on chip revision,
Device Release

nnn = chip revision, where first silicon = 001)

The USB host queries the EZ-USB Default USB Device dur-
ing enumeration, reads its device descriptor, and uses the
IDs in Table 3-3 or Table 3-4 to determine which software
driver to load into the operating system. This is a major USB
feature — drivers are dynamically matched with devices and
automatically loaded when a device is plugged in.

The ‘No EEPROM / Invalid EEPROM’ scenario is the sim-
plest configuration, and also the most limiting. This configu-
ration must only be used for code development, using
Cypress software tools matched to the ID values in
Table 3-3 or Table 3-4.

Enumeration and ReNumeration™

The eighth EEPROM byte contains configuration bits that
control the following:

m 12C bus speed. Note Defaultis 100 kHz.

m Disconnect state. Note Default is for EZ-USB to come
out of reset connected to USB.

Note Section EEPROM Configuration Byte, on page 55 con-
tains a full description of the configuration bits.

343 Serial EEPROM Present, First

Byte is O0xC2

If, at power-on reset, the EZ-USB detects an EEPROM con-
nected to its 12C with the value 0xC2 at address zero, the
EZ-USB loads the EEPROM data into on-chip RAM. It also
sets the RENUM bit to ‘1°, causing device requests to be
handled by the firmware instead of the Default USB Device.
The ‘C2 Load’ EEPROM data format is shown in Table 3-6.

Table 3-6. ‘C2 Load’ Format

Note No USB peripheral based on the EZ-USB FX2LP or EEPROM Address Contents
EZ-USB FX1 may use this configuration. 0 0xC2
1 Vendor ID (VID) L
34.2 Serial EEPROM Present, First 2 Vendor ID (VID) H
Byte is 0xCO 3 Product ID (PID) L
4 Product ID (PID) H
Table 3-5. ‘CO Load’ Format 5 Device ID (DID) L
EEPROM Address Contents 6 Device ID (DID) H
0 0xCO0 7 Configuration byte
1 Vendor ID (VID) L 8 Length H
2 Vendor ID (VID) H 9 Length L
3 Product ID (PID) L 10 Start Address H
4 Product ID (PID) H 11 Start Address L
5 Device ID (DID) L Data Block
6 Device ID (DID) H
7 Configuration byte Length H
Length L
If, at power-on reset, thg EZ-USB detects an EEPROM con- Start Address H
nected to its I2C bus with the value 0xC0 at address 0, the Stort Address L
EZ-USB automatically copies the Vendor ID (VID), Product
ID (PID), and Device ID (DID) from the EEPROM (Table 3-5) Data Block
into internal storage. The EZ-USB then supplies these
EEPROM bytes to the host as part of its response to the 0x80
host's Get Descriptor-Device request (these six bytes 0x01
replace only the VID / PID / DID bytes in the Default USB OXED
Device descriptor). This causes a host driver matched to the
VID / PID / DID values in the EEPROM to be loaded by the 0x00
host OS. last 00000000

After initial enumeration, that host driver holds the CPU in
reset, downloads the firmware and USB descriptor data into
the EZ-USB’s RAM, then releases the CPU reset. The EZ-
USB then ReNumerates™ as a custom device. At that point,
the host may load a new driver, bound to the VID / PID / DID
contained in the firmware.

The first byte indicates a ‘C2 Load’, which instructs the EZ-
USB to copy the EEPROM data into on-chip RAM. The EZ-
USB reads the next six bytes (VID / PID / DID) even though
they are not used by most C2 Load applications. The eighth
byte (byte 7) is the configuration byte described in the previ-
ous section.
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Note Bytes 1-6 of a C2 EEPROM can be loaded with VID /
PID / DID bytes if it is desired at some point to run the firm-
ware with RENUM = 0 (i.e., EZ-USB logic handles device
requests), using the EEPROM VID / PID / DID rather than
the development-only VID / PID / DID values shown in
Table 3-3 on page 52 or Table 3-4 on page 53.

One or more data records follow, starting at EEPROM
address 8. Each data record consists of a 10-bit Length field
(0-1023) which indicates the number of bytes in the follow-
ing data block, a 14-bit Start Address (0-Ox3FFF) for the
data block, and the data block itself.

The last data record, which must always consist of a single-
byte load of 0x00 to the CPUCS register at 0XE600, is
marked with a ‘1’ in the most-significant bit of the Length
field. Only the least-significant bit (8051RES) of this byte is
writable by the download; that bit is set to zero to bring the
CPU out of reset.

Note Serial EEPROM data can be loaded only into these
three on-chip RAM spaces:

m Program/Data RAM at 0x0000-0x3FFF
m Data RAM at OXEOOO-OxE1FF

m  The CPUCS register at 0XE600 (only bit 0, 8051RES, is
EEPROM loadable)

3.4.3.1

The EZ-USB’s 12C controller serves two purposes. First, as
described in this chapter, it manages the serial EEPROM
interface that operates automatically at power-on to deter-
mine the enumeration method. Second, once the CPU is up
and running, firmware can access the 12C controller for gen-
eral-purpose use. This makes a wide range of standard 12C
peripherals available to an EZ-USB-based system.

Other 12C devices can be attached to the SCL and SDA
lines as long as there is no address conflict with the serial
EEPROM described in this chapter. The Input/
Output chapter on page 181 describes the general-purpose
nature of the 12C interface.

General Purpose Use of the 12CBus
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3.5 EEPROM Configuration Byte

The configuration byte is valid for both EEPROM load formats (CO and C2) and has the following format:
Figure 3-1. EEPROM Configuration Byte

Configuration

b7 b6 b5 b4 b3 b2 b1 b0
0 DISCON 0 0 0 0 0 400KHZ
Bit Name Description
7 The config byte of the .iic file must be changed so that the FX2 will start at full speed. The uVision

project file contains the following iic generation line:
c:\cypress\usb\bin\hex2bix -c 0x80 -i -f 0xC2 -o bulkloop.iic bulkloop.hex

This line sets bit 7 of the config byte with the “-c 0x80”. Setting bit 7 prevents the FX2 from entering
high-speed mode on startup.

6 DISCON (USB Disconnect) A USB hub or host detects attachment of a full speed device by sensing a high level on the D+ wire.
A USB device provides this high level using a 1500-ohm resistor between D+ and 3.3V (the D+ line is
normally low, pulled down by a 15 KQ resistor in the hub or host). The 15000 resistor is internal to
the EZ-USB.

The EZ-USB accomplishes ReNumeration by selectively driving or floating the 3.3V supply to its
internal 1500Q resistor. When the supply is floated, the host no longer ‘sees’ the EZ-USB; it appears
to have been disconnected from the USB. When the supply is then driven, the EZ-USB appears to
have been newly connected to the USB. From the host’s point of view, the EZ-USB can be discon-
nected and reconnected to the USB, without ever physically disconnecting.

The ‘connect state’ of EZ-USB is controlled by a register bit called DISCON (USBCS.3), which
defaults to 0, or ‘connected’. This default may be overridden by setting the DISCON bit in the
EEPROM configuration byte to 1, which allows the EZ-USB to come up ‘disconnected’. The EZ-USB
core sees that this DISCON bit is set, and sets the USBCS.3 bit before the CPU is taken out of reset.
The DISCON bit in the EEPROM configuration byte cannot be used to instruct the EZ-USB to con-
nect to the USB bus. Once the CPU is running, firmware can modify this bit.

0 400KHZ (12C bus speed) 0 100 kHz
1 400 kHz

If 400KHZ = 0, the 12C bus operates at approximately 100 kHz. If 400KHZ = 1, the 12C bus operates
at approximately 400 kHz. This bit is copied to 1I2CTL.0, whose default value is ‘0’, or 100 kHz. Once
the CPU is running, firmware can modify this bit.
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3.6 The RENUM Bit

An EZ-USB control bit called ‘RENUM’ (ReNumerated)
determines whether USB device requests over endpoint
zero are handled by the Default USB Device or by EZ-USB
firmware. At power-on reset, the RENUM bit (USBCS.1) is
zero, indicating that the Default USB Device automatically
handles USB device requests. Once firmware has been
downloaded to the EZ-USB and the CPU is running, it can
set RENUM = 1 so that subsequent device requests are
handled by the downloaded firmware and descriptor tables.
The Endpoint Zero chapter on page 37 describes how the
firmware handles device requests while RENUM = 1.

If a 128-pin EZ-USB is using off-chip code memory at
0x0000, the EA pin is high, and there is no boot EEPROM to
supply a custom Vendor ID and Product ID, the EZ-USB
automatically sets the RENUM bit to ‘1’ so that device
requests are always handled by the firmware and descriptor
tables in the off-chip memory. The EZ-USB also sets
RENUM = 1 after a ‘C2 load’ if the EA pin is low. In this case,
firmware execution begins in on-chip RAM using the code
loaded from the EEPROM, with the firmware handling all
USB requests.

Another Use for the Default USB Device

The Default USB Device is established at power on to set
up a USB device capable of downloading firmware into
the EZ-USB’s RAM. Another useful feature of the Default
USB Device is that EZ-USB code can be written to sup-
port the already-configured generic USB device. Before
bringing the CPU out of reset, the EZ-USB automatically
enables certain endpoints and reports them to the host via
descriptors. By using the Default USB Device (for exam-
ple, by keeping RENUM = 0), the firmware can, with very
little code, perform meaningful USB transfers that use
these preconfigured endpoints. This accelerates the USB
learning curve.

3.7 EZ-USB Response to Device

Requests (RENUM = 0)

Table 3-7 shows how the Default USB Device responds to
endpoint zero device requests when RENUM=0.

Table 3-7. How the Default USB Device Handles EPO
Requests When RENUM=0

Table 3-7. How the Default USB Device Handles EPO
Requests When RENUM=0

bRequest Name EZ-USB Response

0x03 Set Feature Device Sets TEST_MODE feature

0x03 Set Feature Endpoint Sets Stall bit for indicated EP

0x04 (reserved) None

0x05 Set Address Updates FNADDR register

0x06 Get Descriptor Supplies internal table

0x07 Set Descriptor None

0x08 Get Configuration Returns internal value

0x09 Set Configuration Sets internal value

0x0A Get Interface Returns internal value (0-3)

0x0B Set Interface Sets internal value (0-3)

0x0C Sync Frame None

Vendor Requests

0xAO0 Firmware Load Upload/Download on-chip RAM

Reserved by Cypress Semiconduc-

0xA1-OxAF | Reserved
tor

all other None

bRequest Name EZ-USB Response

0x00 Get Status-Device Returns two zero bytes

Supplies EP Stall bit for indicated

0x00 Get Status-Endpoint EP

0x00 Get Status-Interface Returns two zero bytes

0x01 Clear Feature-Device None

0x01 Clear Feature-Endpoint | Clears Stall bit for indicated EP

0x02 (reserved) None

A USB host enumerates by issuing Set Address, Get
Descriptor, and Set Configuration (to ‘“1’) requests (the Set
Address and Get Descriptor requests are used only during
enumeration). After enumeration, the Default USB Device
responds to the following device requests from the host:

m Set or clear an endpoint stall (Set/Clear Feature-End-
point)

m Read the stall status for an endpoint (Get_Status-End-
point)

m  Set/Read an 8-bit configuration number (Set/Get Config-
uration)

m Set/Read a 2-bit interface alternate setting (Set/Get
Interface)

m  Download or upload EZ-USB on-chip RAM

3.8 EZ-USB Vendor Request for

Firmware Load

Prior to ReNumeration, the host downloads data into the EZ-
USB’s internal RAM. The host can access two on-chip EZ-
USB RAM spaces — Program / Data RAM at 0x0000-
O0x3FFF and Data RAM at 0xEO00-OxE1FF — which it can
download or upload only when the CPU is held in reset.
The host must write to the CPUCS register to put the CPU in
or out of reset. These two RAM spaces may also be boot-
loaded by a ‘C2’ EEPROM connected to the 12C bus.

Note Off-chip RAM (on the 128-pin EZ-USB'’s address/data
bus) cannot be uploaded or downloaded by the host using
the ‘Firmware Load’ vendor request.

The USB Specification provides for ‘vendor-specific
requests’ to be sent over endpoint zero. The EZ-USB uses
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this feature to transfer data between the host and EZ-USB
RAM. The EZ-USB automatically responds to two ‘Firmware
Load’ requests, as shown in Table 3-8 and Table 3-9.

Table 3-8. Firmware Download

. . EZ-USB
Byte Field Value Meaning Response

0 bmRequest 0x40 Vendor Request, OUT
1 bRequest 0xA0 ‘Firmware Load’
2 wValueL AddrL

Starting Address
3 wValueH AddrH None
4 | windexL 0x00 required
5 windexH 0x00
6 wLenghtL LenL

Number of Bytes
7 wlLengthH LenH

Table 3-9. Firmware Upload
i i EZ-USB
Byte Field Value Meaning
Response
0 bmRequest 0xCO0 | Vendor Request, IN
1 bRequest 0xA0 ‘Firmware Load’
2 wValuelL AddrL | starting Address (must
3 | wvalueH AddrH | be word-aligned)
None required

4 windexL 0x00
5 windexH 0x00
6 wLengthL LenL

Number of Bytes
7 wLengthH LenH

Enumeration and ReNumeration™

Note These upload and download requests are always
handled by the EZ-USB, regardless of the state of the
RENUM bit. The upload start address must be word-aligned
(that is, the start address must be evenly divisible by two).

The bRequest value 0xAO0 is reserved for this purpose. It
should never be used for another vendor request. Cypress
Semiconductor also reserves bRequest values O0xA1
through OxAF; devices should not use these bRequest val-
ues.

A host loader program must write 0x01 to the CPUCS regis-
ter to put the CPU into RESET, load all or part of the EZ-
USB RAM with firmware, then reload the CPUCS register
with ‘0’ to take the CPU out of RESET. The CPUCS register
(at OXE600) is the only EZ-USB register that can be written
using the Firmware Download command.

3.9 How the Firmware ReNumerates

Two control bits in the USBCS (USB Control and Status) register control the ReNumeration process: DISCON and RENUM.

Figure 3-2. USB Control and Status Register

USBCS USB Control and Status E680
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 DISCON RENUM
R/W R R R R/W R/W R/W R/W
0 0 0 0 0 1 0 0

To simulate a USB disconnect, the firmware sets DISCON to ‘1’. To reconnect, the firmware clears DISCON to ‘0’.

Before reconnecting, the firmware sets or clears the RENUM bit to indicate whether the firmware or the Default USB Device
handles device requests over endpoint zero: if RENUM = 0, the Default USB Device handles device requests; if RENUM = 1,

the firmware does.
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3.10 Multiple ReNumerations™

EZ-USB firmware can ReNumerate anytime. One use for this capability might be to ‘fine tune’ an isochronous endpoint’s
bandwidth requests by trying various descriptor values and ReNumerating.
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4. Interrupts

CYPRESS

PERFORM

4.1 Introduction

The EZ-USB’s interrupt architecture is an enhanced and expanded version of the standard 8051’s. The EZ-USB responds to
the interrupts shown in Table 4-1; interrupt sources that are not present in the standard 8051 are shown in bold type.

Table 4-1. EZ-USB Interrupts

EZ-USB Interrupt Source Interrupt Vector Natural Priority
IEO INTO# Pin 0x0003 1
TFO Timer 0 Overflow 0x000B 2
IE1 INT1# Pin 0x0013 3
TF1 Timer 1 Overflow 0x001B 4
RI_O&TI_O USARTO Rx & Tx 0x0023 5
TF2 Timer 2 Overflow 0x002B 6
Resume WAKEUP / WU2 Pin or USB Resume 0x0033 0
RI_1&TI_1 USART1 Rx & Tx 0x003B 7
USBINT usB 0x0043 8
12CINT 12C Bus 0x004B 9
IE4 GPIF / FIFOs / INT4 Pin 0x0053 10
IES INT5# Pin 0x005B 1
IE6 INT6 Pin 0x0063 12

The Natural Priority column in Table 4-1 shows the EZ-USB interrupt priorities. The EZ-USB can assign each interrupt to a
high or low priority group; priorities are resolved within the groups using the natural priorities.

4.2 SFRs

The following SFRs are associated with interrupt control:
IE - SFR 0xA8 (Table 4-2 on page 60)

IP - SFR 0xB8 (Table 4-3 on page 60)

EXIF - SFR 0x91 (Table 4-4 on page 60)

EICON - SFR 0xD8 (Table 4-5 on page 60)

EIE - SFR OxES8 (Table 4-6 on page 60)

m EIP - SFR OxF8 (Table 4-7 on page 61)

The IE and IP SFRs provide interrupt enable and priority control for the standard interrupt unit, as with the standard 8051.
Additionally, these SFRs provide control bits for the Serial Port 1 interrupt.

The EXIF, EICON, EIE and EIP registers provide flags, enable control, and priority control.
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Table 4-2. |E Register — SFR 0xA8

Bit

Function

IE7

EA - Global interrupt enable. Controls masking of all
interrupts except USB wakeup (resume). EA = 0 disables
all interrupts except USB wakeup. When EA = 1, inter-
rupts are enabled or masked by their individual enable
bits.

IE.6

ES1 - Enable Serial Port 1 interrupt. ES1 = 0 disables
Serial Port 1 interrupts (TI_1 and RI_1). ES1 = 1 enables
interrupts generated by the TI_1 or RI_1 flag.

IE.5

ET2 - Enable Timer 2 interrupt. ET2 = 0 disables Timer 2
interrupt (TF2). ET2=1 enables interrupts generated by
the TF2 or EXF2 flag.

IE4

ESO - Enable Serial Port 0 interrupt. ESO = 0 disables
Serial Port 0 interrupts (TI_0 and RI_0). ES0=1 enables
interrupts generated by the TI_0 or RI_0 flag.

IE.3

ET1 - Enable Timer 1 interrupt. ET1 = O disables Timer 1
interrupt (TF1). ET1=1 enables interrupts generated by
the TF1 flag.

IE.2

EX1 - Enable external interrupt 1. EX1 = 0 disables exter-
nal interrupt 1 (IE1). EX1=1 enables interrupts generated
by the INT1# pin.

IEA

ETO - Enable Timer 0 interrupt. ETO = 0 disables Timer 0
interrupt (TF0). ET0=1 enables interrupts generated by
the TFO flag.

IE.O

EXO0 - Enable external interrupt 0. EX0 = 0 disables exter-
nal interrupt O (IE0). EX0=1 enables interrupts generated
by the INTO# pin.

Table 4-3. IP Register — SFR 0xB8

PERFORM

Table 4-4. EXIF Register — SFR 0x91

Bit

Function

EXIF.7

IE5 - External Interrupt 5 flag. IE5 = 1 indicates a falling
edge was detected at the INT5# pin. IE5 must be cleared
by software. Setting IES in software generates an inter-
rupt, if enabled.

EXIF.6

IE4 - GPIF/FIFO/External Interrupt 4 flag. The ‘INT4’ inter-
rupt is internally connected to the FIFO/GPIF interrupt by
default; it can optionally function as External Interrupt 4 on
the 100- and 128-pin EZ-USB. When configured as Exter-
nal Interrupt 4, IE4 indicates that a rising edge was
detected at the INT4 pin. IE4 must be cleared by software.
Setting IE4 in software generates an interrupt, if enabled.

EXIF.5

12CINT - 12C Bus Interrupt flag. I2CINT = 1 indicates an
12C Bus interrupt. I2CINT must be cleared by software.
Setting I2CINT in software generates an interrupt, if
enabled.

EXIF.4

USBINT - USB Interrupt flag. USBINT = 1 indicates an
USB interrupt. USBINT must be cleared by software. Set-
ting USBINT in software generates an interrupt, if enabled.

EXIF.3

Reserved. Read as ‘1’

EXIF.2-0

Reserved. Read as ‘0’.

Table 4-5. EICON Register — SFR 0xD8

Bit

Function

EICON.7

SMOD1 - Serial Port 1 baud rate doubler enable. When
SMOD1 = 1, the baud rate for Serial Port 1 is doubled.

EICON.6

Reserved. Read as ‘1"

EICON.5

ERESI - Enable Resume interrupt. ERESI = 0 disables
the Resume interrupt. ERESI = 1 enables interrupts
generated by the resume event.

EICON.4

RESI - Wakeup interrupt flag. RESI = 1 indicates a
false-to-true transition was detected at the WAKEUP or
WU2 pin, or that USB activity has resumed from the sus-
pended state. RESI must be cleared by software before
exiting the interrupt service routine, otherwise the inter-
rupt is immediately be reasserted. Setting RESI = 1 in
software generates a wakeup interrupt, if enabled.

EICON.3

INT6 - External interrupt 6. When INT6 = 1, the INT6 pin
has detected a low to high transition. INT6 must be
cleared by software. Setting this bit in software gener-
ates an |EG6 interrupt, if enabled.

EICON.2-0

Reserved. Read as ‘0’

Table 4-6. EIE Register — SFR OxE8

Bit Function

IP.7 Reserved. Read as ‘1'.

IP.6 P81 - Serial Port 1 interrupt priority control. PS1 = 0 sets
Serial Port 1 interrupt (TI_1 or RI_1) to low priority. PS1 =
1 sets Serial port 1 interrupt to high priority.

IP.5 PT2 - Timer 2 interrupt priority control. PT2 = 0 sets Timer
2 interrupt (TF2) to low priority. PT2 = 1 sets Timer 2 inter-
rupt to high priority.

IP.4 PSO0 - Serial Port 0 interrupt priority control. PSO = 0 sets
Serial Port 0 interrupt (TI_0 or RI_0) to low priority. PS0 =
1 sets Serial Port 0 interrupt to high priority.

IP.3 PT1 - Timer 1 interrupt priority control. PT1 = 0 sets Timer
1 interrupt (TF1) to low priority. PT1 = 1 sets Timer 1 inter-
rupt to high priority.

IP.2 PX1 - External interrupt 1 priority control. PX1 = 0 sets
external interrupt 1 (IE1) to low priority. PT1 = 1 sets exter-
nal interrupt 1 to high priority.

IP.1 PTO - Timer O interrupt priority control. PTO = 0 sets Timer
0 interrupt (TFO) to low priority. PTO = 1 sets Timer O inter-
rupt to high priority.

IP.O PXO0 - External interrupt O priority control. PX0 = 0 sets

external interrupt O (IEO) to low priority. PX0 = 1 sets exter-
nal interrupt O to high priority.

Bit Function
EIE.7-5 | Reserved. Read as ‘1.
EIE.4 EX6 - Enable external interrupt 6. EX6 = 0 disables external

interrupt 6 (IE6). EX6 = 1 enables interrupts generated by the
INT6 pin.
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Table 4-6. EIE Register — SFR OxE8
Bit Function

EIE.3 EX5 - Enable external interrupt 5. EX5 = 0 disables external
interrupt 5 (IE5). EX5 = 1 enables interrupts generated by the
INT5# pin.

EIE.2 EX4 - Enable external interrupt 4. EX4 = 0 disables external
interrupt 4 (IE4). EX4 = 1 enables interrupts generated by the
INT4 pin or by the FIFO/GPIF Interrupt.

EIE.A1 EI2C - Enable 12C bus interrupt (I2CINT). EI2C = 0 disables
the 12C Bus interrupt. EI2C = 1 enables interrupts generated
by the 12C bus controller.

EIE.O EUSB - Enable USB interrupt (USBINT). EUSB = 0 disables
USB interrupts. EUSB = 1 enables interrupts generated by the
USB Interface.

Table 4-7. EIP Register — SFR 0xF8
Bit Function
EIP.7-5 | Reserved. Read as ‘1'.

EIP.4 PX6 - External interrupt 6 priority control. PX6 = 0 sets external
interrupt 6 (IE6) to low priority. PX6 = 1 sets external interrupt 6
to high priority.

EIP.3 PX5 - External interrupt 5 priority control. PX5 = 0 sets external
interrupt 5 (IE5) to low priority. PX5=1 sets external interrupt 5
to high priority.

EIP.2 PX4 - External interrupt 4 priority control. PX4 = 0 sets external
interrupt 4
(INT4 / GPIF / FIFO) to low priority. PX4=1 sets external inter-
rupt 4 to high priority.

EIP1 PI2C - I2CINT priority control. PI2C = 0 sets 12C Bus interrupt
to low priority. PI2C=1 sets |2C Bus interrupt to high priority.

EIP.0 PUSB - USBINT priority control. PUSB = 0 sets USB interrupt to
low priority. PUSB=1 sets USB interrupt to high priority.

4.2.1 803x/805x Compatibility

Interrupts

The implementation of interrupts is similar to that of the Dallas Semiconductor DS80C320. Table 4-8 summarizes the differ-
ences in interrupt implementation between the Intel 8051, the Dallas Semiconductor DS80C320, and the EZ-USB.

Table 4-8. Summary of Interrupt Compatibility
Feature Intel Dallas Cypress
8051 DS80C320 EZ-USB
Power Fail Interrupt Not implemented Internally generated Replaced with RESUME Interrupt
External Interrupt O Implemented Implemented Implemented
Timer O Interrupt Implemented Implemented Implemented
External Interrupt 1 Implemented Implemented Implemented
Timer 1 Interrupt Implemented Implemented Implemented
Serial Port 0 Interrupt Implemented Implemented Implemented
Timer 2 Interrupt Not implemented Implemented Implemented
Serial Port 1 Interrupt Not implemented Implemented Implemented
External Interrupt 2 Not implemented Implemented Replaced with autovectored USB Interrupt
External Interrupt 3 Not implemented Implemented Replaced with 12C Bus Interrupt
External Interrupt 4 Not implemented Implemented Replaced by autovectored FIFO/GPIF Interrupt. Can be configured as
External Interrupt 4 on 100- and 128-pin EZ-USB only.
External Interrupt 5 Not implemented Implemented Implemented
Watchdog Timer Interrupt Not implemented Internally generated Replaced with External Interrupt 6
Real-time Clock Interrupt Not implemented Implemented Not implemented
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4.3 Interrupt Processing

When an enabled interrupt occurs, the EZ-USB completes the instruction it is currently executing, then vectors to the address
of the interrupt service routine (ISR) associated with that interrupt (see Table 4-9 on page 62). The EZ-USB executes the ISR
to completion unless another interrupt of higher priority occurs. Each ISR ends with a RETI (return from interrupt) instruction.
After executing the RETT, the EZ-USB continues executing firmware at the instruction following the one which was executing
when the interrupt occurred.

Note The EZ-USB always completes the instruction in progress before servicing an interrupt. If the instruction in progress is
RETI, or a write access to any of the IP, IE, EIP, or EIE SFRs, the EZ-USB completes one additional instruction before servic-
ing the interrupt.

Table 4-9. Interrupt Flags, Enables, Priority Control, and Vectors

RESUME Resume interrupt EICON.4 EICON.5 Always Highest 0 (highest) 0x0033
IEO External interrupt 0 TCON.1 IE.0 IP.0 1 0x0003
TFO Timer 0 interrupt TCON.5 IE.1 IP.1 2 0x000B
IE1 External interrupt 1 TCON.3 IE.2 IP.2 3 0x0013
TF1 Timer 1 interrupt TCON.7 IE.3 IP.3 4 0x001B
TI_OorRI_O Serial port 0 transmit or receive SCONO.1 (TLO) IE.4 IP.4 5 0x0023
interrupt SCONO.0 (RI_0)
TF2 or EXF2 Timer 2 interrupt T2CON.7 (TF2) IE.5 IP.5 6 0x002B
T2CON.6 (EXF2)
TI_1orRI_1 Serial port 1 transmit or receive SCON1.1 (TI_1) IE.6 IP.6 7 0x003B
interrupt SCON1.0 (RI_1)
USBINT Autovectored USB interrupt EXIF.4 EIE.O EIP.0 8 0x0043
12CINT 12C Bus interrupt EXIF.5 EIE.1 EIP.1 9 0x004B
IE4 Autovectored FIFO / GPIF or EXIF.6 EIE.2 EIP.2 10 0x0053
External interrupt 4
IES External interrupt 5 EXIF.7 EIE.3 EIP.3 11 0x005B
IE6 External interrupt 6 EICON.3 EIE.4 EIP.4 12 0x0063
431 Interrupt Masking est assigned priority. All other interrupts can be assigned

either high or low priority.
The EA Bit in the IE SFR (IE.7) is a global enable for all

interrupts except the RESUME (USB wakeup) interrupt, In addition to an assigned priority level (high or low), each

which is always enabled. When EA = 1, each interrupt is interrupt also has a natural priority, as listed in Table 4-9.
enabled or masked by its individual enable bit. When EA = ‘Simultaneous’ interrupts with the same assigned priority
0, all interrupts are masked except the USB wakeup inter-  level (for example, both high) are resolved according to their
rupt. natural priority. For example, if INTO and INT1 are both

assigned high priority and both occur simultaneously, INTO
Table 4-9 provides a summary of interrupt sources, flags,  takes precedence due to its higher natural priority.

enables, and priorities.
Once an interrupt is being serviced, only an interrupt of
4.3.1.1 Interrupt Priorities higher ‘assigned’ priority level can interrupt the service rou-
tine. That is, an ISR for a low-assigned-level interrupt can
There are two stages of interrupt priority: assigned interrupt only be interrupted by a high-assigned-level interrupt. An
level and natural priority. Assigned priority is set by EZ-USB ISR for a high-assigned-level interrupt can only be inter-
firmware; natural priority is as shown in Table 4-9, and is rupted by the RESUME interrupt.
fixed.

Note The assigned interrupt level (highest, high, or low)  4.3.2 Interrupt Sampling

takes precedence over natural priority. The internal timers and serial ports generate interrupts by

The RESUME (USB wakeup) interrupt always has highest setting the interrupt flag bits shown in Table 4-9. These inter-
assigned priority and is the only interrupt that can have high-  rupts are sampled once per instruction cycle (that is, once
every 4 CLKOUT cycles).
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INTO# and INT1# are both active low and can be pro-
grammed to be either edge-sensitive or level-sensitive,
through the ITO and IT1 bits in the TCON SFR. When ITx =
0, INTx# is level-sensitive and the EZ-USB sets the IEx flag
when the INTx# pin is sampled low. When ITx = 1, INTx# is
edge-sensitive and the EZ-USB sets the IEx flag when the
INTx# pin is sampled high then low on consecutive samples.

The remaining five interrupts (INT 4-6, USB and 12C Bus
interrupts) are edge-sensitive only. INT6 and INT4 are active
high and INT5# is active low.

Interrupts

4.4.2 USB Interrupts

Table 4-10 shows the 27 USB requests that share the USB
Interrupt. Those marked with an asterisk are not imple-
mented in FX1. Figure 4-1 on page 64 shows the USB Inter-
rupt logic; the bottom IRQ, EP8ISOERR, is expanded in the
diagram to show the logic which is associated with each
USB interrupt request.

Table 4-10. Individual USB Interrupt Sources

To ensure that edge-sensitive interrupts are detected, the L. INT2VEC
interrupt pins should be held in each state for a minimum of Priority | Value Source Notes
one instruction cycle (4 CLKOUT cycles). Level-sensitive 1 00 | SubAv SETUP Data Available
interrupts are not latched; their pins must remain asserted 2 04 SOF Start of Frame (or microframe)
until the interrupt is serviced. 3 08 SUTOK Setup Token Received
4 ocC SUSPEND USB Suspend request
43.3 Interrupt Latency 5 10 | USB RESET | Bus reset
Interrupt response time depends on the current state of the 6 14 | HISPEED | Entered high-speed operafion®
EZ-USB. The fastest response time is five instruction cycles: 7 18 EPOACK EZ-USB ACK'd the CONTROL Hand-
one to detect the interrupt, and four to perform the LCALL to shake
the ISR. 1C reserved
The maximum latency is 13 instruction cycles. This 13-cycle S 20 EPO-IN EPO-IN ready fo be loaded with data
latency occurs when the EZ-USB is currently executing a 10 24 |EPO-OUT | EPO-OUT has USB data
RETI instruction followed by a MUL or DIV instruction. The 1 28 EP1-IN EP1-IN ready to be loaded with data
13 instruction cycles in this case are: one to detect the inter- 12 2C EP1-OUT | EP1-OUT has USB data
rupt, three to complete the RETI, five to execute the DIV or 13 30 P2 IN: buffer available. OUT: buffer has
MUL, and four to execute the LCALL to the ISR. data
This 13-instruction-cycle latency excludes autovector 14 34 EP4 L“;t;’ uffer available. OUT: buffer has
latency for the USB and FIFO/GPIF interrupts (see sections IN: buffer available. OUT: buffer has
4.5 USB-Interrupt Autovectors on page 67 and 4.8 FIFO/ 15 38 EP6 data T
GPIF Interrupt Autovectors on page 69), and any instruc- IN: buffer available. OUT: buffer has
tions required to perform housekeeping, as shown in 16 3¢ EP8 data
Figure 4-2 on page 65. Autovectoring adds a fixed four- 17 40 IBN IN-Bulk-NAK (any IN endpoint)
instruction cycle, so the maximum latency for an autovec- 18 44 reserved
tored USB or FIFO/GPIF interrupt is 13 + 4 = 17 instruction
cycles. 19 48 EPOPING | EPO OUT was Pinged and it NAK'd*
20 4c EP1PING | EP1 OUT was Pinged and it NAK'd*
4.4 USB-S ific Int t 21 50 EP2PING | EP2 OUT was Pinged and it NAK'd*
- ~opecitic Interrupts 22 54 EP4PING | EP4 OUT was Pinged and it NAK'd*
The EZ-USB provides 28 USB-specific interrupts. One, 23 58 EP6PING | EP6 OUT was Pinged and it NAK'd"
‘Resume’, has its own dedicated interrupt; the other 27 24 5C EP8PING | EP8 OUT was Pinged and it NAK'd*
share the ‘USB’ interrUpt- 25 60 ERRLIMIT IIi3nl.iisterrors exceeded the programmed
441 Resume Interrupt 26 64 | reserved
27 68 reserved
After the EZ-USB has entered its idle state, it responds to an % P orved
external signal on its WAKEUP/WU2 pins or resumption of
USB bus activity by restarting its oscillator and resuming 29 70 | EP2ISOERR | ISO EP2 OUT PID sequence error
firmware execution. 30 74 EP4ISOERR | ISO EP4 OUT PID sequence error
The Power Management chapter on page 77 describes sus- 3 8 EPBISOERR | 1SO EP6 OUT PID sequence error
pend/resume signaling in detail, and presents an example 32 7C__ | EPBISOERR | ISO EP8 OUT PID sequence error
which uses the Wakeup Interrupt.
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Figure 4-1. USB Interrupts
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Referring to the logic inside the dotted lines of Figure 4-1,
each USB interrupt source has an interrupt request latch.
IRQ bits are set automatically by the EZ-USB; firmware
clears an IRQ bit by writing a ‘1’ to it. The output of each
latch is ANDed with an Interrupt Enable Bit and then ORed
with all the other USB Interrupt request sources.

The EZ-USB prioritizes the USB interrupts and constructs
an Autovector, which appears in the INT2VEC register. The
interrupt vector values IV[4:0] are shown to the left of the
interrupt sources (shaded boxes in Figure 4-1); zero is the
highest priority, 31 is the lowest. If two USB interrupts occur
simultaneously, the prioritization affects which one is first
indicated in the INT2VEC register.

If Autovectoring is enabled, the INT2VEC byte replaces the
contents of address 0x0045 in the EZ-USB’s program mem-
ory. This causes the EZ-USB to automatically vector to a dif-
ferent address for each USB interrupt source. This

mechanism is explained in detail in section 4.5 USB-Inter-
rupt Autovectors on page 67.

Due to the OR gate in Figure 4-1, assertion of any of the
individual USB interrupt sources sets the EZ-USB’s ‘main’
USB Interrupt request bit (EXIF.4). This main USB interrupt
is enabled by setting EIE.O to ‘1°.

To clear the main USB interrupt request, firmware clears the
EXIF.4 bit to ‘0’.

After servicing a USB interrupt, EZ-USB firmware clears the
individual USB source’s IRQ bit by setting it to ‘“1°. If any
other USB interrupts are pending, the act of clearing the IRQ
bit causes the EZ-USB to generate another pulse for the
highest-priority pending interrupt. If more than one is pend-
ing, each is serviced in the priority order shown in
Figure 4-1, starting with SUDAV (priority 00) as the highest
priority, and ending with EP8ISOERR (priority 31) as the
lowest.
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Note The main USB interrupt request is cleared by clearing
the EXIF.4 bit to ‘0’; each individual USB interrupt is cleared
by setting its IRQ bit to “1°.

Note It is important in any USB Interrupt Service Routine
(ISR) to clear the main USB Interrupt before clearing the
individual USB interrupt request latch. This is because as

Interrupts

soon as the individual USB interrupt is cleared, any pending
USB interrupt immediately tries to generate another main
USB Interrupt. If the main USB IRQ bit has not been previ-
ously cleared, the pending interrupt is lost.

Figure 4-2 illustrates a typical USB ISR.

Figure 4-2. The Order of Clearing Interrupt Requests is Important

USB ISR: push dps
push dpl
push dph

push dpll
push dphl

push acc

mov a,EXIF ; FIRST clear the USB (INT2) interrupt request
clr acc.4

mov EXIF, a ; Note: EXIF reg is not bit-addressable

mov dptr, #USBERRIRQ ; now clear the USB interrupt request

mov a,#10000000b ; use EP8ISOERR as example

movx Qdptr,a

; (service the interrupt here)

7

pop acc
pop dphl
pop dpll
pop dph
pop dpl
pop dps
reti

The registers associated with the individual USB interrupt sources are described in the Registers chapter on page 211 and
section 8.6 CPU Control of EZ-USB Endpoints on page 89. Each interrupt source has an enable (IE) and a request (IRQ) bit.
Firmware sets the IE bit to ‘1’ to enable the interrupt. The EZ-USB sets an IRQ bit to ‘1’ to request an interrupt, and the firm-

ware clears an IRQ bit by writing a ‘1’ to it.
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4.4.2.1 SUTOK, SUDAYV Interrupts
Figure 4-3. SUTOK and SUDAV Interrupts
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Interrupt Interrupt

SUTOK and SUDAV are supplied to the EZ-USB by CON-
TROL endpoint zero. The first portion of a USB CONTROL
transfer is the SETUP stage shown in Figure 4-3 (a full
CONTROL transfer is shown in Figure 2-1 on page 38).
When the EZ-USB decodes a SETUP packet, it asserts the
SUTOK (SETUP Token) Interrupt Request. After the EZ-
USB has received the eight bytes error-free and copied
them into the eight internal registers at SETUPDAT, it
asserts the SUDAV Interrupt Request.

Firmware responds to the SUDAV Interrupt by reading the
eight SETUP data bytes in order to decode the USB
request. See chapter “Endpoint Zero” on page 37.

The SUTOK Interrupt is provided to give advance warning
that the eight register bytes at SETUPDAT are about to be
overwritten. It is useful for debug and diagnostic purposes.

4.4.2.2 SOF Interrupt
Figure 4-4. A Start Of Frame (SOF) Packet

Token Pkt

A USB Start-of-Frame Interrupt Request is asserted when
the host sends a Start of Frame (SOF) packet. SOFs occur
once per millisecond in full-speed (12 Mbits/sec) mode, and
once every 125 microseconds in high-speed (480 Mbits/sec)
mode.

When the EZ-USB receives an SOF packet, it copies the
eleven-bit frame number (FRNO in Figure 4-4) into the USB-
FRAMEH:L registers and asserts the SOF Interrupt
Request. Isochronous endpoint data may be serviced via
the SOF Interrupt.

4.4.2.3

If the EZ-USB detects a ‘suspend’ condition from the host, it
asserts the SUSP (Suspend) Interrupt Request. A full

Suspend Interrupt

description of Suspend-Resume signaling appears in the
Power Management chapter on page 77.

4.4.2.4 USB RESET Interrupt

The USB host signals a bus reset by driving both D+ and D-
low for at least 10 ms. When the EZ-USB detects the onset
of USB bus reset, it asserts the URES Interrupt Request.

4.4.2.5 HISPEED Interrupt (FX2LP only)

This interrupt is asserted when the host grants high-speed
(480 Mbps) access to the FX2LP.

4.4.2.6 EPOACK Interrupt

This interrupt is asserted when the EZ-USB has acknowl-
edged the STATUS stage of a CONTROL transfer on end-
point 0.

4.4.2.7

These interrupts are asserted when an endpoint requires
service.

Endpoint Interrupts

For an OUT endpoint, the interrupt request signifies that
OUT data has been sent from the host, validated by the EZ-
USB, and is in the endpoint buffer memory.

For an IN endpoint, the interrupt request signifies that the
data previously loaded by the EZ-USB into the IN endpoint
buffer has been read and validated by the host, making the
IN endpoint buffer ready to accept new data.

Table 4-11. Endpoint Interrupts

I';\;:e‘:;upt Description
EPO-IN EPO-IN ready to be loaded with data (BUSY bit 1-to-0)
EPO-OUT EP0-OUT has received USB data (BUSY bit 1-to-0)
EP1-IN EP1-IN ready to be loaded with data (BUSY bit 1-to-0)
EP1-OUT EP1-OUT has received USB data (BUSY bit 1-to-0)
Ep2 IN: Buffer available (Empty Flag 1-to-0)

OUT: Buffer has received USB data (Empty Flag 0-to-1)
EP4 IN: Buffer available (Empty Flag 1-to-0)

OUT: Buffer has received USB data (Empty Flag O-to-1)
EP6 IN: Buffer available (Empty Flag 1-to-0)

OUT: Buffer has received USB data (Empty Flag 0-to-1)
EPs IN: Buffer available (Empty Flag 1-to-0)

OUT: Buffer has received USB data (Empty Flag O-to-1)
4.4.2.8 In-Bulk-NAK (IBN) Interrupt

When the host sends an IN token to any IN endpoint which
does not have data to send, the EZ-USB automatically
NAKSs the IN token and asserts this interrupt.
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4.4.2.9

EPxPING Interrupt (FX2LP only)

These interrupts are active only during high-speed (480
Mbits/sec) operation.

High-speed USB implements a PING-NAK mechanism for

Interrupts

As shown in Table 4-13, the jump table contains a series of
jump instructions, one for each individual USB Interrupt
source’s ISR.

Table 4-13. A Typical USB-Interrupt Jump Table

OUT transfers. When the host wishes to send OUT data to Table Offset Instruction
an endpoint, it first sends a PING token to see if the end- 0x00 LJMP SUDAV ISR
point is ready (for example, if it has an empty buffer). If a ox0d LIMP SOF IS_R
buffer is not available, the FX2LP returns a NAK handshake. X =
PING-NAK transactions continue to occur until an OUT 0x08 LIMP SUTOK_ISR
buffer is available, at which time the FX2LP answers a PING 0x0C LJMP SUSPEND_ISR
with an ACK handshake and the host sends the OUT data to 0x10 LJMP USBRESET_ISR
the endpoint. 0x14 LJMP HISPEED_ISR
The EPxPING interrupt is asserted when the host PINGs an 0x18 LJMP EPOACK_ISR
endpoint and the FX2LP responds with a NAK because no 0x1C LJMP SPARE_ISR
endpoint buffer memory is available. 0x20 LJMP EPOIN _ISR
0x24 LJMP EPOOUT_ISR
4.4.2.10 ERRLIMIT Interrupt =
0x28 LJMP EP1IN _ISR
This interrupt is asserted when the USB error-limit counter 0x2C LJMP EP10OUT_ISR
has exceeded the preset error limit threshold. See section 0x30 LJMP EP2 ISR
8.6.3.3 USBERRIE USBERRIRQ ERRCNTLIM =
’ ’ ’ 0x34 LJMP EP4_ISR
CLRERRCNT on page 94 for full details. - =
0x38 LJMP EP6_ISR
4.4.2.11  EPxISOERR Interrupt 0x3C LJMP EP8_ISR
0x40 LJMP IBN_ISR
These interrupts are asserted when an ISO data PID is 0X44 P SPA_RE ISR
missing or arrives out of sequence, or when an ISO packet - =
is dropped because no buffer space is available (to receive 0x48 LJMP EPOPING_ISR
an OUT packet). 0x4C LJMP EP1PING_ISR
0x50 LJMP EP2PING_ISR
4.5 USB-Interrupt Autovectors Ox54 LIMP EP4PING ISR
0x58 LJMP EP6PING_ISR
The main USB interrupt is shared by 27 interrupt sources. 0x5C LJMP EP8PING_ISR
To save the code and processing time which normally would 0x60 LJMP ERRLIMIT ISR
be required to |dgnt|fy the individual USB interrupt source, ox64 LMP SPARE IER
the EZ-USB provides a second level of interrupt vectoring, =
called ‘Autovectoring.” When a USB interrupt is asserted, 0x68 LJMP SPARE ISR
the EZ-USB pushes the program counter onto its stack then 0x6C LJMP SPARE_ISR
jumps to address 0x0043, where it expects to find a jump’ 0x70 LJMP EP2ISOERR_ISR
instruction to the USB Interrupt service routine. Ox74 LJMP EP2ISOERR_ISR
The EZ-USB jump instruction is encoded as follows: 0x78 LJMP EP2ISOERR_ISR
0x7C LJMP EP2ISOERR_ISR
Table 4-12. EZ-USB Jump Instruction
Address Op-Code Hex Value
0x0043 LIMP 0x02
0x0044 AddrH OxHH
0x0045 AddrL OxLL
If Autovectoring is enabled (AV2EN=1 in the INTSETUP reg-
ister), the EZ-USB substitutes its INT2VEC byte (see
Table 4-10 on page 63) for the byte at address 0x0045.
Therefore, if the high byte (‘page’) of a jump-table address is
preloaded at location 0x0044, the automatically-inserted
INT2VEC byte at 0x0045 directs the jump to the correct
address out of the 27 addresses within the page.
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Figure 4-5. The USB Autovector Mechanism in Action

USB Interrupt

Vector
USB_Jmp_Table:
0x0043 LaMP 0x0400
0x0044 04
0x0045 2c
| \ EP2_ISR:
Automatically
copied by EZ-USB 0x042C LJMP EP2_ISR
/ 0x0119
INT2VEC 2c | 0x042D o1
0x042E 19

4.5.1 USB Autovector Coding

To employ autovectoring for the USB interrupt:

1. Insert a jump instruction at 0x0043 to a table of jump
instructions to the various USB interrupt service rou-
tines. Make sure the jump table starts on a 0x0100-byte
page boundary.

2. Code the jump table with jump instructions to each indi-
vidual USB interrupt service routine. This table has two
important requirements, arising from the format of the
INT2VEC Byte (zero-based, with the two LSBs set to
0):

a. It must begin on a page boundary (address 0xnn00)
b. The jump instructions must be four bytes apart.

3. The interrupt service routines can be placed anywhere in
memory.

4. Write initialization code to enable the USB interrupt
(INT2) and Autovectoring.

Figure 4-5 illustrates an ISR that services endpoint 2. When
endpoint 2 requires service, the EZ-USB asserts the USB
interrupt request, vectoring to location 0x0043.

The jump instruction at this location, which was originally
coded as ‘LJMP 0400’, becomes ‘LJMP 042C’ because the
EZ-USB automatically inserts 2C, the INT2VEC value for
EP2 (Table 4-13 on page 67).

The EZ-USB jumps to 0x042C, where it executes the jump
instruction to the EP2 ISR, arbitrarily located for this exam-
ple at address 0x0119.

Once the EZ-USB vectors to 0x0043, initiation of the end-
point-specific ISR takes only eight instruction cycles.

4.6 I12C Bus Interrupt
Figure 4-6. 12C Bus Interrupt Enable Bits and Registers
) I2C Bus
- »S S Interrupt
RD or WR
I2DAT register R R
I2C Bus
Interrupt Request EXIF.5(0)
|ZCS START STOP LASTRD ID1 IDO BERR ACK DONE
0xE678
I2DAT D7 D6 D5 D4 D3 D2 D1 DO

0xE679
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The Input/Output chapter on page 181 describes the inter-
face to the EZ-USB’s 12C Bus controller. The EZ-USB uses
two registers, 12CS (Control and Status) and I2DAT (Data),
to transfer data over the bus.

An 12C Bus Interrupt is asserted whenever one of the follow-
ing occurs:

m The DONE bit (I2CS.0) makes a zero-to-one transition,
signaling that the bus controller is ready for another
command

m The STOP bit (I2CS.6) makes a one-to-zero transition

To enable the ‘Done’ interrupt source, set EIE.1 to ‘1’; to
additionally enable the ‘Stop’ interrupt source, set STOPIE
to “1°. If both interrupts are enabled, the interrupt source may
be determined by checking the DONE and STOP bits in the
12CS register.

To reset the Interrupt Request, write a zero to EXIF.5. Any
firmware read or write to the 12DAT or I12CS register also
automatically clears the Interrupt Request.

Note Firmware must make sure the STOP bit is zero before
writing to 12CS or I12DAT.

4.7 FIFO/GPIF Interrupt (INT4)

Just as the USB Interrupt is shared among 27 individual
USB-interrupt sources, the FIFO/GPIF interrupt is shared
among 14 individual FIFO/GPIF sources.

The FIFO/GPIF Interrupt, like the USB Interrupt, can employ
autovectoring. Table 4-14 shows the priority and INT4VEC
values for the 14 FIFO/GPIF interrupt sources.

Table 4-14. Individual FIFO/GPIF Interrupt Sources

Interrupts

When FIFO/GPIF interrupt sources are asserted, the EZ-
USB prioritizes them and constructs an Autovector, which
appears in the INT4VEC register; ‘0’ is the highest priority,
‘14’ is the lowest. If two FIFO/GPIF interrupts occur simulta-
neously, the prioritization affects which one is first indicated
in the INT4VEC register. If Autovectoring is enabled, the
INT4VEC byte replaces the contents of address 0x0055 in
the EZ-USB’s program memory. This causes the EZ-USB to
automatically vector to a different address for each FIFO/
GPIF interrupt source. This mechanism is explained in detail
in section 4.8 FIFO/GPIF Interrupt Autovectors.

Note It is important in any FIFO/GPIF Interrupt Service
Routine (ISR) to clear the main INT4 Interrupt before clear-
ing the individual FIFO/GPIF interrupt request latch. This is
because as soon as the individual FIFO/GPIF interrupt is
cleared, any pending individual FIFO/GPIF interrupt immedi-
ately tries to generate another main INT4 Interrupt. If the
main INT4 IRQ bit has not been previously cleared, the
pending interrupt is lost.

The registers associated with the individual FIFO/GPIF
interrupt sources are described in the Registers chapter on
page 211 and in section 8.6 CPU Control of EZ-USB
Endpoints on page 89. Each interrupt source has an enable
(IE) and a request (IRQ) bit. Firmware sets the IE bit to ‘1’ to
enable the interrupt. The EZ-USB sets an IRQ bit to ‘1’ to
request an interrupt, and the firmware clears an IRQ bit by
setting it to “1°.

Note The main FIFO/GPIF interrupt request is cleared by
clearing the EXIF.6 bit to ‘0’; each individual FIFO/GPIF
interrupt is cleared by setting its IRQ bit to ‘1°.

4.8 FIFO/GPIF Interrupt

Autovectors
oriorit INT4VEC
";,m Value Source Notes The main FIFO/GPIF interrupt is shared by 14 interrupt
1 80 EP2PE Endpoint 2 Programmable Flag sources. To save the code and processing time WhICh. nor-
5 " EPapr Endoomt 4 P o Fl mally is required to sort out the individual FIFO/GPIF inter-
i pofn fogrammane —a9 rupt source, the EZ-USB provides a second level of interrupt
3 88 EP6PF Endpoint 6 Programmable Flag vectoring, called Autovectoring. When a FIFO/GPIF inter-
4 8C EP8PF Endpoint 8 Programmable Flag rupt is asserted, the EZ-USB pushes the program counter
5 90 EP2EF Endpoint 2 Empty Flag onto its stack then jumps to address 0x0053, where it
6 94 EPAEF Endpoint 4 Empty Flag expects ’Fo find a ‘jJump’ instruction to the FIFO/GPIF Inter-
7 98 EP6EF Endpoint 6 Empty Flag rupt service routine.
8 9C EPSEF Endpoint 8 Empty Flag The EZ-USB jump instruction is encoded as follows:
9 A0 EP2FF Endpoint 2 Full Flag i
- Table 4-15. EZ-USB JUMP Instruction
10 A4 EP4FF Endpoint 4 Full Flag
11 A8 EP6FF Endpoint 6 Full Flag Address Op-Code Hex Value
12 AC EPSFF Endpoint 8 Full Flag 0x0053 LIvMP 0x02
GPIF Operation Complete 0x0054 AddrH OxHH
13 BO GPIFDONE | (See General Programmable Interface, 0x0055 AddrL OxLL
on page 121)
GPIF Waveform If Autovectoring is enabled (AV4EN=1 in the INTSETUP reg-
4 B4 GPIFWF | (See General Programmable Interface, ister), the EZ-USB substitutes its INT4VEC byte (see
on page 121) Table 4-14 on page 69) for the byte at address 0x0055.
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Therefore, if the high byte (‘page’) of a jump-table address is
preloaded at location 0x0054, the automatically-inserted
INT4VEC byte at 0x0055 directs the jump to the correct
address out of the 14 addresses within the page.

As shown in Table 4-16, the jump table contains a series of
jump instructions, one for each individual FIFO/GPIF Inter-
rupt source’s ISR.

Table 4-16. A Typical FIFO/GPIF-Interrupt Jump Table

4.8.1 FIFO/GPIF Autovector Coding

To employ autovectoring for the FIFO/GPIF interrupt, per-
form the following steps:

1. Insert a jJump instruction at 0x0053 to a table of jump
instructions to the various FIFO/GPIF interrupt service
routines. Make sure the jump table starts at a 0x0100-
byte page boundary plus 0x80.

2. Code the jump table with jump instructions to each indi-

Table Offect —— vidual FIFO/GPIF interrupt service routine. This table
abe OTse nstruction has two important requirements, arising from the format
0x80 LJMP EP2PF_ISR of the INT4VEC byte (0x80-based, with the 2 LSBs set to
0x84 LIMP EP4PF_ISR 0); the two requirements are the following:
0x88 LJMP EP6PF_ISR a. It must begin on a page boundary + 0x80 (address
0x8C LJMP EP8PF_ISR 0xnn80).
0x90 LJMP EP2EF_ISR b. The jump instructions must be four bytes apart.
0x94 LIMP EP4EF_ISR 3. Place the interrupt service routines anywhere in memory.
0x98 LJMP EP6EF_ISR 4. Write initialization code to enable the FIFO/GPIF inter-
0x9C LJMP EPBEF_ISR rupt (INT4) and Autovectoring.
0xA0 LIMP EP2FF_ISR Figure 4-7 illustrates an ISR that services EP4’s Full Flag.
OxA4 LIMP EP4FF_ISR When EP4 goes full, the EZ-USB asserts the FIFO/GPIF
0xA8 LJMP EP6FF_ISR interrupt request, vectoring to location 0x0053.
OxAC LIMP EPSFF_ISR The jump instruction at this location, which was originally
0xB0 LJMP GPIFDONE_ISR coded as ‘LIMP 0480’, becomes ‘LIMP 04A4’ because the
0xB4 LJMP GPIFWF_ISR EZ-USB automatically inserts A4, the INT4VEC value for
EP4FF (Table 4-13 on page 67).
The EZ-USB jumps to 0x04A4, where it executes the jump
instruction to the EP4FF ISR, arbitrarily located for this
example at address 0x0321.
Once the EZ-USB vectors to 0x0053, initiation of the end-
point-specific ISR takes only eight instruction cycles.
Figure 4-7. The FIFO/GPIF Autovector Mechanism in Action
FIFO/GPIF
Interrupt
Vector FIFO_GPIF_Jmp_Table:
0x0053 LIJMP 0x0480
0x0054 04
0x0055 A
% \ EP4FF_ISR
Automatically
copied by EZ-USB 0x04A4 LJMP EP4FF_ISR
/ 0x0321
INT4VEC A4 | Ox04A5 o1
0x04A6 19
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51 Introduction

Memory organization in the EZ-USB is similar, but not identical, to that of the standard 8051. There are three distinct memory
areas: Internal Data Memory, External Data Memory, and External Program Memory. As is explained below, ‘External’ mem-
ory is not necessarily external to the EZ-USB chip.

5.2 Internal Data RAM

As shown in Figure 5-1, the EZ-USB’s Internal Data RAM is divided into three distinct regions: the ‘Lower 128’, the ‘Upper
128, and ‘SFR Space’. The Lower 128 and Upper 128 are general purpose RAM; the SFR Space contains EZ-USB control
and status registers.

Figure 5-1. Internal Data RAM Organization

L 128
OXTF ot . Indirect addressing only
General- OxFF "4 OxFF
Purpose
Upper 128 SFR Space

0x30
Ox2F[7F ... 78

_ 0x80 LS 0x80

Register Bit-Addressable Ox7F
Bank Select RAM
(PSW.4:3) . .

oolor o w0 Lower 128 Direct addressing
0x1F only

11 oxs| RO-R7 (Bank 3) \
0x17

10 ,u0| RO-R7 (Bank 2) 0x00
0x0F Direct or indirect addressing

01 0x08 R0O-R7 (Bank 1)
0x07

00 .00/ RO-R7 (Bank 0)
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521 The Lower 128

The Lower 128 occupies Internal Data RAM locations 0x00-
0x7F. All of the Lower 128 may be accessed as general-pur-
pose RAM, using either direct or indirect addressing (for
more information on the EZ-USB addressing modes. See
chapter “Instruction Set” on page 175).

Two segments of the Lower 128 may be accessed in other
ways.

m Locations 0x00-Ox1F comprise four banks of 8 registers
each, numbered RO through R7. The current bank is
selected via the ‘register-select’ bits (RS1:RS0) in the
PSW special-function register; code which references
registers R0-R7 accesses them only in the currently-
selected bank.

m Locations 0x20-0x2F are bit addressable. Each of the
128 bits in this segment may be individually addressed,
either by its bit address (0x00 to 0x7F) or by reference to
the byte which contains it (0x20.0 to 0x2F.7).

522 The Upper 128

The Upper 128 occupies Internal Data RAM locations 0x80-
OxFF; all 128 bytes may be accessed as general-purpose
RAM, but only by using indirect addressing (for more infor-
mation on the EZ-USB addressing modes. See chapter
“Instruction Set” on page 175).

Since the EZ-USB’s stack is internally accessed using indi-
rect addressing, it is a good idea to put the stack in the
Upper 128; this frees the more-efficiently-accessed Lower
128 for general purpose use.

5.2.3

The Special Function Register (SFR) space, like the Upper
128, is accessed at Internal Data RAM locations 0x80-0xFF.
The EZ-USB keeps SFR space separate from the Upper
128 by using different addressing modes to access the two
regions: SFRs may only be accessed using ‘direct’ address-
ing, and the Upper 128 may only be accessed using ‘indi-
rect’ addressing.

Special Function Register Space

The SFR space contains EZ-USB control and status regis-
ters; an overview is in section 11.12 Special Function
Registers on page 174, and a full description of all the SFRs
is in the Registers chapter on page 211.

The sixteen SFRs at locations 0x80, 0x88, ..., OxF0, OxF8
are bit-addressable. Each of the 128 bits in these registers
may be individually addressed, either by its bit address
(0x80 to OxFF) or by reference to the byte which contains it
(for example, 0x80.0, 0xC8.7, etc.).

5.3 External Program Memory

and External Data Memory

The standard 8051 employs a Harvard architecture for its
External memory; the program and data memories are phys-
ically separate. The EZ-USB uses a modified version of this
memory model; ‘off-chip’ program and data memories are
separate, but the ‘on-chip’ program and data memories are
unified in a Von Neumann architecture. This allows the EZ-
USB'’s on-chip RAM to be loaded from an external source
(USB or EEPROM, see Enumeration and ReNumeration™,
on page 51), then used as program memory.

Standard 8051

The standard 8051 has separate address spaces for pro-
gram and data memory; it can address 64 KB of read-only
program memory at addresses 0x0000-OxFFFF, and
another 64 KB of read/write data memory, also at addresses
0x0000-0xFFFF. The standard 8051 keeps the two memory
spaces separate by using different bus signals to access
them; the read strobe for program memory is PSEN# (Pro-
gram Store Enable), and the read and write strobes for data
memory are RD# and WR#. The 8051 generates PSEN#
strobes for instruction fetches and for the MOVC (move
code memory into the accumulator) instruction; it generates
RD# and WR# strobes for all data-memory accesses. In a
standard 8051 application, an external 64 KB ROM chip
(enabled by the 8051’s PSEN# signal) might be used for
program memory and an external 64 KB RAM chip (enabled
by the 8051’s RD# and WR# signals) might be used for data
memory.

In the standard 8051, all program memory is read only.

EZ-USB

The EZ-USB has 16 KB of on-chip RAM (the ‘main RAM’) at
addresses 0x0000-0x3FFF, and 512 bytes of on-chip RAM
(the ‘Scratch RAM’) at addresses 0xE000-OxE1FF. Although
this RAM is physically located inside the chip, it is addressed
by EZ-USB firmware as ‘External’ memory, just as though it
were in an external RAM chip.

Some systems use only this on-chip RAM, with no off-chip
memory. In those systems, the RD# and PSEN# strobes are
automatically combined for accesses to addresses below
0x4000, so the main RAM is accessible as both data and
program memory. The RD# and PSEN# strobes are not
combined for the Scratch RAM; Scratch RAM is accessible
as data memory only.

Although it is technically accurate to say that the main RAM
data memory is writable while the main RAM program mem-
ory is not, it is a distinction without a difference. The main
RAM is accessible both as program memory and data mem-
ory, so writing to main RAM data memory is equivalent to
writing to main RAM program memory at the same address.

The Scratch RAM is never accessible as program memory.
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The EZ-USB also reserves 7.5 KB (0xE200-0xFFFF) of the
data-memory address space for control/status registers and
endpoint buffers (see section On-Chip Data Memory at
0xEO000-OxFFFF on page 76). Note Only the data-memory
space is reserved; program memory in the OXEO00-OxFFFF
range is not reserved, so the 128-pin EZ-USB can access
off-chip program memory in that range.

5.3.1 56- and 100-Pin EZ-USB Chips

The 56- and 100-pin EZ-USB chips have no facility for add-
ing off-chip program or data memory. Therefore, the main
RAM must serve as both program and data memory. To
accomplish this, the EZ-USB reads the main RAM using the
logical OR of the PSEN# and RD# strobes. It is the respon-
sibility of the system designer to ensure that the program-
and data-memory spaces do not overlap; with most C com-
pilers, this is done by using linker directives that place the
code and data modules into separate areas.

5.3.2 128-Pin EZ-USB Chip

It is possible to add off chip program and data memory to the
128-pin EZ-USB; the organization of that memory depends
on the state of the EA (External Access) pin. Note that the
EA pin is ‘live’, meaning it is always active and not just sam-
pled coming out of a chip reset.

EA=0

The main RAM is accessible both as program and data
memory, just as in the 56- and 100-pin EZ-USB.

To avoid conflict with the main RAM, the pins which control
access to off-chip memory (the RD#, WR#, CS#, OE#, and
PSEN# pins) are inactive whenever the EZ-USB accesses
addresses 0x0000-Ox3FFF. This allows a 64 KB memory
chip (data and/or program) to be added without requiring
additional external logic to inhibit access to the lower 16 KB
of that chip. Note that the PSEN# and RD# signals are avail-
able on separate pins, so the program and data spaces out-
side the EZ-USB are not combined as they are inside the
EZ-USB.

When code in the range 0x0000-0x3FFF is fetched from the
on-chip RAM, the PSEN# pin is not asserted; when code is
fetched from program memory in the range 0x4000-0xFFFF,
the PSEN# pin is asserted.

EA=1

All program memory is off chip; all on chip RAM, including
the main RAM, is data memory only.

The EZ-USB reads all on-chip RAM using only the RD#
strobe; the combining of RD# and PSEN# is disabled, so the
on-chip RAM becomes data memory only. All program mem-
ory is off-chip; accesses to the lower 16 KB of off-chip pro-
gram memory are not inhibited.

Any code fetch asserts the PSEN# pin.

Memory

After a power on reset, the EZ-USB immediately begins exe-
cuting code at address 0x0000 in the off-chip program mem-
ory (as long as there is no EEPROM on the 12C bus with a
valid 0xCO or 0xC2 signature byte), rather than waiting for
an EEPROM load or USB code download to complete (see
the Resets chapter on page 83 for a full description of the
EZ-USB resets).
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5.4

EZ-USB Memory Maps

Figure 5-2. EZ-USB External Program/Data Memory Map, EA=0

Inside EZ-USB Outside EZ-USB
data memory  program memory
FFFF 7.5 KB I |
USB regs and | (OK to populate !
EP buffers | "data memory :
E200| (RD#WR#) : here--RD#/WR#
0.5 gBtRAM | 5"°';ecfi3;f not |
o ! ' 48 KB
RD#,WR#)* |
E000 L ) External
Program
40 KB Memory
External (PSEN#)
Data
Memory
(RD#,WR#)
3FFF | |
16 KB RAM : (OK to populate | : (OK to populate |
P & Dat | data memory | program |
rogll;aSrEN # ata | here--RD#WR# | memory here--
( - strobes are not | PSEN# strobe is |
RD#,WR#) | j | A
| active) I | hotactive)
0000 L [ |
EA=0

* SUDPTRH:L, USB upload/download, 12C boot access

Figure 5-2 illustrates the memory map of the 128-pin EZ-
USB with off-chip program and data memory.

Note The 56- and 100-pin EZ-USB chips cannot access off-
chip memory; the entire memory map for those chips is illus-
trated on the left side of Figure 5-2, in the ‘Inside EZ-USB’
column.

On-chip EZ-USB memory consists of three RAM regions:

m  0x0000-0Ox3FFF (main RAM)

m OxEO000-OxE1FF (Scratch RAM)

m  OxE200-OxFFFF (Registers/Buffers)

The 16 KB main RAM occupies program memory (PSEN#)
and data memory (RD#WR#) addresses 0x0000-0x3FFF.

The 512 byte ‘Scratch RAM’ occupies data memory (RD#/
WR#) addresses OxEOQ00-OXE1FF.

7.5 KB of control/status registers and endpoint buffers
occupy data-memory (RD#/WR#) addresses O0OxE200-

When off-chip memory is connected to the EZ-USB, it fills in
the gaps not occupied by on-chip EZ-USB RAM. Since the
lower 16 KB of memory is occupied by on-chip program/data
memory and the upper 8 KB is occupied by on-chip data
memory, the off-chip memory cannot be active in these
regions. Nevertheless, it is still safe to populate those
regions with off-chip memory, as the following paragraphs
explain.

The middle column of Figure 5-2 indicates EZ-USB data
memory (activated by the RD# and WR# strobes) and the
right-most column indicates EZ-USB program memory (acti-
vated by PSEN#).

The middle 40 KB of the data memory space may be filled
with off-chip memory, since it does not conflict with the
upper 8 KB of on-chip EZ-USB data memory and the lower
16 KB of on-chip EZ-USB program/data memory. To allow a
64 KB RAM to be connected to the EZ-USB, the EZ-USB
gates its RD# and WR# strobes to exclude the top 8 KB and
bottom 16 KB for off-chip accesses. Therefore, a 64 KB

OXFFFF. RAM can be connected to EZ-USB, and the top 8 KB and
bottom 16 KB of it are automatically disabled.
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Likewise, when a 64 KB program memory (PSEN# strobe) is
attached to the EZ-USB (when EA = 0), the lower 16 KB is
automatically excluded for off-chip code fetches, avoiding
conflict with the on-chip program/data memory inside EZ-
USB. This allows the ‘upper’ 48 KB of program memory
space to be filled with off-chip memory.

The asterisks in Figures Figure 5-2 on page 74 and
Figure 5-3 indicate memory regions that may be accessed
using three special EZ-USB resources:

m Setup Data Pointer (see section 8.7 The Setup Data
Pointer on page 95)

m  Upload or download via USB (see section 3.8 EZ-USB
Vendor Request for Firmware Load on page 56)

m Code boot from an 12C EEPROM (see section 13.6

EEPROM Boot Loader on page 192 and section 3.4
EEPROM Boot-load Data Formats on page 52)

Figure 5-3 illustrates the 128-pin EZ-USB memory map
when the EA pin is tied high. Note The only difference from

Memory

Figure 5-2 is that the main RAM is data memory only,
instead of combined code/data memory. This allows an off-
chip code memory to contain all of the EZ-USB firmware. In
this configuration, the EZ-USB can begin executing code
from off-chip memory immediately after power-on-reset.

Note EZ-USB code execution begins at address 0x0000,
where the reset vector is located.

Off-chip data memory is partially disabled just as in
Figure 5-2 on page 74, ensuring that off-chip data memory
does not conflict with on-chip data RAM.

Note Be careful to check the access time of external Flash
or other program memory in this mode. The EZ-USB can
stretch its RD# and WR# strobes to compensate for slow
data memories, but it does not have the capability to stretch
its PSEN# signal to allow for slow program memories. An
external program memory chip must meet the program
memory access-time specifications given in the FX2LP and
FX1 data sheets.

Figure 5-3. EZ-USB External Program/Data Memory Map, EA=1

Inside EZ-USB Outside EZ-USB
data memory program memory
FFFF 7.5 KB r |
USB regs and | (OK to populate l
EP buffers | " data memory |
E200| (RD#WR#) | here--RD#/WR# :
0.5 KB RAM : strobes are not |
Data | active) |
£000 (RD#,WR#) |
40 KB 64 KB

External External

Data Program

Memory Memory

(RD#,WR#) (PSEN#)
3FFF |
: (OK to populate |
16 KB RAM | data memory |
Data | here--RD#/WR# |
(RD#,WR#)* | strobes are not |
| active) I
0000 L |

EA=1

* SUDPTRH:L, USB upload/download, I12C boot access
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5.5 ‘VYon-Neumannizing’ Off-

Chip Program and Data
Memory

The 128-pin EZ-USB package provides a 16-bit address
bus, an 8 bit data bus, and memory control signals PSEN#,
RD#, and WR#. These signals are used to expand the EZ-
USB’s external program and/or external data memory.

As described in the previous section, the EZ-USB gates the
RD# and WR# signals to exclude selection of off-chip data
memory in the range occupied by the on-chip memory. The
PSEN# signal is also available on a pin for connection to off-
chip code memory.

In some systems, it may be desirable to combine off-chip
program and data memory, just as the EZ-USB combines its
on-chip program/data main RAM. These systems must logi-
cally OR the PSEN# and RD# strobes to qualify the off-chip
memory’s chip enable and output enable signals. To save
the external logic which would normally be needed, EZ-USB
provides two additional control signals, CS# and OE#. The
equations for these active-low signals are:

CS# = RD# + WR# + PSEN#
OE# = RD# + PSEN#

Because the RD#, WR#, and PSEN# signals are already
qualified by the addresses allocated to off-chip memory, the
added strobes CS# and OE# strobes are active only when
the EZ-USB accesses off-chip memory.

5.6 On-Chip Data Memory at

0xE000-0xFFFF

Figure 5-4. On-Chip Data Memory at 0OXE000-OxFFFF

FFFF

EP2-EP8 (4 KB)
Buffers

F000
EFFF

Reserved (2 KB )
E800
E7FF
E7CO
E7BF
E780
E77F
E740
E73F

EP1IN (64)

EP10UT (64)

EPO IN/OUT (64)

£700 Reserved (64)
E6FF
EZ-USB Control and Status

E500 Registers (512)

E4FF

E480 Reserved (128)

E47F

GPIF Waveforms (128)

E400

E3FF

Reserved (512)
E200

E1FF

Scratch RAM (512)

E000

Figure 5-4 shows the memory map for on-chip data RAM at
O0xE000-OxFFFF.

512 bytes of Scratch RAM are available at 0OXEO00-OxE1FF.
This is data RAM only; code cannot be executed from it. The
128 bytes at OxE400-OxE47F hold the four waveform
descriptors for the GPIF, described in the General Program-
mable Interface chapter on page 121. The area from
0xE500-0xE6FF contains EZ-USB control and status regis-
ters.

Memory blocks OxE200-OxE3FF, 0xE480-0xE4FF, OxE700-
OxE73F, and OXxE800-OXEFFF) are reserved; they must not
be used for data storage.

The remaining RAM contains the endpoint buffers. These
buffers are accessible either as addressable data RAM (via
the ‘MOVX’ instruction) or as FIFOs (via the Autopointer,
described in section 8.8 Autopointers on page 96).
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6.1 Introduction

The USB host can ‘suspend’ a device to put it into a power-down mode. When the USB signals a Suspend operation, the EZ-
USB goes through a sequence of steps to allow the firmware first to turn off external power-consuming subsystems, and then
to enter a low-power mode by turning off the EZ-USB’s oscillator. Once suspended, the EZ-USB is awakened either by
resumption of USB bus activity or by assertion of one of its two WAKEUP pins (provided that they are enabled). This chapter
describes the suspend-resume mechanism.

It is important to understand the distinction between ‘suspend’, ‘resume’, ‘idle’, and ‘wakeup’.

m  Suspend is a request (indicated by a 3-ms ‘J’ state on the USB bus) from the USB host/hub to the device. This request is
usually sent by the host when it enters a low power ‘suspended’ state. USB devices are required to enter a low power
state in response to this request.

The EZ-USB also provides a register called suspend; writing any value to it allows the EZ-USB to enter the suspended
state even when a Suspend condition does not exist on the bus.

m Resume is a signal initiated by the device or host driving a ‘K’ state on the USB bus, requesting that the host or device be
taken out of its low power ‘suspended’ mode. A USB device can only signal a resume if it has reported (through its Config-
uration Descriptor) that it is ‘remote wakeup capable’, and only if the host has enabled remote wakeup from that device.

m Idle is an EZ-USB low power state. EZ-USB firmware initiates this mode by setting bit zero of the PCON (Power Control)
register. To meet the stringent USB suspend current specification, the EZ-USB’s oscillator must be stopped; after the
PCON.0 bit is set, the oscillator stops if: a) a suspend condition exists on the bus or the Suspend register has been written
to, and b) all three wakeup sources are either disabled or false (WAKEUP, WU2, USB Resume). The EZ-USB exits the
Idle state when it receives a wakeup interrupt.

m  Wakeup is the mechanism which restarts the EZ-USB oscillator and asserts an interrupt to force the EZ-USB to exit the
Idle state and resume code execution. The EZ-USB recognizes three wakeup sources: one from the USB itself (when bus
activity resumes) and two from device pins (WAKEUP and WU2).

The EZ-USB enters and exits its Idle state independent of USB activity; in other words, the EZ-USB can enter the Idle state at
any time, even when not connected to USB. The Idle state is ‘hooked into’ the USB Suspend-Resume mechanism using inter-
rupts. A suspend interrupt is automatically generated when the USB goes inactive for 3 ms; EZ-USB firmware may respond to
that interrupt by entering the Idle state to reduce power. If the EZ-USB is in the Idle state, a Wakeup interrupt is generated
when one of the three Wakeup sources is asserted; the EZ-USB responds to that interrupt by exiting the Idle state and resum-
ing code execution.

Once the EZ-USB is awake, its firmware may send a USB Resume request by setting the SIGRSUME bit in the USBCS reg-
ister (at 0XxE680). Before sending the Resume request, the device must have: a) reported remote-wakeup capability in its
Configuration Descriptor, and b) been given permission (via a ‘Set Feature-Remote Wakeup’ request from the host) to use
that remote-wakeup capability. To be compliant with the USB Specification, firmware must wait 5 ms after the Wakeup inter-
rupt, set the SIGRSUME bit, wait 10-15 ms, then clear it.

Figure 6-1 illustrates the EZ-USB logic that implements USB suspend and resume. These operations are explained in the
next sections.
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Figure 6-1. Suspend-Resume Control
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USB Suspend

Power Management

Figure 6-2. USB Suspend Sequence

. USB
No USB activity "SUSPEND"
for 3 msec.
Interrupt

A USB device recognizes a Suspend request as three milli-
seconds of the bus-idle state. When the EZ-USB detects
this condition, it asserts the USB interrupt (INT2) and the
Suspend interrupt autovector (vector #3).

If the CPU is in reset when a Suspend condition is detected
on the bus, the EZ-USB automatically turns off its oscillators
(and keep the CPU in reset) until an enabled Wakeup
source is asserted.

Note The bus-idle state is not equivalent to the discon-
nected-from-USB state; for full-speed, bus-idle is a ‘J’ state
which means that the voltage on D+ is higher than that on
D-.

EZ-USB firmware responds to the Suspend interrupt by tak-
ing the following actions:

1. Perform any necessary housekeeping such as shutting
off external power-consuming devices.

2. Set bit zero of the PCON register.

These actions put the EZ-USB into a low power ‘suspend’
state, as required by the USB Specification.

——STOP —»| Oscillator

— PCON.0 —

24 MHz

-

divider

e s/ iKouUT

Signal
—» Resume
(USBCS.0)

8051

n

Writes any value to
SUSPEND register
(0OxE681)

6.2.1

EZ-USB firmware can force the chip into its low-power mode
at any time, even without detecting a 3-ms period of inactiv-
ity on the USB bus. This ‘unconditional suspend’ functional-
ity is useful in applications which require the EZ-USB to
enter its low-power mode even while disconnected from the
USB bus.

Suspend Register

To force the EZ-USB unconditionally to enter its low-power
mode, firmware simply writes any value to the Suspend reg-
ister (at 0XE681) before setting the PCON.O0 bit.
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6.3 Wakeup/Resume

Figure 6-3. EZ-USB Wakeup/Resume Sequence
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Once in the low-power mode, there are three ways to wake up the EZ-USB:

m  USB activity on the EZ-USB’s DPLUS pin
m  Assertion of the WAKEUP pin
m Assertion of the WU2 (‘Wakeup 2’) pin

These three Wakeup sources may be individually enabled by setting the DPEN, WUEN, and WUZ2EN bits in the Wakeup Con-

trol register.

WAKEUPCS Wakeup Control & Status E682
b7 b6 b5 b4 b3 b2 b1 b0
wu2 wu WU2POL WUPOL 0 DPEN WU2EN WUEN
R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 1 0 1

The polarities of the WAKEUP pins are set using the
WUPOL and WU2POL bits; ‘0’ is active low and ‘1’ is active
high.

Three bits in the Wakeup register enable the three Wakeup
sources. DPEN stands for ‘DPLUS Enable’ (DPLUS is one
of the USB data lines; the other is DMINUS).

WUEN (Wakeup Enable) enables the WAKEUP pin, and
WUZ2EN (Wakeup 2 Enable) enables the WU2 pin.

When the EZ-USB chip detects activity on DPLUS while
DPEN is true, or a false-to-true transition on WAKEUP or
WU2 while WUEN or WU2EN is true, it asserts the Wakeup
interrupt.

The status bits WU and WU2 indicate which of the WAKEUP
pins caused the Wakeup event. Asserting the WAKEUP pin
(according to its programmed polarity) sets the correspond-

ing bit. If the wakeup was caused by resumption of USB
DPLUS activity, neither of these bits is set, leading to the
conclusion that the third source, a USB bus reset, caused
the Wakeup event. EZ-USB firmware clears the WU and
WU2 flags by writing ‘1’ to them.

Note Holding either WAKEUP pin in its active state (as
determined by the programmed polarity) inhibits the EZ-
USB chip from turning off its oscillator in order to enter the
‘suspend’ state.

Note While disconnected from the USB bus, the DPLUS
and DMINUS lines may float. Noise on these lines may indi-
cate activity to the EZ-USB and initiate a Wakeup event. EZ-
USB firmware must set DPEN to ‘0’ if this is not desired.

Some designs also use the WAKEUP# pin as a general pur-
pose input pin. Due to the built-in latch on this pin, it must be
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cleared before it can show the current state of the pin. For
example, to detect a ‘1’ on the WAKEUP# pin use the follow-
ing code:

WAKEUPCS = bmWU | bmWUPOL | bmWUEN; //
Write one to bmWU to clear it, set

//
active high, enable
WAKEUPCS = bmWU | bmWUPOL | bmWUEN; // This
line is required only if WUPOL

// is
changing.

// A

WUPOL change can trigger a WAKEUP event

if (WAKEUPCS & bmWU)
{
// WAKEUP# is a one
}
else
{
// WAKEUP# is O
}

Note If the polarity is changed, an additional Wakeup event
may be triggered. Always clear the Wakeup event after
changing the polarity.

Power Management

6.3.1

When a Wakeup event occurs, the EZ-USB restarts its oscil-
lator and, after the PLL stabilizes, it generates an interrupt
request. This applies whether or not the EZ-USB is con-
nected to the USB. The Wakeup interrupt is a dedicated
interrupt, and is not shared by USBINT like most of the other
individual USB interrupts.

Wakeup Interrupt

The Wakeup interrupt vector is at 0x33, and has the highest
interrupt priority. It is enabled by ERESI (EICON.5), and its
IRQ flag is at EICON.4 (EICON is SFR 0xD8). Note If the
EZ-USB is suspended with ERESI (EICON.5) low, it never
‘wakes up’.

The Wakeup interrupt Service Routine clears the interrupt
request flag RESI (using the ‘bit clear’ instruction, i.e. ‘clr
EICON.4’), and then executes a ‘RETI' (return from inter-
rupt) instruction. This causes the EZ-USB to continue pro-
gram execution at the instruction following the one that set
PCON.0 to initiate the power-down operation.

About the Wakeup Interrupt

The EZ-USB enters its idle state when it sets PCON.O to ‘1’
Although a standard 8051 exits the idle state when any inter-
rupt occurs, the EZ-USB supports only the Wakeup interrupt
to exit the idle state.

Note If PCON.O is set when no Suspend condition exists
(for example, the USB is not signaling ‘Suspend’, and firm-
ware has not written to the Suspend register), the Wakeup
interrupt fires immediately.

6.4 USB Resume (Remote Wakeup)
USBCS USB Control and Status E680
b7 b6 b5 b4 b3 b2 b1 b0
SIGRSUME

Firmware sets the SIGRSUME bit to send a remote-wakeup
request to the host. To be compliant with the USB Specifica-
tion, the firmware must wait 5 milliseconds after the Wakeup
interrupt, set the SIGRSUME bit, wait 10-15 milliseconds,
then clear it.

Note Before setting the SIGRSUME bit to ‘1’, EZ-USB firm-
ware must check that the source of the Wakeup event was
one of the WAKEUP pins. If neither WAKEUP pin was the
source, the Wakeup event was the resumption of USB
DPLUS activity, and in this case, the device must not signal
a remote-wakeup by setting the SIGRSUME bit to ‘1’

The Default USB Device does not support remote wakeup.
This fact is reported at enumeration time in byte 7 of the
built-in Configuration Descriptor (see Appendices A and B).

6.4.1 WU2 Pin

The WU2 function shares the general-purpose 1/O pin PA3.
Unlike other multi-purpose I/O pins that use configuration
registers (PORTACFG, PORTCCFG, and PORTECFG) to
select alternate functions, the PA3 and WU2 functions are
simultaneously active. However, the WU2 function has no
effect unless enabled (by setting the WU2EN bit to “1). If
WU2 is used as a WAKEUP pin, make sure to set PA3 as an
input (OEA.3=0, the default state) to prevent PA3 from also
driving the pin.

The dual nature of the PA3/WU?2 pin allows the EZ-USB to
enter the low-power mode, then periodically awaken itself.

This is done by connecting an RC network to the PA3/WU2
pin; if the WU2 pin is set to the default polarity (active-high),
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the resistor is connected to 3.3V and the capacitor is con-
nected to ground.

The firmware then performs these steps:

1. Set W2POL to ‘1’ for active-high polarity on the WU2 pin.
2. Set WUZ2EN to ‘1’ to enable Wakeup 2.

3. Enable the Wakeup interrupt by setting EICON.5=1.

4

. Set PA3 to ‘0, then set OEA.3 to ‘1’. This enables the
PAS3 output and drives the PA3/WU2 pin to ground, dis-
charging the capacitor.

5. Set OEA.3 to ‘0’. This floats the PA3/WUZ2 pin, allowing
the resistor to begin charging the capacitor.

6. Write any value to the Suspend register, so the EZ-USB
unconditionally stops the oscillator when the firmware
sets PCON.O.

7. Set PCON.O to ‘1’. This commands the EZ-USB to enter
the Idle state.

After the capacitor charges to a logic high level, the Wakeup
interrupt triggers via the WU2 pin.

1. In the Wakeup interrupt service routine, clear EICON.4
(the Wakeup interrupt request flag), then execute a
‘RETVI instruction. This resumes program execution at
the instruction following the instruction in step 7.

2. At this point, the firmware can check for any tasks to per-
form; if none are required, it can then re-enter the Idle
state starting at step 4.

By selecting a long time constant for the RC network
attached to the WU2 pin, the EZ-USB chip can operate at
extremely low average power, since the on/off (active/sus-
pend) duty-cycle is very short.
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There are three different reset functions on the EZ-USB. This chapter describes their effects.

m Hard Reset. An active low reset pin (RESET#) is provided in order to reset the EZ-USB to a known state at power-on or
any other application-specific reset event.

m CPU Reset. This is controlled by the EZ-USB’s USB Core logic. The CPU Reset is always asserted (for example, the CPU
is always held in reset) while the EZ-USB’s RESET# pin is asserted.

m USB Bus Reset. This is a condition on the USB bus initiated by the USB host in order to put every device’s USB functions
in a known state.

Figure 7-1. EZ-USB Resets

RES
47
VCC CPU
CPUCS.0
(1 at PWR ON)
RESET# |—» RES
— USB Core 12,24,
47 or|48
e ' USB Bus | Mz
DMINUS 1 _Reset 1
A
48 MHz
” [ XTALIN
T . +1, +2,
MHz = Oscillator —» PLL or +4 )
L XTALOUT CLKOUT

7.2 Hard Reset

The RESET# pin can be connected to an external R-C network or other external reset source in order to ensure that, when
power is first applied, the EZ-USB is held in reset until the operating parameters (VCC voltage, crystal frequency, PLL fre-
quency, and others) stabilize. The 24 MHz oscillator and PLL stabilize 5 ms after VCC reaches 3.0V. An R-C network can sat-
isfy the power-on reset requirements of the EZ-USB. See Figure 7-1 for a sample connection scheme (for example, R = 27K
ohm, C =1 pF).

The RESET# pin can also be asserted at any time after the EZ-USB is running. If the EZ-USB’s XTALIN pin is driven by an
external clock source that continues to run while the chip is in reset, RESET# need only be asserted for 200 ps. Otherwise, it
must be asserted for at least 5 ms.
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The CLKOUT pin, crystal oscillator, and PLL are active as
soon as power is applied. Once the CPU is out of reset, firm-
ware may clear a control bit (CLKOE, CPUCS.1) to inhibit
the CLKOUT output pin for EMI-sensitive applications that
do not need this signal.

The CLKOUT signal is active while RESET# is low. When
RESET# returns high, the activity on the CLKOUT pin
depends on whether or not the EZ-USB is in the low-power
‘suspend’ state; if it is, CLKOUT stops. Resumption of USB
bus activity or assertion of the WAKEUP or WU2 pin (if
enabled) restarts the CLKOUT signal.

Power-on default values for all EZ-USB register bits are
shown in the Registers chapter on page 211. At power-on
reset:

m Endpoint data buffers and byte counts are uninitialized

m The CPU clock speed is set to 12 MHz, the CPU is held
in reset, and the CLKOUT pin is active

m All port pins are configured as general purpose input
pins

m USB interrupts are disabled and USB interrupt requests
are cleared

m Bulk IN and OUT endpoints are unarmed, and their stall
bits are cleared. The EZ-USB NAKs IN and OUT tokens
while the CPU is reset.

m  Endpoint data toggle bits are cleared to ‘0’

The RENUM bit is cleared to ‘0’. This means that the
Default USB Device, not the firmware, responds to USB
device requests.

m The USB Function Address register is cleared to ‘0’

m The endpoints are configured for the Default USB
Device

m Interrupt autovectoring is turned Off
Configuration Zero, Alternate Setting Zero is in effect

m  The D+ pull up resistor is disconnected from the data line
during a hard reset

7.3 Releasing the CPU Reset

Register bit CPUCS.0 resets the CPU. This bit is set to ‘1’ at
power-on, initially holding the CPU in reset. There are three
ways that the CPUCS.0 bit can be cleared to ‘0’, releasing
the CPU from reset:

m By the host, as the final step of a RAM download

m  Automatically, at the end of an EEPROM load (assuming
the EEPROM is correctly programmed)

m  Automatically, when external ROM is used (EA=1) and
no ‘CO’ or ‘C2’ EEPROM is present

Note EZ-USB firmware cannot put the CPU into reset by
setting CPUCS.0 to ‘1’; to the firmware, that bit is read only.

7.3.1 RAM Download

Once enumerated, the host can download code into the EZ-
USB RAM using the ‘Firmware Load’ vendor request (End-
point Zero chapter on page 37). The last packet loaded
writes 0x00 to the CPUCS register, which releases the CPU
from reset. Note that only CPUCS.0 can be written in this
way.

7.3.2 EEPROM Load

The Enumeration and ReNumeration™ chapter on page 51
describes the EEPROM boot loads in detail. At power-on,
the EZ-USB checks for the presence of an EEPROM on its
12C bus. If found, it reads the first EEPROM byte. If it reads
0xC2 as the first byte, the EZ-USB downloads firmware from
the EEPROM into internal RAM. The last operation in a ‘C2’
Load writes 0x00 to the CPUCS register, which releases the
CPU from reset.

After a ‘C2’ Load, the EZ-USB sets the RENUM bit to ‘1’, so
the firmware is responsible for responding to USB device
requests.

7.3.3 External ROM

The 128-pin EZ-USB can use off-chip program memory con-
taining EZ-USB code and USB device descriptors, which
include the VID/DID/PID bytes. Because such a system
does not require an |12C EEPROM to supply the VID/DID/
PID, the EZ-USB automatically releases the CPU from reset
when:

m  The EA pin is pulled high (indicating off-chip code mem-

ory), and
m  No ‘C0/C2' EEPROM is detected on the 12C bus

Under these conditions, the EZ-USB also sets the RENUM
bit to ‘1’, so the firmware is responsible for responding to
USB device requests.

7.4 CPU Reset Effects

The USB host may reset the CPU at any time by download-
ing the value 0x01 to the CPUCS register. The host might do
this, for example, in preparation for loading code overlays,
effectively magnifying the size of the internal EZ-USB RAM.
For such applications, it is important to know the state of the
EZ-USB chip during and after a CPU reset. In this section,
this particular reset is called a ‘CPU Reset,” and should not
be confused with the resets described in section 7.2 Hard
Reset on page 83 This discussion applies only to the condi-
tion in which the EZ-USB chip is powered, and the CPU is
reset by the host setting the CPUCS.0 bit to ‘1".

The basic USB device configuration remains intact through
a CPU reset. Endpoints keep their configuration, the USB
Function Address remains the same, and the 1/O ports retain
their configurations and values. Stalled endpoints remain
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stalled, data toggles do not change, and the RENUM bit is
unaffected. The only effects of a CPU reset are as follows:

m  USB (INT2) interrupts are disabled, but pending interrupt
requests remain pending.

Resets

7.7 Reset Summary

Table 7-1. Effects of Various Resets on EZ-USB Resources
(“—" means “no change”)

m  When the CPU comes out of reset, pending interrupts RESET# CPU USB Bus | Disconne
are kept pending, but disabled. This gives the firmware Pin Reset Reset ct
writer the choice of acting on pre-reset USB events, or CPU Reset Reset n/a _ _
ignot::pg tn\(je_:_]; by clearing the pending interrupts before IN Endpoints Unarm — — —
enabiing ) OUT Endpoints Unarm — — —

m  The breakpoint condition (BREAKPT.3) is cleared. -

Breakpoint 0 0 — —

m  While the CPU is in reset, the EZ-USB enters the Sus- Stall Bits 0 — — o
pend state automatically if a ‘suspend’ condition is
detected on the bus. Interrupt Enables 0 0 — —

Interrupt 0 - - -
Requests

7.5 USB Bus Reset CLKOUT Active — — —
CPU Clock Speed 12 MHz — — —

The host signals a USB bus reset by driving an SEO state Data Toggles o —

(both D+ and D- data lines low) for a minimum of 10 ms. The : 9

EZ-USB senses this condition, requests the USB Interrupt Function Address 0 - 0 0

(INT2), and supplies the interrupt vector for a USB Reset. ge“)u“ uss

After a USB bus reset, the following occurs: c::'f‘:;uration 0 - 0 0

m Data toggle bits are cleared to ‘0’. e

m The device address is reset to ‘0’. Device 0 — 0 0

m If the Default USB Device is active, the USB configura- SxematgiSeting
tion and alternate settings are reset to ‘0. RENUM Bit 0 — — —

m  The FX2LP renegotiates with the host for high-speed
(480 Mbps) mode.

Note that the RENUM bit is unchanged after a USB bus

reset. Therefore, if a device has ReNumerated™ and

loaded a new personality, it retains the new personality

through a USB bus reset.

7.6 EZ-USB Disconnect

Although not strictly a ‘reset, the disconnect-reconnect

sequence used for ReNumeration™ affects the EZ-USB in

ways similar to the other resets. When the EZ-USB simu-

lates a disconnect-reconnect, the following occurs:

m  Endpoint STALL bits are cleared.

m Data toggles are reset to ‘0’.

m The Function Address is reset to ‘0’.

m If the Default USB Device is active, the USB configura-
tion and alternate settings are reset to ‘0.
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8.1 Introduction

USB data enters and exits the EZ-USB via endpoint buffers. Note External logic usually reads and writes this data by direct
connection to the endpoint FIFOs without any participation by the EZ-USB’s CPU. This is especially necessary for the FX2LP,
which can operate at the high-speed 480 Mbits/sec transfer rate. However, this feature is also available for FX2LP when
attached to a full-speed host and for the full-speed-only FX1.

Note The chapters Slave FIFOs, on page 99 and General Programmable Interface, on page 121 give details about how
external logic directly connects to the large endpoint FIFOs. Direct connection is available only on endpoints 2, 4, 6, and 8.

In the following sections, references to full-speed behavior refer to both FX2LP attached to a full-speed host and to the full-
speed-only FX1.

When an application requires the CPU to process the data as it flows between external logic and the USB — or when there is
no external logic — firmware can access the endpoint buffers either as blocks of RAM or (using a special auto-incrementing
pointer) as a FIFO.

Even when external logic or the built-in General Programmable Interface (GPIF) is handling high-bandwidth data transfers
through the four large endpoint FIFOs without any CPU intervention, the firmware has certain responsibilities:

m Configure the endpoints

m  Respond to host requests on CONTROL endpoint zero

m  Control and monitor GPIF activity

m Handle all application-specific tasks using its USARTSs, counter-timers, interrupts, 1/O pins, and so on

8.2 EZ-USB Large and Small Endpoints

EZ-USB endpoint buffers are divided into ‘small’ and ‘large’ groups. EPO and EP1 are small, 64-byte endpoints which are
accessible only by the CPU; they cannot be connected directly to external logic.

EP2, EP4, EP6 and EP8 are large, configurable endpoints designed to meet the high-bandwidth requirements of USB 2.0.
Although data normally flows through the large endpoint buffers under control of the FIFO interfaces described in Chapters 9
and 10, the CPU can access the large endpoints if necessary.

8.3 High Speed and Full Speed Differences

The data payload size and transfer speed requirements differ between full speed (12 Mbps) and high speed (480 Mbps). The
EZ-USB architecture is optimized for high-speed transfers, but does not limit full-speed transfers:

m Instead of many small endpoint buffers, EZ-USB provides a reduced number of large buffers
m EZ-USB provides double, triple, or quad buffering on its large endpoints (EP2, 4, 6, and 8)

m The CPU need not participate in data transfers. Instead, dedicated EZ-USB logic and unified endpoint/interface FIFOs
move data on and off the chip without any CPU intervention.
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In the FX2LP, endpoint buffers appear to have different sizes
depending on whether it is operating at full or high speed.
This is due to the difference in maximum data payload sizes
allowed by the USB specification for the two modes, as illus-
trated by Table 8-1. FX1 always operates in full-speed
mode.

Table 8-1. Maximum Data Payload Sizes for Full Speed and

Although the EP2, EP4, EP6, and EP8 buffers are physically
large, they appear as smaller buffers for the non-isochro-
nous types when the EZ-USB is operating at full speed. This
is to account for the smaller maximum data payload sizes.

When operating at high speed, firmware can configure the
large endpoints’ size, type, and buffering depth; when oper-
ating at full speed, type and buffering are configurable but
the buffer size is always fixed at 64 bytes for the non-isoch-
ronous types.

High Speed
Transfer Type Max Data Payload Size
Full Speed High Speed
CONTROL (EPO only) 8,16,32,64 64
BULK 8,16,32,64 512
INTERRUPT 1-64 1-1024
ISOCHRONOUS 1-1023 1-1024
8.4

How the CPU Configures the Endpoints

Endpoints are configured using the six registers shown in Table 8-2.

Table 8-2. Endpoint Configuration Registers

Address Name Configurable Parameters

0xE610 EP10OUTCFG valid, type1 (always OUT, 64 bytes, single-buffered)

0xE611 EP1INCFG valid, type' (always IN, 64 bytes, single-buffered)

0xE612 EP2CFG valid, direction, type, size, buffering

OXE613 EP4CFG valid, direction, type (always 512 bytes, double-buffered in high-speed mode, 64 bytes double-buffered in full-
speed mode for non-iso)

0xE614 EP6CFG valid, direction, type, size, buffering

OXE615 EPSCFG valid, direction, type (always 512 bytes double-buffered in high-speed mode, 64 bytes double-buffered in full-
speed mode for non-iso)

The user must never transfer packets larger than 64 bytes to EP1.

Note 1: For EP1, ‘type’ may be set to Interrupt or Bulk only. Even though these buffers are 64 bytes in size, they are reported as 512 for USB 2.0 compliance.

Note The Registers chapter on page 211 gives full bit-level
details for all endpoint configuration registers.

Endpoint 0 does not require a configuration register since it
is fixed as valid, INJOUT, CONTROL, 64 bytes, single-buff-
ered. EPO uses a single 64-byte buffer both for IN and OUT
transfers. EP1 uses separate 64 byte buffers for IN and OUT
transfers.

Endpoints EP2 and EP6 are the most flexible endpoints, as
they are configurable for size (512 or 1024 bytes in high-
speed mode, 64 bytes in full-speed mode for the non-isoch-
ronous types) and depth of buffering (double, triple, or
quad). Endpoints EP4 and EP8 are fixed at 512 bytes, dou-
ble-buffered in high-speed mode. They are fixed at 64 bytes,

m Valid. Set to ‘1’ (default) to enable the endpoint. A non-
valid endpoint does not respond to host IN or OUT pack-
ets.

m  Type. Two bits, TYPE1:0 (bits 5 and 4) set the endpoint
type.
a 00 = invalid
a 01=ISOCHRONOUS (EP2,4,6,8 only)
o 10 = BULK (default)
o 11 =INTERRUPT
m Direction. 1 =1IN, 0 = OUT.

m Buffering. EP2 and EP6 only. Two bits, BUF1:0 control
the depth of buffering.

double-buffered in full-speed mode for the non-isochronous o 00 = quad
types. o 01 =invalid
The bits in the EPxCFG registers control the following: a 10 = double (default)
o 11 =triple
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‘Buffering’ refers to the number of RAM blocks available to
the endpoint. With double buffering, for example, USB data
can fill or empty an endpoint buffer at the same time that
another packet from the same endpoint fills or empties from
the external logic. This technique maximizes performance
by saving each side, USB and external-logic interface, from
waiting for the other side. Multiple buffering is most effective
when the providing and consuming rates are comparable
but bursty (as is the case with USB and many other inter-
faces, such as disk drives). Assigning more RAM blocks (tri-
ple and quad buffering) provides more ‘smoothing’ of the
bursty data rates. A simple way to determine the appropriate
buffering depth is to start with the minimum, then increase it
until no NAKs appear on the USB side and no wait states
appear on the interface side.

Note The Valid bit is ignored when buffer space is allocated
by the EZ-USB (for example, BUF[1:0] takes precedence
over the Valid bit).

When you are not using all of the endpoints in the endpoint
configuration, disable the unused endpoints by writing a
zero into the “valid” bit of the corresponding EPxCFG
register without disturbing the default state of the other bits
in the register.

For example, if the endpoint configuration 11 (see 1.17 EZ-
USB Endpoint Buffers on page 30), which utilizes only
endpoints 2 and 8, must be used, configure the endpoints as
follows.

EP2CFG = 0xDB;
SYNCDELAY;
EP8CFG = 0x92;
SYNCDELAY;
EP4CFG &= Ox7F;
SYNCDELAY;
EP6CFG &=0x7F;
SYNCDELAY;

8.5 CPU Access to EZ-USB

Endpoint Data

Endpoint data is visible to the CPU at the addresses shown
in Table 8-3. Whenever the application calls for endpoint
buffers smaller than the physical buffer sizes shown in
Table 8-3, the CPU accesses the endpoint data starting from
the lowest address in the buffer. For example, if EP2 has a
reported MaxPacketSize of 512 bytes, the CPU accesses
the data in the lower portion of the EP2 buffer (that is, from
0xF000 to OxF1FF). Similarly, if the EZ-USB is operating in
full-speed mode (which dictates a maximum bulk packet
size of only 64 bytes), only the lower 64 bytes of the end-

Access to Endpoint Buffers

point (for example, OxFO00-0xFO3F for EP2) are used for
bulk data.

Table 8-3. Endpoint Buffers in RAM Space

Name Address Size (bytes)
EPOBUF O0xE740-0xE77F 64
EP10UTBUF 0xE780-0xE7BF 64
EP1INBUF 0xE7CO0-0xE7FF 64
EP2FIFOBUF 0xF000-0xF3FF 1024
EP4FIFOBUF 0xF400-0xF7FF 1024
EP6FIFOBUF 0xF800-0xFBFF 1024
EP8FIFOBUF 0xFC00-0xFFFF 1024

Note EPOBUF is for the (optional) data stage of a Control
transfer. The eight bytes of data from the Control packet
appear in a separate EZ-USB RAM buffer called SETUP-
DAT, at 0OxXE6B8-0xE6GBF.

The CPU can only access the ‘active’ buffer of a multiple-
buffered endpoint. In other words, firmware must treat a
quad-buffered 512-byte endpoint as being only 512 bytes
wide, even though the quad-buffered endpoint actually
occupies 2048 bytes of RAM. Also, when EP2 and EP6 are
configured such that EP4 and/or EP8 are unavailable, the
firmware must never attempt to access the buffers corre-
sponding to those unavailable endpoints.

For example, if EP2 is configured for triple-buffered 1024-
byte operation, the firmware should access EP2 only at
0xF000-0xF3FF. The firmware should not access the EP4 or
EP6 buffers in this configuration, since they do not exist (the
RAM space which they would normally occupy is used to
implement the EP2 triple-buffering).

8.6 CPU Control of EZ-USB

Endpoints

From the CPU’s point of view, the ‘small’ and ‘large’ end-
points operate slightly differently, due to the multiple-packet
buffering scheme used by the large endpoints.

The CPU uses internal registers to control the flow of end-
point data. Since the small endpoints EPO and EP1 are pro-
grammed differently than the large endpoints EP2, EP4,
EPS6, and EPS8, these registers fall into three categories:

m Registers that apply to the small endpoints (EPO, EP1IN,
and EP10UT)

m Registers that apply to the large endpoints (EP2, EP4,
EP6, and EP8)

m Registers that apply to both sets of endpoints
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8.6.1 Registers That Control EPO,

EP1IN, and EP10OUT

Table 8-4. Registers that control EPO and EP1

Address Name Function
0xE6AQ EPOCS EPO HSNAK, Busy, Stall
OxE68A EPOBCH EPO Byte Count (MSB)
0xE68B EPOBCL EPO Byte Count (LSB)
0xEB5C USBIE EPO Interrupt Enables
0xE65D USBIRQ EPO Interrupt Requests
SFR 0xBA EPO1STAT Endpoint 0 and 1 Status
OxEBA1 EP10UTCS EP10UT Busy, Stall
0xE68D EP10UTBC EP10UT Byte Count
O0xE6A2 EP1INCS EP1IN Busy, Stall
OxE68F EP1INBC EP1IN Byte Count

8.6.1.1 EPOCS

Firmware uses this register to coordinate Control transfers
over endpoint 0. The EPOCS register contains three bits:
HSNAK, Busy and Stall.

HSNAK

HSNAK is automatically set to ‘1’ whenever the SETUP
token of a Control transfer arrives. The EZ-USB logic auto-
matically NAKs the status (handshake) stage of the Control
transfer until the firmware clears the HSNAK bit by writing ‘1’
to it. This mechanism gives the firmware a chance to hold off
subsequent transfers until it completes the actions required
by the Control transfer.

Note Firmware must clear the HSNAK bit after servicing
every Control transfer.

BUSY

The read-only Busy bit is relevant only for the data stage of
a Control transfer. BUSY=1 indicates that the endpoint is
currently being serviced by USB, so firmware should not
access the endpoint data.

‘Busy’ is automatically cleared to ‘O’ whenever the SETUP
token of a Control transfer arrives. The Busy bit is set to ‘1’
under different conditions for IN and OUT transfers.

For EPO IN transfers, EZ-USB logic will NAK all IN tokens to
EPO until the firmware has ‘armed’ EPO for IN transfers by
writing to the EPOBCH:L Byte Count register, which sets
BUSY=1 to indicate that firmware should not access the
data. Once the endpoint data is sent and acknowledged,
Busy is automatically cleared to ‘0’ and the EPOIN interrupt
request bit is asserted. After Busy is automatically cleared to
‘0", the firmware may refill the EPOIN buffer.

For EPO OUT transfers, EZ-USB logic will NAK all OUT
tokens to EPO until the firmware has ‘armed’ EPO for OUT
transfers by writing any value to the EPOBCL register. Busy

is automatically set to ‘1’ when the firmware writes to
EPOBCL, and Busy is automatically cleared to ‘0’ after the
data has been correctly received and ACK'd. When Busy
transitions to zero, the EZ-USB also generates an EPOOUT
interrupt request.

Note The EZ-USB’s autovectored interrupt system automat-
ically transfers control to the appropriate Interrupt Service
Routine (ISR) for the endpoint requiring service. The
Interrupts chapter on page 59 describes this mechanism.

STALL

Set STALL=1 to instruct the EZ-USB to return the Stall
response to a Control transfer. This is generally done when
the firmware does not recognize an incoming USB request.
According to the USB specification, endpoint zero must
always accept transfers, so Stall is automatically cleared to
‘0’ whenever a SETUP token arrives. If it is desired to stall a
transfer and also clear HSNAK to ‘0’ (by writing a ‘1’ to it),
the firmware should set STALL=1 first, in order to ensure
that the Stall bit is set before the ‘acknowledge’ phase of the
Control transfer can complete.

8.6.1.2 EPOBCH and EPOBCL

These are the byte count registers for bytes sent as the
optional data stage of a Control transfer. Although the EPO
buffer is only 64 bytes wide, the byte count registers are 16
bits wide to allow using the Setup Data Pointer to send USB
IN data records that consist of multiple packets.

To use the Setup Data Pointer in its most-general mode,
firmware clears the SUDPTR AUTO bit and writes the word-
aligned address of a data block into the Setup Data Pointer,
then loads the EPOBCH:L registers with the total number of
bytes to transfer. The EZ-USB automatically transfers the
entire block, partitioning the data into MaxPacketSize pack-
ets as necessary.

Note The Setup Data Pointer is the subject of section 8.7
The Setup Data Pointer on page 95.

For IN transfers without using the Setup Data Pointer, firm-
ware loads data into EPOBUF, then writes the number of
bytes to transfer into EPOBCH and EPOBCL. The packet is
armed for IN transfer when the firmware writes to EPOBCL,
so EPOBCH should always be loaded first. These transfers
are always 64 bytes or less, so EPOBCH must be loaded
with ‘0’ (and EPOBCL must be in the range [0-64]). EPOBCH
holds that zero value until firmware overwrites it.

For EPO OUT transfers, the byte count registers indicate the
number of bytes received in EPOBUF. Byte counts for EPO
OUT transfers are always 64 or fewer, so EPOBCH is always
zero after an OUT transfer. To re-arm the EPO buffer for a
future OUT transfer, the firmware simply writes any value to
EPOBCL.

Note The EPOBCH register must be initialized on reset,
since its power-on-reset state is undefined.

90 EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

Exhibit 2031 - Page 90 of 402



e
CYPRESS

PERFORM

\
\

8.6.1.3 USBIE, USBIRQ

Three interrupts — SUTOK, SUDAV, and EPOACK — are
used to manage Control transfers over endpoint zero. The
individual enables for these three interrupt sources are in
the USBIE register, and the interrupt-request flags are in the
USBIRAQ register.

Each of the three interrupts signals the completion of a dif-
ferent stage of a Control transfer.

m SUTOK. (Setup Token) asserts when EZ-USB receives
the SETUP token.

m  SUDAV. (Setup Data Available) asserts when EZ-USB
logic has loaded the eight bytes from the SETUP stage
into the 8-byte buffer at SETUPDAT.

m EPOACK. (Endpoint Zero Acknowledge) asserts when
the handshake stage has completed.

The SUTOK interrupt is not normally used; it is provided for
debug and diagnostic purposes. Firmware generally ser-
vices the Control transfer by responding to the SUDAV inter-
rupt, since this interrupt fires only after the eight setup bytes
are available for examination in the SETUPDAT buffer.

8.6.1.4 EPO1STAT

The Busy bits in EPOCS, EP10OUTCS, and EP1INCS
(described later in this chapter) are replicated in this SFR;
they are provided here in order to allow faster access (via
the MOV instruction rather than MOVX) to those bits.

Three status bits are provided in the EPO1STAT register; the
status bits are the following:

m EP1INBSY. 1 = EP1IN is busy
m EP10UTBSY. 1 = EP10UT is busy
m EPOBSY. 1 = EPO is busy

8.6.1.5 EP10UTCS

This register is used to coordinate Bulk or Interrupt transfers
over EP10UT. The EP10OUTCS register contains two bits,
Busy and Stall.

BUSY

This bit indicates when the firmware can read data from the
Endpoint 1 OUT buffer. BUSY=1 means that the SIE ‘owns’
the buffer, so firmware should not read (or write) the buffer.
BUSY=0 means that the firmware may read from (or write
to) the buffer. A 1-to-0 Busy transition asserts the EP10UT
interrupt request, signaling that new EP10UT data is avail-
able.

‘Busy’ is automatically cleared to ‘0’ after the EZ-USB veri-
fies the OUT data for accuracy and ACKs the transfer. If a
transmission error occurs, the EZ-USB automatically retries
the transfer; error recovery is transparent to the firmware.

Access to Endpoint Buffers

Firmware arms the endpoint for OUT transfers by writing
any value to the byte count register EP1OUTBC, which
automatically sets BUSY=1.

At power-on (or whenever a 0-to-1 transition occurs on the
RESET# pin), the Busy bit is set to ‘0’, so the EZ-USB will
NAK all EP10UT transfers until the firmware arms EP10UT
by writing any value to EP1OUTBC.

STALL

Firmware sets STALL=1 to instruct the EZ-USB to return the
Stall PID (instead of ACK or NAK) in response to an
EP10UT transfer. The EZ-USB continues to respond to
EP10OUT transfers with the Stall PID until the firmware
clears this bit.

8.6.1.6 EP10UTBC

Firmware may read this 7-bit register to determine the num-
ber of bytes (0-64) in EP1OUTBUF.

Firmware writes any value to EP1OUTBC to arm an
EP10OUT transfer.

8.6.1.7 EP1INCS

This register is used to coordinate Bulk or Interrupt transfers
over EP1IN. The EP1INCS register contains two bits: Busy
and Stall.

BUSY

This bit indicates when the firmware can load data into the
Endpoint 1 IN buffer. BUSY=1 means that the SIE ‘owns’ the
buffer, so firmware should not write (or read) the buffer.
BUSY=0 means that the firmware may write data into (or
read from) the buffer. A 1-to-0 Busy transition asserts the
EP1IN interrupt request, signaling that the EP1IN buffer is
free and ready to be loaded with new data.

The firmware schedules an IN transfer by loading up to 64
bytes of data into EP1INBUF, then writing the byte count
register EP1INBC with the number of bytes loaded (0-64).
Writing the byte count register automatically sets BUSY=1,
indicating that the transfer over USB is pending. After the
EZ-USB subsequently receives an IN token, sends the data,
and successfully receives an ACK from the host, Busy is
automatically cleared to ‘0’ to indicate that the buffer is
ready to accept more data. This generates the EP1IN inter-
rupt request, which signals that the buffer is again available.

At power on, or whenever a 0-to-1 transition occurs on the
RESET# pin, the Busy bit is set to ‘0’, meaning that the EZ-
USB will NAK all EP1IN transfers until the firmware arms the
endpoint by writing the number of bytes to transfer into the
EP1INBC register.

STALL

Firmware sets STALL=1 to instruct the EZ-USB to return the
Stall PID (instead of ACK or NAK) in response to an EP1IN
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transfer. The EZ-USB continues to respond to EP1IN trans-
fers with the Stall PID until the firmware clears this bit.

8.6.1.8 EP1INBC

Firmware arms an IN transfer by loading this 7-bit register
with the number of bytes (0-64) it has previously loaded into
EP1INBUF.

8.6.2 Registers That Control EP2, EP4,

EPG6, EP8

Note In order to achieve the high transfer rates required by
USB 2.0’s high-speed mode, and to maximize full-speed
transfer rates, the EZ-USB’s CPU should not participate in
transfers to and from the ‘large’ endpoints. Instead, those
endpoints are usually connected directly to external logic
(see chapters Slave FIFOs, on page 99 and General Pro-
grammable Interface, on page 121 for details). Although
especially suited for high-speed (480 Mbits/sec) transfers,
the functionality of these endpoints is identical at full speed,
except for packet size.

Some applications, however, may require the firmware to
have at least some small amount of control over the large
endpoints. For those applications, the EZ-USB provides the
registers shown in Table 8-5.

Table 8-5. Registers that Control EP2,EP4,EP6 and EP8

8.6.2.1 EP2468STAT

The Endpoint Full and Endpoint Empty status bits (described
below, in section Section 8.6.2.3) are replicated here in
order to allow faster access by the firmware.

8.6.2.2 EP2ISOINPKTS, EP4ISOINPKTS,

EP6ISOINPKTS, EP8ISOINPKTS

These registers only apply to ISOCHRONOUS IN endpoints.
Refer to the EPxISOINPKTS register descriptions in the
Registers chapter on page 211 for details.

FX2LP has the capability of sending a zero-length packet
(ZLP) when the host issues an IN token to an isochronous
IN endpoint and the SIE does not have any data available.

These registers do not affect full-speed (12 Mbps) operation;
full-speed isochronous transfers are always fixed at one
packet per frame.

8.6.2.3 EP2CS, EP4CS, EP6CS, EP8CS

Because the four large EZ-USB endpoints offer double, tri-
ple or quad buffering, a single Busy bit is not sufficient to
convey the state of these endpoint buffers. Therefore, these
endpoints have multiple bits (NPAK, FULL, EMPTY) that can
be inspected in order to determine the state of the endpoint
buffers.

Note Multiple-buffered endpoint data must be read or written

Address Name Function only at the buffer addresses given in Table 8-3 on page 89.
SFR OxAA | EP2468STAT EP2, 4, 6, 8 empty/full The EZ-USB automatically switches the multiple buffers in
OxE648 INPKTEND force end of IN packet and out of the single addressable buffer space.
0xE649 OUTPKTEND Is:c;))lo'\:comkmit an OfUT packet- f NPAK[ZO] (EP2, EPG) and NPAK[1 0] (EP4, EP8)
OXE640 EP2ISOINPKTS packets per frame or microf-

* rame NPAK values have different interpretations for IN and OUT
OXE6A3 EP2CS npak, full, empty, stall endpoints:
0xE690 EP2BCH byte count (H) m  OUT Endpoints. NPAK indicates the number of packets
0xE691 EP2BCL byte count (L) received over USB and ready for the firmware to read.
OXEBA1 EP4ISOINPKTS ISO IN packets per frame or microf- m IN Endpoints. NPAK indicates the number of IN packets

rame committed to USB (i.e., loaded and armed for USB

OxE6A4 EP4CS npak, full, empty, stall transfer), and thus unavailable to the firmware.

OxEG94 | EPABCH byte count (H) The NPAK fields differ in size to account for the depth of

OxE695 EP4BCL byte count (L) buffering available to the endpoints. Only double buffering is

0xE642 EPGISOINPKTS ISO IN packets per frame/microframe available for EP4 and EP8 (two NPAK bits), and up to quad

OXE6A5 EP6CS npak, full, empty, stall buffering is available for EP2 and EP6 (three NPAK bits).

0xE698 EP6BCH byte count (H) FULL

OxE699 EP6BCL byte count (L)

OxE643 EPSISOINPKTS ISO IN packets per frame/microframe While FULL and EMPTY apply to transfers in both direc-

OXEBAB EPSCS npak, full, empty, stall tions, ‘FULL’ is more useful for IN transfers. Itfrfms the same
meaning as ‘Busy’, but applies to multiple-buffered IN end-

0xE69C EP8BCH byt t(H

* yte count (H) points. FULL=1 means that all buffers are committed to
OxE69D EP8BCL byte count (L) USB, and none are available for firmware access.

For IN transfers, FULL=1 means that all buffers are commit-
ted to USB, so firmware should not load the endpoint buffer
with any more data. When FULL=1, NPAK holds 2, 3, or 4
92 EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

Exhibit 2031 - Page 92 of 402



depending on the buffering depth (double, triple or quad).
This indicates that all buffers are in use by the USB transfer
logic. As soon as one buffer becomes available, FULL is
cleared to ‘0’ and NPAK is decremented by one, indicating
that all but one of the buffers are committed to USB (i.e.,
one is available for firmware access). As IN buffers are
transferred over USB, NPAK decrements to indicate the
number still pending, until all are sent and NPAK=0.

EMPTY

While FULL and EMPTY apply to transfers in both direc-
tions, EMPTY is more useful for OUT transfers. EMPTY=1
means that the buffers are empty; all received packets (2, 3,
or 4, depending on the buffering depth) have been serviced.

STALL

Firmware sets STALL=1 to instruct the EZ-USB to return the
Stall PID (instead of ACK or NAK) in response to an IN or
OUT transfer. The EZ-USB continues to respond to IN or
OUT transfers with the Stall PID until the firmware clears this
bit.

8.6.2.4 EP2BCH:L, EP4BCH:L, EP6BCH:L,

EP8BCH:L

Endpoints EP2 and EP6 have 11-bit byte count registers to
account for their maximum buffer sizes of 1024 bytes. End-
points EP4 and EP8 have 10-bit byte count registers to
account for their maximum buffer sizes of 512 bytes.

The byte count registers function similarly to the EPO and
EP1 byte count registers:

m  For an IN transfer, the firmware loads the byte count reg-
isters to arm the endpoint (if EPxBCH must be loaded, it
should be loaded first, since the endpoint is armed when
EPxBCL is loaded).

m  For an OUT transfer, the firmware reads the byte count
registers to determine the number of bytes in the buffer,
then writes any value to the low byte count register to re-
arm the endpoint. See the ‘Skip’ section, below, for fur-
ther details.

SKIP

Normally, the CPU interface and outside-logic interface to
the endpoint FIFOs are independent, with separate sets of
control bits for each interface. The AUTOOUT mode and the
SKIP bit implement an ‘overlap’ between these two
domains. A brief introduction to the AUTOOUT mode is
given below; full details appear in the Slave FIFOs chapter
on page 99

When outside logic is connected to the interface FIFOs, the
normal data flow is for the EZ-USB to commit OUT data
packets to the outside interface FIFO as they become avail-
able. This ensures an uninterrupted flow of OUT data from
the host to the outside world, and preserves the high band-
width required by the high-speed mode.

Access to Endpoint Buffers

In some cases, it may be desirable to insert a ‘hook’ into this
data flow, so that — rather than the EZ-USB automatically
committing the packets to the outside interface as they are
received over USB — firmware receives an interrupt for every
received OUT packet, then has the option either to commit
the packet to the outside interface (the output FIFO), or to
discard it. The firmware might, for example, inspect a packet
header to make this skip/commit decision.

To enable this ‘hook’, the AUTOOUT bit is cleared to ‘0. If
AUTOOUT = 0 and an OUT endpoint is re-armed by writing
to its low byte-count register, the actual value written to the
register becomes significant:

m If the SKIP bit (bit 7 of each EPxBCL register) is cleared
to ‘0’, the packet is committed to the output FIFO and
thereby made available to the FIFO’s master (either
external logic or the internal GPIF).

m If the SKIP bit is set to ‘1°, the just-received OUT packet
is not committed to the output FIFO for transfer to the
external logic; instead, the packet is ignored, its buffer is
immediately made available for the next OUT packet,
and the output FIFO (and external logic) never even
‘knows’ that it arrived.

Note The AUTOOUT bit appears in bit 4 of the Endpoint
FIFO Configuration Registers EP2FIFOCFG, EP4FIFOCFG,
EP6FIFOCFG and EP8FIFOCFG.

8.6.3 Registers That Control All

Endpoints

Table 8-6. Registers That Control All Endpoints

Addres

5 Name Description

0xE658 | IBNIE IN-BULK-NAK individual interrupt enables

0xE659 | IBNIRQ IN-BULK-NAK individual interrupt requests
OxE65A | NAKIE PING plus combined IBN-interrupt enable

0xE65B | NAKIRQ PING plus combined IBN-interrupt request

SUTOK, SUDAV, EP0-ACK, SOF interrupt
enables

SUTOK, SUDAV, EP0-ACK, and SOF inter-
rupt requests

0xE65C | USBIE

0xE65D | USBIRQ

OxE65E | EPIE Endpoint interrupt enables

OxE65F | EPIRQ Endpoint interrupt requests

0xE662 | USBERRIE USB error interrupt enables

0xE663 | USBERRIE USB error interrupt requests

0xE664 | ERRCNTLIM USB error counter and limit

0xE665 | CLRERRCNT Clear error count

0xE683 | TOGCTL Endpoint data toggles

8.6.3.1 IBNIE, IBNIRQ, NAKIE, NAKIRQ

These registers contain the interrupt-enable and interrupt-
request bits for two endpoint conditions: IN-BULK-NAK and
PING.
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IN-BULK-NAK

When the host requests an IN packet from an EZ-USB
BULK endpoint, the endpoint NAKs (returns the NAK PID)
until the endpoint buffer is filled with data and armed for
transfer, at which point the EZ-USB answers the IN request
with data.

Until the endpoint is armed, a flood of IN-NAKs can tie up
bus bandwidth. Therefore, if the IN endpoints are not always
kept full and armed, it may be useful to know when the host
is ‘knocking at the door’, requesting IN data.

The IN-BULK-NAK (IBN) interrupt provides this notification.
The IBN interrupt fires whenever a Bulk endpoint NAKs an
IN request. The IBNIE/IBNIRQ registers contain individual
enable and request bits per endpoint, and the NAKIE/
NAKIRQ registers each contain a single bit, IBN, that is the
OR’d combination of the individual bits in IBNIE/IBNIRQ,
respectively.

Firmware enables an interrupt by setting the enable bit high,
and clears an interrupt request bit by writing a ‘1’ to it.

Note The EZ-USB interrupt system is described in detail in
the Interrupts chapter on page 59

The IBNIE register contains an individual interrupt-enable bit
for each endpoint: EPO, EP1, EP2, EP4, EP6, and EPS8.
These bits are valid only if the endpoint is configured as a
Bulk or Interrupt endpoint. The IBNIRQ register similarly
contains individual interrupt request bits for the six end-
points.

The IBN interrupt-service routine should take the following
actions, in this order:

1. Clear the USB (INT2) interrupt request (by writing ‘0’ to
it).

2. Inspect the endpoint bits in IBNIRQ to determine which
IN endpoint just NAK’d.

3. Take the required action (set a flag, arm the endpoint,
etc.), then clear the individual IBN bit in IBNIRQ for the
serviced endpoint (by writing ‘1’ to it).

4. Repeat steps (2) and (3) for any other endpoints that
require IBN service, until all IRQ bits are cleared.

5. Clear the IBN bit in the NAKIRQ register (by writing ‘1’ to
it).

Note Because the IBN bit represents the OR’d combination
of the individual IBN interrupt requests, it does not ‘fire’
again until all individual IBN interrupt requests have been
serviced and cleared.

PING

PING is the ‘flip side’ of IBN; it is used for high-speed (480
Mbps) Bulk OUT transfers. Thus, PING is only applicable to
the FX2LP.

When operating at full speed, every host OUT transfer con-
sists of the OUT PID and the endpoint data, even if the end-

point is NAKing (not ready). While the endpoint is not ready,
the host repeatedly sends all the OUT data; if it is repeatedly
NAK’d, bus bandwidth is wasted.

USB 2.0 introduced a new mechanism, called PING, that
makes better use of bus bandwidth for ‘unready’ Bulk OUT
endpoints.

At high speed, the host can ‘ping’ a Bulk OUT endpoint to
determine if it is ready to accept data, holding off the OUT
data transfer until it can actually be accepted. The host
sends a PING token, and the FX2LP responds with:

m  An ACK to indicate that there is space in the OUT end-
point buffer

m A NAK to indicate ‘not ready, try later’.

The PING interrupts indicate that an FX2LP Bulk OUT end-
point returned a NAK in response to a PING.

Note PING only applies at high speed (480 Mbps).

Unlike the IBN bits, which are combined into a single IBN
interrupt for all endpoints, each Bulk OUT endpoint has a
separate PING interrupt (EPOPING, EP1PING, EP2PING,
..., EP8PING). Interrupt-enables for the individual interrupts
are in the NAKIE register; the interrupt-requests are in the
NAKIRQ register.

The interrupt service routine for the PING interrupts should
perform the following steps, in the order shown:

1. Clear the INT2 interrupt request.
2. Take the action for the requesting endpoint.
3. Clear the appropriate EPxPING bit for the endpoint.

8.6.3.2 EPIE, EPIRQ

These registers are used to manage interrupts from the EZ-
USB endpoints. In general, an interrupt request is asserted
whenever the following occurs:

m  An IN endpoint buffer becomes available for the CPU to
load.

m  An OUT endpoint has new data for the CPU to read.

For the small endpoints (EPO and EP1IN/OUT), these condi-
tions are synonymous with the endpoint Busy bit making a
1-to-0 transition (busy to not-busy). As with all EZ-USB inter-
rupts, this one is enabled by writing a ‘1’ to its enable bit, and
the interrupt flag is cleared by writing a ‘1’ to it.

Note Do not attempt to clear an IRQ bit by reading the IRQ
register, OR’ing its contents with a bit mask (for example,
00010000), then writing the contents back to the register.
Since a ‘1’ clears an IRQ bit, this clears all the asserted IRQ
bits rather than just the desired one. Instead, simply write a
single ‘1’ (for example, 00010000) to the register.

USBERRIE, USBERRIRQ,
ERRCNTLIM, CLRERRCNT

These registers are used to monitor the ‘health’ of the USB
connection between the EZ-USB and the host.

8.6.3.3
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USBERRIE

This register contains the interrupt-enable bits for the ‘Isoch-
ronous Endpoint Error’ interrupts and the ‘USB Error Limit’
interrupt.

An ‘Isochronous Endpoint Error’ occurs when the FX2LP
detects a PID sequencing error for a high-bandwidth, high-
speed ISO endpoint.

USBERRIRQ

This register contains the interrupt flags for the ‘Isochronous
Endpoint Error’ interrupts and the ‘USB Error Limit’ interrupt.

ERRCNTLIM

EZ-USB firmware sets the USB error limit to any value from
1 to 15 by writing that value to the lower nibble of this regis-
ter; when that many USB errors (CRC errors, Invalid PIDs,
garbled packets, etc.) have occurred, the ‘USB Error Limit’
interrupt flag is set. At power-on-reset, the error limit
defaults to 4 (0100 binary).

The upper nibble of this register contains the current USB
error count.

CLRERRCNT

Writing any value to this register clears the error count in the
upper nibble of ERRCNTLIM. The lower nibble of
ERRCNTLIM is not affected.

Access to Endpoint Buffers

which is toggled between data packet transfers. There are
certain times when the firmware must reset an endpoint’s
data toggle bit to ‘0’

m After a configuration changes (for example, after the
host issues a Set Configuration request).

m After an interface’s alternate setting changes (i.e., after
the host issues a Set Interface request).

m After the host sends a ‘Clear Feature - Endpoint Stall’
request to an endpoint.

For the first two, the firmware must clear the data toggle bits
for all endpoints contained in the affected interfaces. For the
third, only one endpoint’s data toggle bit is cleared.

The TOGCTL register contains bits to set or clear an end-
point data toggle bit, as well as to read the current state of a
toggle bit.

At this writing, there is no known reason for firmware to set
an endpoint toggle to ‘1°. Also, since the EZ-USB handles all
data toggle management, normally there is no reason to
know the state of a data toggle. These capabilities are
included in the TOGCTL register for completeness and
debug purposes.

A two-step process is employed to clear an endpoint data
toggle bit to ‘0’. First, writes the TOGCTL register with an
endpoint address (EP3:EPO) plus a direction bit (I/O). Then,
keeping the endpoint and direction bits the same, write a ‘1’
to the ‘R’ (reset) bit. For example, to clear the data toggle for
EP6 configured as an ‘IN’ endpoint, write the following val-

8.6.3.4 TOGCTL ues sequentially to TOGCTL:
m 00010110
As described in the Introducing EZ-USB® chapter on
page 13 the host and device maintain a data toggle bit, = 00110110
TOGCTL Data Toggle Control E683
b7 b6 b5 b4 b3 b2 b1 b0
Q S R 110 EP3 EP2 EP1 EPO
R R/W R/W RIW R/W RIW R/W R/W
X X X X X X X X

8.7 The Setup Data Pointer

The USB host sends device requests using Control trans-
fers over endpoint 0. Some requests require the EZ-USB to
return data over EPO. During enumeration, for example, the
host issues Get Descriptor requests that ask for the device’s
capabilities and requirements. The returned data can span
many packets, so it must be partitioned into packet-sized
blocks, then the blocks must be sent at the appropriate
times (for example, when the EPO buffer becomes ready).

The Setup Data Pointer automates this process of returning
IN data over EPO, simplifying the firmware.

Note For the Setup Data Pointer to work properly, EP0O’s
MaxPacketSize must be set to 64, and the address of
SUDPTRH:L must be word-aligned (for example, the LSB of
SUDPTRL must be ‘0).
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Table 8-7 lists the registers which configure the Setup Data
Pointer.

Table 8-7. Registers Used To Control the Setup Data

Pointer
Address Register Name Function
0xE6B3 SUDPTRH High address
0xE6B4 SUDPTRL Low address
0xE6B5 SUDPTRCTL SDPAUTO bit

To send a block of data, the block’s word-aligned starting
address is loaded into SUDPTRH:L. The block length must
previously have been set; the method for accomplishing this
depends on the state of the SDPAUTO bit:

m  SDPAUTO = 0 (Manual Mode): Used for general-pur-
pose block transfers. Firmware writes the block length to
EPOBCH:L.

m SDPAUTO =1 (Auto Mode): Used for sending Device,
Configuration, String, Device Qualifier, and Other Speed
Configuration descriptors only. The block length is auto-
matically read from the ‘length’ field of the descriptor
itself; no explicit loading of EPOBCH:L is necessary.

Writing to SUDPTRL starts the transfer; the EZ-USB auto-
matically sends the entire block, packetizing as necessary.

For example, to answer a Get Descriptor - Device request,
firmware sets SDPAUTO = 1, then loads the address of the
device descriptor into SUDPTRH:L. The EZ-USB then auto-
matically loads the EPO data buffer with the required number
of packets and transfers them to the host.

To command the EZ-USB to ACK the status (handshake)
packet, the firmware clears the HSNAK bit (by writing ‘1’ to
it) before starting the Setup Data Pointer transfer.

If the firmware needs to know when the transaction is com-
plete (for example, sent and acknowledged), it can enable
the EPOACK interrupt before starting the Setup Data Pointer
transfer.

Note When SDPAUTO = 0, writing to EPOBCH:L only sets
the block length; it does not arm the transfer (the transfer is
armed by writing to SUDPTRL). Therefore, before perform-
ing an EPO transfer which does not use the Setup Data
Pointer (i.e., one which is meant to be armed by writing to
EPOBCL), SDPAUTO must be set to ‘1'.

8.7.1 Transfer Length

When the host makes any EPOIN request, the EZ-USB
respects the following two length fields:

m the requested number of bytes (from the last two bytes
of the SETUP packet received from the host)

m the available number of bytes, supplied either as a
length field in the actual descriptor (SDPAUTO = 1) orin
EPOBCH:L (SDPAUTO = 0)

In accordance with the USB Specification, the EZ-USB
sends the smaller of these two length fields.

8.7.2

The Setup Data Pointer can access data in either of two
RAM spaces:

m  On-chip Main RAM (16 KB at 0x0000-0x3FFF)
m  On-chip Scratch RAM (512 bytes at 0OXEO00-OxE1FF)

Accessible Memory Spaces

Note The Setup Data Pointer cannot be used to access off-
chip memory at any address.

8.8 Autopointers

Endpoint data is available to the CPU in RAM buffers (see
Table 8-3 on page 89). In some cases, it is faster for the
firmware to access endpoint data as though it were in a
FIFO register. The EZ-USB provides two special data point-
ers, called ‘Autopointers’, that automatically increment after
each byte transfer. Using the Autopointers, firmware can
access contiguous blocks of on- or off-chip data memory as
a FIFO.

Each Autopointer is controlled by a 16-bit address register
(AUTOPTRnNH:L), a data register (XAUTODATN), and a con-
trol bit (APTRnINC). An additional control bit, APTREN,
enables both Autopointers.

A read from (or write to) an Autopointer data register actually
accesses the address pointed to by the corresponding Auto-
pointer address register, which increments on every data-
register access. To read or write a contiguous block of mem-
ory (for example, an endpoint buffer) using an Autopointer,
load the Autopointer’s address register with the starting
address of the block, then repeatedly read or write the Auto-
pointer’s data register.

The AUTOPTRnNH:.L registers may be written or read at any
time to determine the current Autopointer address.

Most of the Autopointer registers are in SFR Space for quick
access; the data registers are available only in External Data
space.

Table 8-8. Registers that control the Autopointers

Address Register Name Function

SFR OxAF | AUTOPTRSETUP | Increment/freeze, off-chip access enable

SFR 0x9A | AUTOPTR1H Address high

SFR 0x9B | AUTOPTR1L Address low

0xE67B XAUTODAT1 Data
SFR 0x9D | AUTOPTR2H Address high
SFR 0x9E | AUTOPTR2L Address low
OxEB7C XAUTODAT2 Data

The Autopointers are configured using three bits in the
AUTOPTRSETUP register: one bit (APTREN) enables both
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autopointers, and two bits (one for each Autopointer, called
APTR1INC and APTR2INC, respectively) control whether or
not the address increments for every Autodata access.

Enabling the Autopointers has one side effect: Any ‘code’
access (an instruction fetch, for instance) from addresses
0xE67B and OxE67C returns the AUTODATA values, rather
than the code-memory values at these two addresses. This
introduces a two-byte ‘hole’ in the code memory.

Note There is no 2-byte hole in the data memory at
0xE67B:E67C; the hole only appears in the program mem-

ory.
Note The Autopointers must not be used to read or write

registers in the OxE600 to OXEG6FF range; Autopointer
accesses within that range produce undefined results.
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9. Slave FIFOs
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PERFORM

9.1 Introduction

Although some EZ-USB-based devices may use the EZ-USB’s CPU to process USB data directly (See chapter “Access to
Endpoint Buffers” on page 87), most use the EZ-USB simply as a conduit between the USB and external data processing
logic (for example, an ASIC or DSP, or the IDE controller on a hard disk drive).

In devices with external data-processing logic, USB data flows between the host and that external logic — usually without any
participation by the EZ-USB’s CPU — through the EZ-USB’s internal ‘endpoint FIFOs’. To the external logic, these endpoint
FIFOs look like most others; they provide the usual timing signals, handshake lines (full, empty, programmable level), read
and write strobes, output enable, and others.

These FIFO signals must, of course, be controlled by a FIFO ‘master’. The EZ-USB’s General Programmable Interface
(GPIF) can act as an ‘internal’ master when the EZ-USB is connected to external logic which does not include a standard
FIFO interface (General Programmable Interface, on page 121 discusses the internal-master GPIF), or the FIFOs can be
controlled by an external master. While its FIFOs are controlled by an external master, the EZ-USB is said to be in ‘Slave
FIFO’ mode.

This chapter provides details on the interface — both hardware and software — between the EZ-USB’s slave FIFOs and an
‘external’ master.

9.2 Hardware

Figure 9-1 illustrates the four slave FIFOs. The figure shows the FIFOs operating in 16 bit mode, although they can also be
configured for 8-bit operation.

Figure 9-1. Slave FIFOs’ Role in the EZ-USB System

CPU Slave FIFOs Device Pins
FD[15:0]

30/48MHz

IFCLK 5 - 48MHz

where: x = y Y
2,4,6,0r8 FLAGA
Slave FIFOs FLAGB
WORDWIDE = 1 FLAGC >
EPXFIFOBUF . FLAGD / SLCS#
= EP2
&EPx-EF, FF, PF EP4 SLOE
~ EP6 SLRD
EPXBCH:L | EPS - SLWR
CPU <t >
f FIFOADR[1:0]
INPKTEND PKTEND
PORT | /O o
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Table 9-1 lists the registers associated with the slave FIFO
hardware. The registers are fully described in the
Registers chapter on page 211

Table 9-1. Registers Associated with Slave FIFO Hardware

Register Name
IFCONFIG EPXFIFOPFH/L
PINFLAGSAB PORTACFG
PINFLAGSCD INPKTEND
FIFORESET EPxFIFOIE
FIFOPINPOLAR EPXFIFOIRQ
EPXCFG EPXFIFOBCH:L
EPXFIFOCFG EPXFLAGS
EPXAUTOINLENH:L EPxFIFOBUF

9.2.1 Slave FIFO Pins

The EZ-USB comes out of reset with its 1/0 pins configured
in ‘Ports’ mode, not ‘Slave FIFO’ mode. To configure the
pins for Slave FIFO mode, the IFCFG[1:0] bits in the IFCON-
FIG register must be set to ‘11’ (see Table 13-10, “IFCFG
Selection of Port 1/0 Pin Functions,” on page 188 for
details). When IFCFG1:0 = 11, the Slave FIFO interface pins
are presented to the external master, as shown in

Figure 9-2. EZ-USB Slave Mode Full Featured Interface

Pins
- IFCLK -
FLAGA >
FLAGB >
FLAGC -

EZ-USB FLAGD / SLCS# EXT.
Slave SLOE Master
Mode L

< SLRD

» SLWR

< PKTEND

< FD[15:0] >
FIFOADR[1:0]

External logic accesses the FIFOs through an 8- or 16-bit
wide data bus, FD. The data bus is bidirectional, with its out-
put drivers controlled by the SLOE pin.

The FIFOADR[1:0] pins select which of the four FIFOs is

Figure 9-2. connected to the FD bus and is being controlled by the
external master.
In asynchronous mode (IFCONFIG.3 = 1), SLRD and SLWR
are read and write strobes; in synchronous mode
(IFCONFIG.3 = 0), SLRD and SLWR are enables for the
IFCLK clock pin.
Figure 9-3. Asynchronous vs. Synchronous Timing Models
IFCLK c
SLRD
SLWR \ 7 SLRD
SLWR \ /
Asynchronous
Synchronous
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9.2.2 FIFO Data Bus

The FIFO Data (FD) bus, FD[x:0], can be either 8- or 16-bits
wide. The width is selected via each FIFO’'s WORDWIDE
bit, (EPxFIFOCFG.0):

m  WORDWIDE = 0: 8-bit mode. FD[7:0] replaces Port B.
See Figure 9-4.

m WORDWIDE = 1: 16-bit mode. FD[15:8] replaces Port D
and FD[7:0] replaces Port B. See Figure 9-5. FD[7:0] is
the LSB of the word, and FD[15:8] is the MSB of the
word.

On a hard reset, the FIFO data bus defaults to 16-bit mode
(WORDWIDE = 1) for all FIFOs.

Slave FIFOs

In either mode, the FIFOADR[1:0] pins select which of the
four FIFOs is internally connected to the FD pins.

Note If all of the FIFOs are configured for 8-bit mode, Port D
remains available for use as general-purpose I/O. If any
FIFO is configured for 16-bit mode, Port D is unavailable for
use as general-purpose 1/O regardless of which FIFO is cur-
rently selected via the FIFOADR[1:0] pins.

Note In 16-bit mode, the EZ-USB only transfers even-sized
packets of data across the FD bus. This should be consid-
ered when the EZ-USB interfaces to host software that
sends or receives odd sized packets.

Figure 9-4. 8-bit Mode Slave FIFOs, WORDWIDE =0

EZ-USB Registers

SlaveFIFOs

30/48MHz

DevicePins

IFCLK
5 -48MHz

FIFOADR[1:0]

EP2FIFOBUF EP2
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EP8

EP4
E

FLAGA
FLAGB

| _FLAGC >
¢ELAGDISLCS7),

SLOE
SLRD

? SLWR
PKTEND

FD[7:0] >

Figure 9-5. 16-bit Mode Slave FIFOs, WORDWIDE = 1
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EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 101

Exhibit 2031 - Page 101 of 402



Slave FIFOs

9.23 Interface Clock

The slave FIFO interface can be clocked from either an
internal or an external source. The EZ-USB’s internal clock
source can be configured to run at either 30 or 48 MHz, and
it can optionally be output on the interface clock (IFCLK) pin.
If the EZ-USB is configured to use an external clock source,
the IFCLK pin can be driven at any frequency between 5
MHz and 48 MHz. On a hard reset, the EZ-USB defaults to
the internal source at 48 MHz, normal polarity, with the
IFCLK output disabled. See Figure 9-6.

IFCONFIG.7 selects between internal and external sources:
0 = external, 1 = internal. If an external IFCLK is chosen, it
must be free running at a minimum frequency of 5 MHz. In
addition, in order to provide synchronization for the internal
endpoint FIFO logic, the external IFCLK source must be
present before the firmware sets IFCONFIG.7 = 0.

IFCONFIG.6 selects between the 30- and 48-MHz internal
clock: 0 = 30 MHz, 1 = 48 MHz. This bit has no effect when
IFCONFIG.7 = 0.

IFCONFIG.5 is the output enable for the internal clock
source: 0 = disable, 1 = enable. This bit must not be set to ‘1’
when IFCONFIG.7 = 0.

IFCONFIG.4 inverts the polarity of the interface clock (either
internal or external): 0 = normal, 1 = inverted. IFCLK inver-
sion can make it easier to interface the EZ-USB with certain
external circuitry. When an internal IFCLK is used (IFCON-
FIG.7 = 1), IFCONFIG.4 only affects the IFCLK output polar-
ity if IFCONFIG.5 = 1. Figure 9-7 demonstrates the use of
IFCLK output inversion in order to ensure a long enough
setup time (t5) for reading the EZ-USB’s FIFO flags.

Note When IFCLK is configured as an input, the minimum
external frequency that can be applied to it is 5 MHz. This
clock must be applied prior to initialization of the GPIF; only
interruptions of it lower the overall frequency, causing viola-
tions of the minimum frequency requirement.

Figure 9-6. IFCLK Configuration

IFCFG.6
IFCFG.4 IFCFG.5
30 MHz 0 ’\1
48 MHz 1 [ (1) ‘
IFCLK
IFCFG.7 Pin
IFCFG.4
Internal ]
FOLK <—7 0 | <}
Signal 1 %
Figure 9-7. Satisfying Setup Timing by Inverting the IFCLK Output
Internal IFCLK Signal /4 m
Inverted IFCLK Output ‘ ﬁ
FIFO Flag
Ez-UusB | % | Master
Asserts Samples
Flag -t Flag
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9.24 FIFO Flag Pins (FLAGA, FLAGB,

FLAGC, FLAGD)

Four pins — FLAGA, FLAGB, FLAGC, and FLAGD (see
Figure 9-7) — report the status of the EZ-USB’s FIFOs; in
addition to the usual ‘FIFO full’ and ‘FIFO empty’ signals,
there is also a signal which indicates that a FIFO has filled to
a user-programmable level. The external master typically
monitors the ‘empty’ flag (EF) of OUT endpoints and the full
(FF) flag of IN endpoints; the programmable level flag (PF)
is equally useful for either type of endpoint (it can, for
instance, give advance warning that an OUT endpoint is
almost empty or that an IN endpoint is almost full).

The FLAGA, FLAGB, and FLAGC pins can operate in either
of two modes: Indexed or Fixed, as selected via the PIN-
FLAGSAB and PINFLAGSCD registers. The FLAGD pin
operates in Fixed mode only. FLAGA-FLAGC pins can be
configured independently; some pins can be in Fixed mode
while others are in Indexed mode. See the PINFLAGSAB
and PINFLAGSCD register descriptions in the
Registers chapter on page 211 for complete details.

Flag pins configured for Indexed mode report the status of
the FIFO currently selected by the FIFOADR[1:0] pins.
When configured for Indexed mode, FLAGA reports the pro-
grammable level status, FLAGB reports the ‘full’ status, and
FLAGC reports the ‘empty’ status.

Flag pins configured for Fixed mode report one of the three
conditions for a specific FIFO, regardless of the state of the
FIFOADR[1:0] pins. The condition and FIFO are user-
selectable. For example, FLAGA could be configured to
report FIFO2's ‘empty’ status, FLAGB to report FIFO4’s
‘empty’ status, FLAGC to report FIFO4’s ‘programmable
level’ status, and FLAGD to report FIFO6’s ‘full’ status.

The polarity of the ‘empty’ and ‘full’ flag pins defaults to
active-low but may be inverted via the FIFOPINPOLAR reg-
ister.

On a hard reset, the FIFO flags are configured for Indexed
operation.

Slave FIFOs

Figure 9-8. FLAGx Pins
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9.2.5 Control Pins (SLOE, SLRD,

SLWR, PKTEND, FIFOADRI1:0])

The Slave FIFO ‘control’ pins are SLOE (Slave Output
Enable), SLRD (Slave Read), SLWR (Slave Write),
PKTEND (Packet End), and FIFOADR[1:0] (FIFO Select).
‘Read’ and ‘Write’ are from the external master’'s point of
view; the external master reads from OUT endpoints and
writes to IN endpoints. See Figure 9-9 on page 104.

Slave Output Enable and Slave Read — SLOE and
SLRD:

In synchronous mode (IFCONFIG.3 = 0), the FIFO pointer is
incremented on each rising edge of IFCLK while SLRD is
asserted. In asynchronous mode (IFCONFIG.3 = 1), the
FIFO pointer is incremented on each asserted-to-deas-
serted transition of SLRD.

The SLOE pin enables the FD outputs. In synchronous
mode, when SLOE is asserted, this causes the FD bus to be
driven with the data that the FIFO pointer is currently point-
ing to. The data is pre-fetched and is output only when
SLOE is asserted. In asynchronous mode, the data is not
pre-fetched, and SLRD must be asserted when SLOE is
asserted for the FD bus to be driven with the data that the
FIFO pointer is currently pointing to. SLOE has no other
function besides enabling the FD bus to be in a driven state.

By default, SLOE and SLRD are active-low; their polarities
can be changed via the FIFOPINPOLAR register.
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Slave Write — SLWR

In synchronous mode (IFCONFIG.3 = 0), data on the FD bus
is written to the FIFO (and the FIFO pointer is incremented)
on each rising edge of IFCLK while SLWR is asserted. In
asynchronous mode (IFCONFIG.3 = 1), data on the FD bus
is written to the FIFO (and the FIFO pointer is incremented)
on each asserted-to-deasserted transition of SLWR.

By default, SLWR is active-low; its polarity can be changed
via the FIFOPINPOLAR register.

FIFOADR[1:0]:

The FIFOADR[1:0] pins select which of the four FIFOs is
connected to the FD bus (and, if the FIFO flags are operat-
ing in Indexed mode, they select which FIFO'’s flags are pre-
sented on the FLAGXx pins):

Table 9-2. FIFO Selection via FIFOADR[1:0]

FIFOADRI[1:0] Selected FIFO
00 EP2
01 EP4
10 EP6
11 EP8
PKTEND

An external master asserts the PKTEND pin to commit an IN
packet to USB regardless of the packet’s length. PKTEND is
usually used when the master wishes to send a ‘short’
packet (for example, a packet smaller than the size specified
in the EPXAUTOINLENH:L registers).

For example: Assume that EP4AAUTOINLENH:L is set to the
default of 512 bytes. If AUTOIN = 1, the external master can
stream data to FIFO4 continuously, and (absent any bottle-
necks in the data path) the EZ-USB automatically commits a
packet to USB whenever the FIFO fills with 512 bytes. If the
master wants to send a stream of data whose length is not a
multiple of 512, the last packet is not be automatically com-
mitted to USB because it is smaller than 512 bytes. To com-
mit that last packet, the master can do one of two things: It
can pad the packet with dummy data in order to make it
exactly 512 bytes long, or it can write the short packet to the
FIFO, then pulse the PKTEND pin.

If the FIFO is configured to allow zero-length packets
(EPXFIFOCFG.2 = 1), pulsing the PKTEND pin when a FIFO
buffer is available commits a zero-length packet.

By default, PKTEND is active-low; its polarity can be
changed via the FIFOPINPOLAR register.

Note The PKTEND pin must not be asserted unless a
buffer is available, even if only a zero-length packet is being
committed. The ‘full’ flag may be used to determine whether
a buffer is available.

Note In synchronous mode, there is no specific timing
requirement for PKTEND assertion with respect to SLWR

assertion. PKTEND can be asserted anytime. In asynchro-
nous mode, SLWR and PKTEND should not be pulsed at
the same time. PKTEND should be asserted after SLWR
has been deasserted for the minimum deasserted pulse
width. In both modes, FIFOADR[1:0] should be held con-
stant during the PKTEND pin assertion.

Figure 9-9. Slave FIFO Control Pins

EZ-USB Registers Slave FIFOs Device Pins

30/48MHz

IFCLK

<

5 - 48MHz

FIFOADRJ1:0]

FLAGA
FLAGB
FLAGC

EP2FIFOBUF EP2 >
<FLAGD/SLCS#>

EP4FIFOBUF EP4
EpsriFoBUF € EP6
EP8FIFOBUF EP8

SLOE
SLRD

? SLWR
PKTEND

FD[15:0] >

9.2.6 Slave FIFO Chip Select

The Slave FIFO Chip Select (SLCS#) pin is an alternate
function of pin PA7; it is enabled via the PORTACFG.6 bit
(see section 13.4.1 Port A Alternate Functions on
page 185).

The SLCS# pin allows external logic to effectively remove
the EZ-USB from the FIFO Data bus, in order to, for exam-
ple, share that bus among multiple slave devices. For appli-
cations that do not need to share the FD bus among multiple
slave devices, the SLCS# pin can be tied to GND to perma-
nently select the EZ-USB slave FIFO interface. This configu-
ration is assumed for the interface and timing examples that
follow.

While the SLCS# pin is pulled high by external logic, the EZ-
USB floats its FD[x:0] pins and ignores the SLOE, SLRD,
SLWR, and PKTEND pins.
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9.2.7 Implementing Synchronous Slave

FIFO Writes
Figure 9-10. Interface Pins: Synchronous FIFO Writes

«— — FCLK_ | 5.48MHz
__ FIFOADR[1:0]
FLAGB FULL »
> SLWR
EZ-USB |+« EXT.
Slave PKTEND Master
Mode P FD[15:0]

In order to implement synchronous FIFO writes, a typical
sequence of events for the external master is:

IDLE: When a write event occurs, transition to State 1.

STATE 1: Point to IN FIFO, assert FIFOADR[1:0] (setup
time must be met with respect to the rising edge of IFCLK),
transition to State 2.

STATE 2: If FIFO-Full flag is false (FIFO not full), transition
to State 3 else remain in State 2.

STATE 3: Drive data on the bus, assert SLWR (setup and
hold times must be met with respect to the rising edge of
IFCLK), deassert SLWR. Transition to State 4.

Slave FIFOs

STATE 4: If more data to write, transition to State 2 else tran-
sition to IDLE.

Figure 9-11. State Machine: Synchronous FIFO Writes

Figures 9-12 to 9-14 show timing examples of an external
master performing synchronous FIFO writes to EP8. These
examples assume that EP8 is configured as IN, Bulk, 512
bytes buffer size, 2x buffered, WORDWIDE = 1, AUTOIN =
1, EPSAUTOINLENH:L = 512. With AUTOIN = 1, and
EPSBAUTOINLENH:L = 512, this causes data packets to be
automatically committed to USB whenever the master fills
the FIFO with 512 bytes (or 256 words since WORDWIDE =

1).
In Figure 9-12, the external master selects EP8 by setting
FIFOADR[1:0] to ‘11’ and once it writes the first data value

over the FD bus, FLAGC - EMPTY exhibits a ‘not-empty’
condition.

Figure 9-12. Timing Example: Synchronous FIFO Writes, Waveform 1

LA L]

IFCLK |

L4 L1 LA |

FIFOADRO
_ L

FIFOADR1 : ‘x

FLAGB-FULL  Miaster Selects EPS EP8 Not Empty
FLAGC - EMPTY :
SLWR:
FD[15:O]: z | N I N+1
PKTEND:
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Figure 9-13. Timing Example: Synchronous FIFO Writes, Waveform 2

.

IFCLK |

LA L1 LA |

FIFOADRO

FIFOADR1 : C(;r?:;n’\sugkt
FLAGB-FULL AUTOIN=1
FLAGC - EMPTY :
SLWR: |
FD[15:0]: 510 [ °" [ 52
PKTEND

In Figure 9-13, once the external master writes the 512th
word into the EP8 FIFO, the second 512-byte packet is auto-
matically committed to USB. The first 512-byte packet was
automatically committed to USB when the external master
wrote the 256th word into the EP8 FIFO.

Figure 9-14 shows the fourth packet in the EP8 FIFO being
manually committed by pulsing PKTEND. There is no spe-
cific timing requirement for PKTEND assertion with respect
to SLWR assertion. Hence, PKTEND is asserted the same
time the 816th word is written into EP8. This causes the
short packet to be committed, which contains 48 words (or

96 bytes). The fourth packet would have been automatically
committed if the external master finished writing the 1024th
word.

Once the fourth packet has been committed, FLAGB - FULL
is asserted, indicating that no more FIFO buffers are avail-
able for the external master to write into. A buffer becomes
available once the host has read an entire packet.

Note FIFOADR[1:0] must be held constant during the
PKTEND assertion.

Figure 9-14. Timing Example: Synchronous FIFO Writes, Waveform 3, PKTEND Pin lllustrated

LA |

IFCLK

LA L) L4 |

FIFOADR1

FIFOADRO

FLAGB - FULL

FLAGC - EMPTY

d

_— Data Not
SLWR_ Written
FD[']S:O]_ 815 | / 816 I N
PKTEND o
Master Manually
Commits Short Pkt
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9.2.8 Implementing Synchronous Slave
FIFO Reads
Figure 9-15. Interface Pins: Synchronous FIFO Reads
l«— — FCLK_ | 5.48MHz
__ FIFOADR[1:0]
FLAGB FULL
FLAGC EMPTY
- SLOE
EzZz-USB [+« EXT.
Slave SLRD Master
Mode FD[15:0]

In order to implement synchronous FIFO reads, a typical
sequence of events for the external master is:

IDLE. When a read event occurs, transition to State 1.

STATE 1: Point to OUT FIFO, assert FIFOADR[1:0] (setup
time must be met with respect to the rising edge of IFCLK),
transition to State 2.

STATE 2: Assert SLOE. If FIFO-Empty flag is false (FIFO
not empty), transition to State 3 else remain in State 2.

STATE 3: Sample data on the bus, assert SLRD (setup and
hold times must be met with respect to the rising edge of
IFCLK), deassert SLRD. Deassert SLOE, transition to State
4.

Slave FIFOs

Note Since SLOE has no other function than to enable the
FD outputs, it is also correct to tie the SLRD and SLOE sig-
nals together.

STATE 4: If more data to read, transition to State 2 else tran-
sition to IDLE.

Figure 9-16. State Machine: Synchronous FIFO Reads

Launch

State 4

State 1

Figures 9-17 and 9-18 show timing examples of an external
master performing synchronous FIFO reads from EP2.
These examples assume that EP2 is configured as OUT,
Bulk, 512 bytes buffer size, 2x buffered, WORDWIDE = 0,
AUTOOUT =1.

In Figure 9-17, the external master selects EP2 by setting
FIFOADR([1:0] to 00. It asserts SLOE to turn on the FD out-
put drivers, samples the first byte in the FIFO, and then
pulses SLRD to increment the FIFO pointer.

Figure 9-17. Timing: Synchronous FIFO Reads, Waveform 1

IFCLK | | ﬂ |

A

LA LA LA |

FIFOADRO
FIFOADR1 \
_ A
FLAGB - FULL Selects EP2
- Asserts SLOE then _
FLAGC - EMPTY Reads First Byte Increments to Next
— in FIFO Byte in FIFO
SLOE | /. /.
SLRD
N+1

FDI7:0] 2 I N I
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Figure 9-18. Timing Example: Synchronous FIFO Reads, Waveform 2, EMPTY Flag lllustrated

IFCLK: |

LA LA

LA LA LA |

FIFOADRO

FIFOADR1

FLAGB- FULL

EP2 Empty

FLAGC - EMPTY

Reads 1023 Byte

SLOE . in FIFO

|

Reads Last Byte
in FIFO

—

s L LI

FD[7:0] 1023 [

1024 | | z

Figure 9-18 shows FLAGC - EMPTY assert after the master
reads the 1024th (last) byte in the FIFO. This assumes that
the host has only sent 1024 bytes to EP2.

9.2.9 Implementing Asynchronous Slave

FIFO Writes
Figure 9-19. Interface Pins: Asynchronous FIFO Writes

___ _FIFOADRI[1:0]
FLAGB FULL -
- SLWR
EZ-USB [ FD[15:0] EXT.
Slave . PKTEND Master
Mode

In order to implement asynchronous FIFO writes, a typical
sequence of events for the external master is:

IDLE. When a write event occurs, transition to State 1.

STATE 1: Point to IN FIFO, assert FIFOADR[1:0] (setup time
must be met with respect to the asserting edge of SLWR),
transition to State 2.

STATE 2: If FIFO-Full flag is false (FIFO not full), transition
to State 3 else remain in State 2.

STATE 3: Drive data on the bus (setup time must be met
with respect to the deasserting edge of SLWR), write data to
the FIFO and increment the FIFO pointer by asserting then
deasserting SLWR, transition to State 4.

STATE 4: If more data to write, transition to State 2 else tran-
sition to IDLE.

Figure 9-20. State Machine: Asynchronous FIFO Writes

Launch

State 1 State 4
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Figure 9-21. Timing: Asynchronous FIFO Writes

IFCLK

FIFOADRO

FIFOADR1

FLAGB - FULL

FLAGC - EMPTY

SLWR

| N | N+1

FD[15:0] z

PKTEND

Figure 9-21 shows a timing example of asynchronous FIFO
writes to EP8. The external master selects EP8 by setting
FIFOADR[1:0] to 11. Once it writes the first data value over
the FD bus, FLAGC - EMPTY exhibits a ‘not empty’ condi-
tion.

9.2.10 Implementing Asynchronous Slave

FIFO Reads
Figure 9-22. Interface Pins: Asynchronous FIFO Reads

FIFOADR[1:0]
FLAGB FULL >
EMPTY .
FLAGC >

< SLOE
EZ-USB | SRD EXT.

Slave FD[15:0] »| Master

Mode g

In order to implement asynchronous FIFO reads, a typical
sequence of events for the external master is:

IDLE: When a read event occurs, transition to State 1.

STATE 1: Point to OUT FIFO, assert FIFOADR[1:0] (setup
time must be met with respect to the asserting edge of
SLRD), transition to State 2.

STATE 2: If Empty flag is false (FIFO not empty), transition
to State 3 else remain in State 2.

STATE 3: Assert SLOE, assert SLRD, sample data on the
bus, deassert SLRD (increment FIFO pointer), deassert
SLOE, transition to State 4.

Note Since SLOE has no other function than to enable the
FD outputs, it is also correct to tie the SLRD and SLOE sig-
nals together.

STATE 4: If more data to read, transition to State 2 else tran-
sition to IDLE.

Figure 9-23. State Machine: Asynchronous FIFO Reads.

Empty
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Figure 9-24. Timing: Asynchronous FIFO Reads

IFCLK

FIFOADRO:

FIFOADR1:

FLAGB - FULL

FLAGC - EMPTY

SLOE: |

SLRD: I

FD[15:O]: z |

111

Figure 9-24 shows a timing example of asynchronous FIFO
reads from EP2. The external master selects EP2 by setting
FIFOADR[1:0] to 00, and strobes SLOE/SLRD to sample
data on the FD bus.

9.3

This section describes the interface between EZ-USB firm-
ware and the FIFOs. More information is available in the
Access to Endpoint Buffers chapter on page 87.

Firmware

Table 9-3. Registers Associated with Slave FIFO Firmware

Autopointer mechanism built into the EZ-USB (see section
Autopointers on page 96).

Additionally, there are a number of FIFO control and status
registers: Byte Count registers indicate the number of bytes
in each FIFO; flag bits indicate FIFO fullness, mode bits con-
trol the various FIFO modes, etc.

This chapter focuses on the registers and bits which are
specific to slave-FIFO operation; for a more detailed
description of all the FIFO registers, see the chapters
Access to Endpoint Buffers, on page 87 and Registers, on
page 211

Register Name Note Setting the REVCTL bits enables features that are not
required by every application. So although not necessary,
EPxCFG INPKTEND/OUTPKTEND for proper operation as described in this chapter, EZ-USB
EPxFIFOCFG EPxFIFOIE firmware must set the DYN_OUT and ENH_PKT bits
EPXAUTOINLENH/L EPXFIFOIRQ (REVCTL.0 and REVCTL.1) to *1".
EPXFIFOPFH:L INT2IVEC Figure 9-25. EPxFIFOBUF Registers
EP2468STAT INT4IVEC
EP24FIFOFLGS INTSETUP EZ-USB Registers Slave FIFOs Device Pins
EP68FIFOFLGS IE Caasz >
EPxCS P
IFCLK
EPXFIFOFLGS INT2CLR 5 28MHz
EPXBCH:L INTACLR FIFOADRI:0]
EPXFIFOBCH:L EIE
FLAGA
EPxFIFOBUF EXIF FLAGB
EP2FIFOBUF EP2 FLAGC >
REVCTL (bits 0 and 1 must be initialized to ‘1’ for operation as described in EP4FIFOBUF < EP4 <FLAGD/SLCS#>
this chapter) EP6FIFOBUF EP6
EPSFIFOBUF EP8 SLOE
) SLRD
9.3.1 Firmware FIFO Access f SLWR
PKTEND
EZ-USB firmware can access the slave FIFOs using four FD[15:0]
registers in XDATA memory: EP2FIFOBUF, EP4FIFOBUF, >
EP6FIFOBUF, and EP8FIFOBUF. These registers can be
read and written directly (using the MOVX instruction), or
they can serve as sources and destinations for the dual
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9.3.2

The slave FIFOs connect external logic to the EZ-USB’s four

endpoint memories (EP2, EP4, EP6, and EP8). These end-

point memories have the following programmable features:

1. Type can be either BULK, INTERRUPT, or ISOCHRO-
NOUS.

2. Direction can be either IN or OUT.

3. For EP2 and EPG, size can be either 512 or 1024 bytes.
EP4 and EP8 are fixed at 512 bytes.

4. Buffering can be 2x, 3x, or 4x for EP2 and EP6. EP4 and
EP8 are fixed at 2x.

5. EZ-USB can automatically commit endpoint data to and
from the slave FIFO interface (AUTOIN = 1, AUTOOUT
= 1), or manually commit endpoint data to and from the
slave FIFO interface (AUTOIN = 0, AUTOOUT = 0).

EPx Memories

On a hard reset, these endpoint memories are configured as
follows:

1. EP2 - Bulk OUT, 512 bytes/packet, 2x buffered.
2. EP4 - Bulk OUT, 512 bytes/packet, 2x buffered.
3. EP6 - Bulk IN, 512 bytes/packet, 2x buffered.
4. EPS8 - Bulk IN, 512 bytes/packet, 2x buffered.

Note In full speed mode, buffer sizes scale down to 64
bytes for the non-isochronous types.

Figure 9-26. EPx Memories

EZ-USB Registers Slave FIFOs Device Pins

30/48MHz

IFCLK
5 - 48MHz

FIFOADRI[1:0]

FLAGA

FLAGB
EP2FIFOBUF EP2 FLAGC >
EP4FIFOBUF P14 EP4 .FLAGD/SLCS#.
EP6FIFOBUF EP6

EP8FIFOBUF EP8 SLOE

SLRD

? SLWR
PKTEND

FD[15:0] >

9.3.3 Slave FIFO Programmable Level

Flag

Each FIFO’s Programmable level Flag (PF) asserts when
the FIFO reaches a user-defined fullness threshold.

See the discussion of the EPxFIFOPFH:L registers in the
Registers chapter on page 211 for full details.

Slave FIFOs

9.34 Auto-In / Auto-Out Modes

The EZ-USB FIFOs can be configured to commit packets to/
from USB automatically. For IN endpoints, Auto-In Mode
allows the external logic to stream data into a FIFO continu-
ously, with no need for it or the EZ-USB firmware to pack-
etize the data or explicitly signal the EZ-USB to send it to the
host. For OUT endpoints, Auto-Out Mode allows the host to
continuously fill a FIFO, with no need for the external logic
or EZ-USB firmware to handshake each incoming packet,
arm the endpoint buffers, and so on. See Figure 9-27.

Figure 9-27. When AUTOOUT=1, OUT Packets are
Automatically Committed

CPU

USB Data Path >

AUTOOUT=1

Host Master
—> —>

Slave

To configure an IN endpoint FIFO for Auto Mode, set the
AUTOIN bit in the appropriate EPXFIFOCFG register to ‘1°.
To configure an OUT endpoint FIFO for Auto Mode, set the
AUTOOUT bit in the appropriate EPxFIFOCFG register to
‘1", See Figure 9-28 and Figure 9-29 on page 112.

On a hard reset, all FIFOs default to Manual Mode (i.e.,
AUTOIN = 0 and AUTOOUT = 0).
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Figure 9-28. TD_Init Example: Configuring AUTOOUT = 1
TD_Init():

REVCTL = 0x03; // REVCTL.0 and REVCTL.1l to set to 1
SYNCDELAY;

EP2CFG = 0xA2; // EP2 is DIR=0OUT, TYPE=BULK, SIZE=512, BUF=2x
SYNCDELAY;

FIFORESET = 0x80; // Reset the FIFO

SYNCDELAY;

FIFORESET = 0x82;

SYNCDELAY;

FIFORESET = 0x00;

SYNCDELAY;

OUTPKTEND = 0x82; // Arm both EP2 buffers to “prime the pump”
SYNCDELAY;

OUTPKTEND = 0x82;

SYNCDELAY;

EP2FIFOCFG = 0x10; // EP2 is AUTOOUT=1, AUTOIN=0, ZEROLEN=0, WORDWIDE=0

Figure 9-29. TD_Init Example: Configuring AUTOIN = 1
TD_Init():

REVCTL = 0x03; // REVCTL.0 and REVCTL.1l set to 1

SYNCDELAY;

EP8CFG = O0xEO; // EP8 is DIR=IN, TYPE=BULK

SYNCDELAY;

FIFORESET = 0x80; // Reset the FIFO

SYNCDELAY;

FIFORESET = 0x88;

SYNCDELAY;

FIFORESET = 0x00;

SYNCDELAY;

EPS8FIFOCFG = 0x0C; // EP8 is AUTOOUT=0, AUTOIN=1, ZEROLEN=1, WORDWIDE=0
SYNCDELAY;
EPSAUTOINLENH
SYNCDELAY;
EPSAUTOINLENL = 0x00;

0x02; // Auto-commit 512-byte packets

9.3.5 CPU Access to OUT Packets, AUTOOUT =1

The EZ-USB’s CPU is not in the host-to-master data path when AUTOOUT = 1. To achieve the maximum bandwidth, the host
and master are directly connected, bypassing the CPU. Figure 9-30 shows that, in Auto-Out mode, data from the host is auto-
matically committed to the FIFOs with no firmware intervention.

Figure 9-30. TD_Poll Example: No Code Necessary for OUT Packets When AUTOOUT=1
TD_Poll():

// no code necessary to xfr data from host to master!
// AUTOOUT=1 auto-commits packets

Note If AUTOOUT = 1, an OUT FIFO buffer is automatically committed, and could contain 0-1024 bytes, depending on the
size of the OUT packet transmitted by the host. The buffer size should be set appropriately (512 or 1024) to accommodate the
USB data payload size.
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CPU Access to OUT Packets, AUTOOUT =0

In some systems, it may be desirable to allow the EZ-USB’s CPU to participate in the transfer of data between the host and
the slave FIFOs. To configure a FIFO for this ‘Manual-Out’ mode, the AUTOOUT bit in the appropriate EPxFIFOCFG register

must be cleared to ‘0’ (see Figure 9-31).

Figure 9-31. TD_Init Example, Configuring AUTOOUT=0

TD_Init():

REVCTL = 0x03; // REVCTL.0 and REVCTL.1 set to 1

SYNCDELAY;

EP2CFG = 0xA2; // EP2 is DIR=0OUT, TYPE=BULK, SIZE=512, BUF=2x

SYNCDELAY;
FIFORESET = 0x80; // Reset the FIFO
SYNCDELAY;

FIFORESET = 0x82;

SYNCDELAY;

FIFORESET = 0x00;

SYNCDELAY;

EP2FIFOCFG = 0x00; // EP2 is AUTOOUT=0, AUTOIN=0, ZEROLEN=0, WORDWIDE=0

SYNCDELAY;

OUTPKTEND = 0x82; // Arm both EP2 buffers to “prime the pump”

SYNCDELAY;
OUTPKTEND = 0x82;

As lllustrated in Figure 9-32, EZ-USB firmware can do one
of three things when the EZ-USB is in Manual-Out mode
and a packet is received from the host:

1. It can ‘commit’ (pass to the FIFOs) the packet by writing
OUTPKTEND with SKIP=0 (Figure 9-33 on page 113).

2. ltcan ‘skip’ (discard) the packet by writing OUTPKTEND
with SKIP=1 (Figure 9-34 on page 114).

3. It can ‘edit’ the packet (or source an entire OUT packet)
by writing to the FIFO buffer directly, then write the
length of the packet to EPxBCH:L. The write to EPxBCL
commits the edited packet, so EPxBCL should be written
after writing EPxBCH (Figure 9-35 on page 114).

In all cases, the OUT buffer automatically re-arms so it can
receive the next packet, once the external master has fin-
ished reading all data in the OUT buffer.

Figure 9-33. TD_Poll Example, AUTOOUT=0, Commit Packet

TD_Poll():

if( ! ( EP2468STAT & 0x01 ) )

See section 8.6.2.4 EP2BCH:L, EP4BCH:L, EP6BCH:L,
EP8BCH:L on page 93 for a detailed description of the SKIP
bit.

Figure 9-32. Skip, Commit, or Source (AUTOOUT=0)

EPxBCH:L

skip =0

Host ——» Data — Master
usB \t t Slave

skip = 1

AUTOOUT =0

{ // EP2EF=0 when FIFO NOT empty, host sent packet

OUTPKTEND = 0x02;
}

// SKIP=0, pass buffer on to master
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Figure 9-34. sbTD_Poll Example, AUTOOUT=0, Skip Packet

TD_Poll():

if( !'( EP2468STAT & 0x01 ) )
{ // EP2EF=0 when FIFO NOT empty, host sent packet

OUTPKTEND

0x82; // SKIP=1, do NOT pass buffer on to master

Figure 9-35. TD_Poll Example, AUTOOUT=0, Source

TD_Poll():

if( EP24FIFOFLGS & 0x02 )

{

SYNCDELAY; //

FIFORESET = 0x80; // nak all OUT pkts. from host

SYNCDELAY; //

FIFORESET = 0x82; // advance all EP2 buffers to cpu domain
SYNCDELAY; //

EP2FIFOBUF[0] = OxAA; // create newly sourced pkt. data

SYNCDELAY; //

EP2BCH = 0x00;

SYNCDELAY; //

EP2BCL = 0x01; // commit newly sourced pkt. to interface fifo

// beware of "left over" uncommitted buffers

SYNCDELAY; //

OUTPKTEND = 0x82; // skip uncommitted pkt. (second pkt.)
// note: core does not allow pkts. to get out of sequence
SYNCDELAY; //

FIFORESET = 0x00; // release "nak all"

}

Note If an uncommitted packet is in an OUT endpoint buffer when the EZ-USB is reset, that packet is not automatically com-
mitted to the master. To ensure that no uncommitted packets are in the endpoint buffers after a reset, the EZ-USB firmware’s
‘endpoint initialization’ routine should skip 2, 3, or 4 packets (depending on the buffering depth selected for the FIFO) by writ-
ing OUTPKTEND with SKIP=1. See Figure 9-36.

Figure 9-36. TD_Init Example, OUT Endpoint Initialization

TD_Init():

REVCTL = 0x03; // REVCTL.0 and REVCTL.1 set to 1

SYNCDELAY;

EP2CFG = 0xA2; // EP2 is DIR=0UT, TYPE=BULK, SIZE=512, BUF=2x
SYNCDELAY;

EP2FIFOCFG 0x00; // EP2 is AUTOOUT=0, AUTOIN=0, ZEROLEN=0, WORDWIDE=0

// OUT endpoints do NOT come up armed

SYNCDELAY;
OUTPKTEND =
SYNCDELAY;
OUTPKTEND =

114

0x82; // arm first buffer by writing OUTPKTEND w/skip=1

0x82; // arm second buffer by writing OUTPKTEND w/skip=1
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9.3.7 CPU Access to IN Packets, AUTOIN =1

Auto-In mode is similar to Auto-Out mode: When an IN FIFO is configured for Auto-In mode (by setting its AUTOIN bit to ‘1),
data from the master is automatically packetized and committed to USB without any CPU intervention (see Figure 9-37).

Figure 9-37. TD_Poll Example, AUTOIN = 1
TD_Poll():

// no code necessary to xfr data from master to host!
// AUTOIN=1 and EP8AUTOINLEN=512 auto commits packets
// in 512 byte chunks.

Auto-In mode differs in one important way from Auto-Out Figure 9-39. Firmware Intervention, AUTOIN =0 or 1
mode: In Auto-Out mode, data (excluding data in short pack-
ets) is always auto-committed in 512- or 1024-byte packets; 10 | Busy |

in Auto-In mode, the auto-commit packet size may be set to i

any non-zero value (with the single restriction, of course, CPU
that the packet size must be less than or equal to the size of
the endpoint buffer). Each FIFO’s Auto-In packet size is
stored in its EPXAUTOINLENH:L register pair.

Host USB Data Path Slave Master

To source an IN packet, EZ-USB firmware can temporarily
halt the flow of data from the external master (via a signal on
a general-purpose /O pin, typically), wait for an endpoint AUTOIN=0 or
buffer to become available, create a new packet by writing AUTOIN=1
directly to that buffer, then commit the packet to USB and

release the external master. In this way, the firmware can

insert its own packets in the data stream. See Figure 9-38,

which illustrates data flowing directly between the master

and the host, and Figure 9-39, which shows the firmware

sourcing an IN packet. A firmware example appears in

Figure 9-40 on page 116.

Figure 9-38. Master Writes Directly to Host, AUTOIN = 1

I/0 | Busy

CPU

USB Data Path Slave < Master

AUTOIN=1
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Figure 9-40. TD_Poll Example: Sourcing an IN Packet
TD_Poll():

if ( source_pkt event )
{ // 100-msec background timer fired
if ( holdoff master( ) )
{ // signaled “busy” to master successful
while( ! ( EP68FIFOFLGS & 0x20 ) )
{ // EPBEF=0, when buffer not empty

; // wait ‘til host takes entire FIFO data

}

FIFORESET = 0x80;
SYNCDELAY;
FIFORESET = 0x88;
SYNCDELAY;
FIFORESET = 0x00;

// initiate the “source packet” sequence

EPBFIFOBUF[ 0 ] = 0x02; // <STX>, packet start of text msg
EPSFIFOBUF[ 1 ] = 0x06; // <ACK>
EPSFIFOBUF[ 2 ] = 0x07; // <HEARTBEAT>
EPSFIFOBUF[ 3 ] = 0x03; // <ETX>, packet end of text msg
SYNCDELAY;
EP8BCH = 0x00;
SYNCDELAY;
EP8BCL = 0x04; // pass newly-sourced buffer on to host
}
else

{
history record( EP8, BAD MASTER );

}

9.3.8 Access to IN Packets, AUTOIN=0

In some systems, it may be desirable to allow the EZ-USB’s
CPU to participate in every data-transfer between the exter-
nal master and the host. To configure a FIFO for this ‘Man-
ual-in” mode, the AUTOIN bit in the appropriate
EPxFIFOCFG register must be cleared to ‘0’.

In Manual-In mode, EZ-USB firmware can commit, skip, or
edit packets sent by the external master, and it may also
source packets directly. To commit a packet, firmware writes
the endpoint number (with SKIP=0) to the INPKTEND regis-
ter. To skip a packet, firmware writes the endpoint number
with SKIP=1 to the INPKTEND register. To edit or source a
packet, firmware writes to the FIFO buffer, then writes the
packet commit length to EPxBCH and EPxBCL (in that
order).

Figure 9-41. TD_Poll, AUTOIN=0, Committing a Packet via INPKTEND

TD_Poll():

if ( master finished longxfr( ) )

{ // master currently points to EP8, pins FIFOADR[1:0]=11

if( !'( EP68FIFOFLGS & 0x10 ) )
{ // EP8FF=0 when buffer available
INPKTEND = 0x08;

// firmware commits EP8 packet

// by writing 8 to INPKTEND

release master( EP8 );

}
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Figure 9-42. TD_Poll, AUTOIN=0, Skipping a Packet via INPKTEND
TD_Poll():

if ( master finished longxfr( ) )
{ // master currently points to EP8, pins FIFOADR[1:0]=11
if( ! ( EP68FIFOFLGS & 0x10 ) )
{ // EP8FF=0 when buffer available
INPKTEND = 0x88; // firmware skips EP8 packet
// by writing 0x88 to INPKTEND
release master( EP8 );
}
}

Figure 9-43. TD_Poll, AUTOIN=0, Editing a Packet via EPxBCH:L
TD_Poll():

if ( master finished xfr( ) )
{ // modify the data

EPSBFIFOBUF[ O ] = 0x02; // <STX>, packet start of text msg
EPSFIFOBUF[ 7 ] = 0x03; // <ETX>, packet end of text msg
SYNCDELAY;

EP8BCH = 0x00;

SYNCDELAY;

EP8BCL = 0x08; // pass buffer on to host, packet size is 8

939 Auto In/Auto Out Initialization 6. Arm OUT buffers by writing to OUTPKTEND N times
with skip = 1, where N is buffering depth.

Enabling Auto In transfers between slave FIFO 7. Set bit EPXFIFOCFG.4=1.
and endpoint
Typically, a FIFO is configured for Auto-In mode as follows:

1. Configure bits IFCONFIG[7:4] to define the behavior of
the interface clock.

Set bits IFCFG1:0=11.

Set REVCTL.0 and REVCTL.1 to ‘1.

Configure EPXCFG.

Reset the FIFOs.

Set bit EPXxFIFOCFG.3=1.

Set the size through the EPXAUTOINLENH:L registers.

No ook oN

Enabling Auto Out transfers between endpoint
and slave FIFO

Typically, a FIFO is configured for Auto-Out mode as fol-
lows:

1. Configure bits IFCONFIG[7:4] to define the behavior of
the interface clock.

Set bits IFCFG1:0=11.

Set REVCTL.0 and REVCTL.1 to ‘1.
Configure EPxCFG.

Reset the FIFOs.

ok obd
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9.3.10  Auto Mode: Synchronous FIFO IN Data Transfers
Figure 9-44. Code Example, Synchronous Slave FIFO IN Data Transfer

TD_Init():
IFCONFIG = 0x03; // use IFCLK pin driven by external logic (5MHz to 48MHz)
// use slave FIFO interface pins driven sync by external master
SYNCDELAY;
REVCTL = 0x03; // REVCTL.0 and REVCTL.1l set to 1
SYNCDELAY;
EP8CFG = 0xEO; // sets EP8 valid for IN's
// and defines the endpoint for 512 byte packets, 2x buffered
SYNCDELAY;
FIFORESET = 0x80; // reset all FIFOs
SYNCDELAY;
FIFORESET = 0x82;
SYNCDELAY;
FIFORESET = 0x84;
SYNCDELAY;
FIFORESET = 0x86;
SYNCDELAY;
FIFORESET = 0x88;
SYNCDELAY;
FIFORESET = 0x00;
SYNCDELAY; // this defines the external interface to be the following:
EP8FIFOCFG = 0x0C; // this lets the EZ-USB auto commit IN packets, gives the
// ability to send zero length packets,
// and sets the slave FIFO data interface to 8-bits
PINFLAGSAB = 0x00; // defines FLAGA as prog-level flag, pointed to by FIFOADR[1:0]
SYNCDELAY; // FLAGB as full flag, as pointed to by FIFOADR[1:0]
PINFLAGSCD = 0x00; // FLAGC as empty flag, as pointed to by FIFOADR[1:0]
// won't generally need FLAGD
PORTACFG = 0x00; // used PA7/FLAGD as a port pin, not as a FIFO flag
SYNCDELAY;
FIFOPINPOLAR = 0x00; // set all slave FIFO interface pins as active low
SYNCDELAY;
EP8AUTOINLENH = 0x02; // EZ-USB automatically commits data in 512-byte chunks
SYNCDELAY;

EP8AUTOINLENL = 0x00;

SYNCDELAY;
EP8FIFOPFH = 0x80; // you can define the programmable flag (FLAGA)
SYNCDELAY; // to be active at the level you wish

EP8FIFOPFL = 0x00;

TD_Poll():
// nothing! The EZ-USB is doing all the work of transferring packets
// from the external master sync interface to the endpoint buffer...
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9.3.11 Auto Mode Example: Asynchronous FIFO IN Data Transfers

The initialization code is exactly the same as for the synchronous-transfer example in Auto Mode: Synchronous FIFO IN Data
Transfers on page 118, but with IFCLK configured for internal use at a rate of 48 MHz and the ASYNC bit set to ‘1.
Figure 9-45 shows the one-line modification that is needed.

Figure 9-45. TD_Init Example, Asynchronous Slave FIFO IN Data Transfers

TD_Init( ): // slight modification from our synchronous firmware example
IFCONFIG = O0xCB;

// this defines the external interface as follows:

// use internal IFCLK (48MHz)

// use slave FIFO interface pins asynchronously to external master

Code to perform the transfers is, as before, unnecessary; as Figure 9-46 illustrates.

Figure 9-46. TD_Poll Example, Asynchronous Slave FIFO IN Data Transfers

TD_Poll( ):
// nothing! The EZ-USB is doing all the work of transferring packets
// from the external master async interface to the endpoint buffer..

o

9.3.12  Skipping Out Packets while in Reset the FIFOs
AUTOOUT Mode 4. Use OUTPKTEND 'n' times to skip uncommitted packets
(FIFO is 'n' buffered)

If flushing the packets in the buffers is required, It is neces- 5. Switch to auto mode

sary to switch from auto mode to manual mode and reset )
the FIFO. In auto out mode, if the firmware needs to flush 6. Release the NAKALL bit

the packets received from host that are not read by the  Note Resetting the FIFO while it is configured as AUTOOUT
external master/slave, the firmware can implement this  yoes not clear the buffer or set the EMPTY bit in EPXCS.
sequence. This is why OUTPKTEND is used 'n' times for 'n' buffered
1. Set the NAKALL bit FIFO.

2. Switch to manual mode
Figure 9-47. TD_Poll Example, Skipping Out Packets in AUTOOUT Mode

TD Poll ()

if (FIFO_RESET)

{

//This is an example code segment which resets the EP2 FIFO
//where EP2 has been configured as AUTOOUT

//Note: Settings of other bits of EPxXFIFOCFG are ignored here

FIFORESET = 0x80; // activate NAK-ALL to avoid race conditions

SYNCDELAY;
EP2FIFOCFG = 0x00; //switching to manual mode
SYNCDELAY;
FIFORESET = 0x02; // Reset FIFO 2
SYNCDELAY;
OUTPKTEND = 0X82; //OUTPKTEND done twice as EP2 is double buffered by default
SYNCDELAY;
OUTPKTEND = 0X82;
SYNCDELAY;
EP2FIFOCFG = 0x10; //switching to auto mode
SYNCDELAY;
FIFORESET = 0x00; //Release NAKALL
SYNCDELAY;
}
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9.3.13  Aborting Packets in FIFO while in
AUTOIN Mode

Resetting the FIFO, after taking it out of the AUTOIN mode,

empties the FIFO and sets the EMPTY bit in EPxCS. Any

packets in the buffers are skipped or invalid. Thus the
sequence is:

1. Set the NAKALL bit
Switch to manual mode
Reset the FIFOs

Switch to auto mode
Release the NAKALL bit

ok owbd

Figure 9-48. TD_Poll Example, Aborting Packets in FIFO while in AUTOIN Mode

TD Poll ( )

if (FIFO_RESET)

{

//This is an example code segment which resets the EP6 FIFO
//where EP6 has been configured as AUTOIN

//Note: Settings of other bits of EPxXxFIFOCFG are ignored here

FIFORESET = 0x80; // activate NAK-ALL to avoid race conditions
SYNCDELAY;

EP6FIFOCFG = 0x00; //switching to manual mode

SYNCDELAY;

FIFORESET = 0x06; // Reset FIFO 6

SYNCDELAY;

EP6FIFOCFG = 0x0C; //switching to auto mode

SYNCDELAY;

FIFORESET = 0x00; //Release NAKALL

SYNCDELAY;

9.4 Switching Between Manual
Out and Auto Out

Because OUT endpoints are not automatically armed when
the EZ-USB enters Auto-Out mode, the firmware can safely
switch the EZ-USB between Manual-Out and Auto-Out
modes without any need to flush or reset the FIFOs.

Note Switching between Manual-Out mode to Auto-Out
mode is not required for every application. Most applications
remain in either mode for each endpoint.
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10.1 Introduction

The General Programmable Interface (GPIF) is an internal master to the EZ-USB’s endpoint FIFOs. It replaces the external
‘glue’ logic which might otherwise be required to build an interface between the EZ-USB and the outside world.

At the GPIF’s core is a programmable state machine which generates up to six ‘control’ and nine ‘address’ outputs, and
accepts six external and two internal ‘ready’ inputs. Four user defined Waveform Descriptors control the state machine; gen-
erally (but not necessarily), one is written for FIFO reads, one for FIFO writes, one for single-byte/word reads, and one for sin-
gle-byte/word writes.

Note Read and Write are from the EZ-USB’s point of view. ‘Read’ waveforms transfer data from the outside world to the EZ-
USB; ‘Write’ waveforms transfer data from the EZ-USB to the outside world.

EZ-USB firmware can assign the FIFO read and FIFO write waveforms to any of the four FIFOs, and the GPIF generates the
proper strobes and handshake signals to the outside-world interface as data is transferred into or out of that FIFO.

As with external mastering (see Slave FIFOs, on page 99), the data bus between the FIFOs and the outside world can be
either 8 or 16 bits wide.

The GPIF is not limited to simple handshaking interfaces between the EZ-USB and external ASICs or microprocessors; it is
powerful enough to directly implement such protocols as ATAPI (PIO and UDMA), IEEE 1284 (EPP Parallel Port), Utopia, and
others. An EZ-USB can, for instance, function as a single-chip interface between USB and an IDE hard disk drive or Com-
pactFlash™ memory card.

This chapter provides an overview of GPIF, discusses external connections, and explains the operation of the GPIF engine.
Figure 10-1 on page 122 presents a block diagram illustrating GPIF’s place in the EZ-USB system.

Note GPIF waveforms are created with the Cypress GPIF Designer utility, a Windows®-based application which is distributed
with the Cypress EZ-USB Development Kit. Although this chapter describes the structure of the Waveform Descriptors in
some detail, knowledge of that structure is usually not necessary. The GPIF Designer simply hides the complexity of the
Waveform Descriptors; it does not compromise the programmer’s control over the GPIF in any way.
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Figure 10-1. GPIF’s Place in the EZ-USB System
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Figure 10-2 on page 123 shows an example of a simple
GPIF transaction. For this transaction, the GPIF generates
an address (GPIFADR[8:0]), drives the FIFO data bus
(FD[15:0]), then waits for an externally-supplied handshake
signal (RDYO0) to go low, after which it pulls its CTLO output
low. When the RDYO signal returns high, the GPIF brings its
CTLO output high, then floats the data bus.
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Figure 10-2. Example GPIF Waveform

S0 S1

S2 . S3 : S4 ' S5 ' S6
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FD[15:0]
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10.1.1

Typical GPIF Interface

The GPIF allows the EZ-USB to connect directly to external
peripherals such as ASICs, DSPs, or other digital logic that
uses an 8 or 16 bit parallel interface.

The GPIF provides external pins that can operate as outputs
(CTL[5:0]), inputs (RDY[5:0]), Data bus (FD[15:0]), and
Address Lines (GPIFADR[8:0]).

A Waveform Descriptor in internal RAM describes the
behavior of each of the GPIF signals. The Waveform
Descriptor is loaded into the GPIF registers by the EZ-USB
firmware during initialization, and it is then used throughout
the execution of the code to perform transactions over the

The following sections detail the features available and
steps needed to create an efficient GPIF design. This
includes definition of the external GPIF connections and the
internal register settings, along with EZ-USB firmware
needed to execute data transactions over the interface.

10.2

Table 10-1 lists the registers associated with the GPIF hard-
ware; a detailed description of each register may be found in
the Registers chapter on page 211.

Hardware

Table 10-1. Registers Associated with GPIF Hardware

GPIF interface. Register Name
Figure 10-3 shows a block diagram of a typical interface GPIFIDLECS IFCONFIG
between the EZ-USB and a peripheral function. GPIFIDLECTL FIFORESET
. . . GPIFCTLCFG EPxCFG
Figure 10-3. EZ-USB Interfacing to a Peripheral
PORTCCFG EPXFIFOCFG
PORTECFG EPXAUTOINLENH/L
GPIFADRI8:0] GPIFADRH/L EPxFIFOPFH/L
PIFTCB3:
- IFCLK - GPIFTCB3:0
GPIFWFSELECT EPxGPIFTRIG
. FD[15:0] - )
EZ-USB - CTLI5:0] > Peripheral EPxGPIFFLGSEL GPIFABORT
Master > EPXGPIFPFSTOP XGPIFSGLDATH/LX/LNOX
Mode < RDY[5:0]
- GPIFREADYCFG GPIFSGLDATH/LX/LNOX
- PORT /O -
- > GPIFREADYSTAT GPIFTRIG
7 N Z N Note The ‘X’ in these register names represents 2, 4, 6, or 8; endpoints 0
GSTATE[2:0] and 1 are not associated with the GPIF.
> Debug
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10.2.1 The External GPIF Interface

The GPIF provides many general input and output signals
with which external peripherals may be interfaced ‘glue-
lessly’ to the EZ-USB.

The GPIF interface signals are shown in Table 10-2.

Table 10-2. GPIF Pin Descriptions

PIN IN/OUT Description
CTL[5:0] O/ Hi-Z Programmable control outputs
RDY[5:0] | Sampleable ready inputs
FD[15:0] 1/ O/ Hi-Z | Bidirectional FIFO data bus
GPIFADRI[8:0] O/ Hi-Zz Address outputs
IFCLK 110 Interface clock
GSTATE[2:0] O/ Hi-Z Current GPIF State number (for debug)

The Control Output pins (CTL[5:0]) are usually used as
strobes (enable lines), read/write lines, and others.

The Ready Input pins (RDY[5:0]) are sampled by the GPIF
and can force a transaction to wait (inserting wait states),
continue, or repeat until they are in a particular state.

The GPIF Data Bus is a collection of the FD[15:0] pins.
m  An 8 bit wide GPIF interface uses pins FD[7:0].
m A 16 bit wide GPIF interface uses pins FD[15:0].

The GPIF Address lines (GPIFADR[8:0]) can generate an
incrementing address as data is transferred. If higher order
address lines are needed, other non-GPIF I/O signals (for
example, general-purpose 1/O pins) may be used.

The Interface Clock, IFCLK, can be configured to be either
an input (default) or an output interface clock for synchro-
nous interfaces to external logic.

The GSTATE[2:0] pins are outputs that show the current
GPIF State number; they are used for debugging GPIF
waveforms.

The number of GPIF signals available externally varies
depending on the package. See package information in
Introducing EZ-USB® chapter on page 13.

10.2.2  Default GPIF Pins Configuration

The EZ-USB comes out of reset with its 1/0 pins configured
in Ports mode, not GPIF Master mode. To configure the pins
for GPIF mode, the IFCFG1:0 bits in the IFCONFIG register
must be set to ‘10’ (see Table 13-10, “IFCFG Selection of
Port 1/0 Pin Functions,” on page 188 for details).

10.2.3  Six Control OUT Signals

The 100 and 128-pin EZ-USB packages bring out all six
Control Output pins, CTL[5:0]. The 56-pin package brings

per IFCLK clock (once every 20.8 ns if IFCLK is running at
48 MHz).

By default, these signals are driven high.

10.2.3.1

The GPIF Control pins (CTL[5:0]) have several output
modes:

m  CTL[3:0] can act as CMOS outputs (optionally tristat-
able) or open drain outputs.

Control Output Modes

m  CTL[5:4] can act as CMOS outputs or open-drain out-
puts.

If CTL[3:0] are configured to be tristatable, CTL[5:4] are
not available.

Table 10-3. CTL[5:0] Output Modes

TRICTL 5 ) .
(GPIFCTLCFG.7) GPIFCTLCFG[6:0] CTL[3:0] CTL[5:4]

0 0 CMOS, CMOS,
Not Tri-statable | Not Tri-statable

0 1 Open-Drain Open-Drain
CMOS, .

1 X Tri-statable Not Available

10.2.4  Six Ready IN Signals

The 100 and 128-pin EZ-USB packages bring out all six
Ready inputs, RDY[5:0]. The 56-pin package brings out two
of these signals, RDY[1:0].

The RDY inputs can be sampled synchronously or asyn-
chronously. When the GPIF samples RDY inputs asynchro-
nously (SAS = 0), the RDY inputs are unavoidably delayed
by a small amount (approximately 24 ns at 48 MHz IFCLK).
In other words, when the GPIF ‘looks’ at a RDY input, it
actually ‘sees’ the state of that input 24 ns ago.

10.2.5 Nine GPIF Address OUT Signals

Nine GPIF address lines, GPIFADR[8:0], are available. If the
GPIF address lines are configured as outputs, writing to the
GPIFADRH:L registers drives these pins immediately. The
GPIF engine can then increment them under control of the
Waveform Descriptors. The GPIF address lines can be tri-
stated by clearing the associated PORTxXCFG bits and OEx
bits to ‘0’ (see section 13.4.3 Port C Alternate Functions on
page 187 and section 13.4.4 Port E Alternate Functions on
page 188).

10.2.6  Three GSTATE OUT Signals

Three GPIF State lines, GSTATE[2:0], are available as an
alternate configuration of PORTE[2:0]. These default to gen-
eral-purpose inputs; setting GSTATE (IFCONFIG.2) to ‘1’

out three of these signals, CTL[2:0]. CTLx waveform edges selects _ the altgrnatg configuration and overrides
» PORTECFG[2:0] bit settings.

can be programmed to make transitions as often as once
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The GSTATE[2:0] pins output the current GPIF State num-
ber; this feature is used for debugging GPIF waveforms, and
is useful for correlating intended GPIF waveform behavior
with actual observed GPIF signaling.

10.2.7  8/16-Bit Data Path, WORDWIDE =

1 (default) and WORDWIDE = 0

When the EZ-USB is configured for GPIF Master mode,
PORTB is always configured as FD[7:0].

If any of the WORDWIDE bits (EPxFIFOCFG.0) are set to
‘1, PORTD is automatically configured as FD[15:8]. If all the
WORDWIDE bits are cleared to ‘0’, PORTD is available for
general-purpose I/O.

10.2.8  Byte Order for 16 Bit GPIF

Transactions

Data is sent over USB in packets of 8-bit bytes, not 16-bit
words. When the FIFO Data bus is 16 bits wide, the first
byte in every pair sent over USB is transferred over FD[7:0]
and the second byte is transferred over FD[15:8].

10.2.9 Interface Clock (IFCLK)

The GPIF interface can be clocked from either an internal or
an external source. The EZ-USB’s internal clock source can
be configured to run at either 30 or 48 MHz, and it can
optionally be output on the IFCLK pin. If the EZ-USB is con-
figured to use an external clock source, the IFCLK pin can
be driven at any frequency between 5 MHz and 48 MHz. On
a hard reset, the EZ-USB defaults to the internal source at
48 MHz, normal polarity, with the IFCLK output disabled.
See Figure 10-4.

General Programmable Interface

IFCONFIG.7 selects between internal and external sources:
0 = external, 1 = internal. If an external IFCLK is chosen, it
must be free running at a minimum frequency of 5 MHz. In
addition, in order to provide synchronization for the internal
endpoint FIFO logic, the external IFCLK source must be
present before the firmware sets IFCONFIG.7 = 0.

IFCONFIG.6 selects between the 30 and 48 MHz internal
clock: 0 = 30 MHz; 1 = 48 MHz. This bit has no effect when
IFCONFIG.7 = 0.

IFCONFIG.5 is the output enable for the internal clock
source: 0 = disable; 1 = enable. This bit has no effect when
IFCONFIG.7 = 0.

IFCONFIG.4 inverts the polarity of the interface clock
(whether it is internal or external): 0 = normal; 1 = inverted.
IFCLK inversion can make it easier to interface the EZ-USB
with certain external circuitry. When an internal IFCLK is
used (IFCONFIG.7 = 1), IFCONFIG.4 only affects the IFCLK
output polarity (if IFCONFIG.5 = 1). When an external IFCLK
is used (IFCONFIG.7 =0), IFCONFIG4 only affects the
IFCLK input polarity. Figure 10-5 on page 126, for example,
demonstrates the use of IFCLK output inversion in order to
ensure a long enough setup time (t5) for a control signal to

the peripheral.

Note When IFCLK is configured as an input, the mini-
mum external frequency that can be applied to it is
5 MHz. This clock must be applied prior to initial-
ization of the GPIF and interruptions of it lowers
the overall frequency, causing violations of the
minimum frequency requirement.

Figure 10-4. IFCLK Configuration

IFCFG.6
IFCFG.4 IFCFG.5
30 MHz 0 ’\}
48 MHz 1 | ~o ? |
IFCLK
IFCFG.7 Pin
IFCFG.4
Internal y
IFCLK <—— | [0 <]
Signal 11— )—‘
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Figure 10-5. Satisfying Setup Timing by Inverting the IFCLK
Output

Internal IFCLK Signal m

Inverted IFCLK Output

A
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Ez-usB | ¥ | Master

Asserts Samples
Flag -t Flag

10.2.10 Connecting GPIF Signal Pins to
Hardware

The first step in creating the interface between the EZ-
USB’s GPIF and an external peripheral is to define the hard-
ware interconnects.

1. Choose IFCLK settings. Choose either the internal or
external interface clock. If internal, choose either 30 or
48 MHz; if external, ensure that the frequency of the
external clock is in the range 5-48 MHz, and that it is free
running.

2. Determine the proper FIFO Data Bus size. If the data
bus for the interface is 8 bits wide, use the FD[7:0] pins
and set WORDWIDE=0. If the data bus for the interface
is 16 bits wide, use FD[15:0] and set WORDWIDE=1.

Table 10-4. Example GPIF Hardware Interconnect

3. Assign the CTLx signals to the interface. Make a list
of all interface signals to be driven from the GPIF to the
peripheral, and assign them to the CTL[5:0] inputs. If
there are more output signals than available CTLx out-
puts, non-GPIF 1/O signals must be driven manually by
EZ-USB firmware. In this case, the CTLx outputs should
be assigned only to signals that must be driven as part of
a data transaction.

4. Assign the RDYn signals to the interface. Make a list
of all interface signals to be driven from the peripheral to
the GPIF, and assign them to the RDY[5:0] inputs. If
there are more input signals than available RDY inputs,
non-GPIF 1/O signals must be sampled manually by EZ-
USB firmware. In this case, the RDYn inputs should be
used only for signals that must be sampled as part of a
data transaction.

5. Determine the proper GPIF Address connections. If
the interface uses an Address Bus, use the GPI-
FADRJ8:0] signals for the least significant bits, and other
non-GPIF /O signals for the most significant bits. If the
address pins are not needed (as when, for instance, the
peripheral is a FIFO) they may be left unconnected.

10.2.11  Example GPIF Hardware
Interconnect

Table 10-4 illustrates the hardware connections that can be
made for a standard interface to a 27C256 EPROM.

The process is the same for larger, more-complicated inter-
faces.

Note Two other GPIF hardware interconnect examples are
also available in the GPIF Designer utility. These examples
illustrate a connection between the GPIF and the asynchro-
nous FIFO as well as a connection between the GPIF and a
DSP from Texas Instrument.

Step Result Connection Made
1. Choose IFCLK settings. Internal IFCLK, 48MHz, Async RDY sampling, GPIF. | No connection.
2. Determine proper FIFO Data Bus size. 8 bits from the EPROM. FDI[7:0] to D[7:0]. Firmware writes WORDWIDE=0.
3. Assign CTLx signals to the interface. CS and OE are inputs to the EPROM. gpl:? :g %
4. Assign RDYn signals to the interface. 27C256 EPROM has no output ready/wait signals. No connection.
5. Determine the proper GPIFADR connections. | 16 bits of address. GPIFADR][8:0] to A[8:0] and other I/O pins to A[15:9].
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10.3

Programming the GPIF
Waveforms

Each GPIF Waveform Descriptor can define up to seven
States. In each State, the GPIF can be programmed to:

m  Drive (high or low) or float the CTL outputs
Sample or drive the FIFO Data bus
Increment the value on the GPIF Address bus
Increment the pointer into the current FIFO
Trigger a GPIFWF (GPIF Waveform) interrupt

Additionally, each State may either sample any two of the
following:

General Programmable Interface

The RDYXx input pins

A FIFO flag

The INTRDY (internal RDY) flag
The Transaction-Count-Expired flag

then AND, OR, or XOR the two terms and branch on the
result to any State

or:
m Delay a specified number [1-256] of IFCLK cycles
States that sample and branch are called ‘Decision Points’

(DPs); states that do not are called ‘Non-Decision Points’
(NDPs).

Figure 10-6. GPIF State Machine Overview

State 7

X=Y-1 GPIF State Machine

(up to 7 programmable states)

XOR}
Event CPU |GPIF
INTRDY bit | &—1»
GPIFWF ISR| <+—T—

State 7
(reserved)

Firmware Hooks

10.3.1  The GPIF Registers

Two blocks of registers control the GPIF state machine:

m  GPIF Configuration Registers — These registers con-
figure the general settings and report the status of the
interface. Refer to the Registers chapter on page 211
and the remainder of this chapter for details.

m  Waveform Registers — These registers are loaded
with the Waveform Descriptors that configure the GPIF
state machine; there are a total of 128 bytes located at
addresses 0xE400 to OXxE47F. The GPIF Designer utility
should be used to create Waveform Descriptors.

GPIF transactions cannot be initiated until the Configuration
registers and Waveform registers are loaded by EZ-USB
firmware.

Access to the Waveform registers is only allowed while the
EZ-USB is in GPIF mode (i.e., IFCFG1:0 = 10). The Wave-
form registers may only be written while the GPIF engine is
halted (for example, DONE = 1).

If it is desired to dynamically reconfigure Waveform Descrip-
tors, this may be accomplished by writing just the bytes that
change; it is not necessary to reload the entire set of Wave-
form Descriptors in order to modify only a few bytes.

10.3.2

The ‘programs’ for GPIF waveforms are the Waveform
Descriptors, which are stored in the Waveform registers by
EZ-USB firmware.

Programming GPIF Waveforms

The EZ-USB can hold up to four Waveform Descriptors,
each of which can be used for one of four types of transfers:
Single Write, Single Read, FIFO Write, or FIFO Read. By
default, one Waveform Descriptor is assigned to each trans-
fer type, but it is not necessary to retain that configuration;
all four Waveform Descriptors could, for instance, be config-
ured for FIFO Write usage (see the GPIFWFSELECT regis-
ter in the Registers chapter on page 211).

Each Waveform Descriptor consists of up to seven 32 bit
State Instructions that program key transition points for
GPIF interface signals. There is a one-to-one correspon-
dence between the State Instructions and the GPIF state
machine States. Among other things, each State Instruction
defines the state of the CTLx outputs, the state of FD[15:0],
the use of the RDYn inputs, and the behavior of GPI-
FADR[8:0].
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Transitions from one State to another always happen on a
rising edge of the IFCLK, but the GPIF may remain in one
State for many IFCLK cycles.

10.3.2.1  The GPIF IDLE State

A Waveform consists of up to seven programmable States,
numbered SO to S6, and one special Idle State: S7. Note A
Waveform terminates when the GPIF program branches to
its Idle State.

To complete a GPIF transaction, the GPIF program must
branch to the IDLE State, regardless of the State that the
GPIF program is currently executing. For example, a GPIF
Waveform might be defined by a program which contains
only two programmed States, SO and S1. The GPIF program
would branch from S1 (or S0) to S7 when it wished to termi-
nate.

The state of the GPIF signals during the Idle State is deter-
mined by the contents of the GPIFIDLECS and GPI-
FIDLECTL registers.

Once a waveform is triggered, another waveform may not
be started until the first one terminates. Termination of a
waveform is signaled through the DONE bit (GPIFIDLECS.7
or GPIFTRIG.7) or, optionally, through the GPIFDONE inter-
rupt.

m |If DONE = 0, the GPIF is busy generating a Waveform.

m If DONE =1, the GPIF is done (GPIF is in the Idle State)
and ready for firmware to start the next GPIF transaction.

Note With one exception (writing to the GPIFABORT regis-
ter in order to force the current waveform to terminate) it is
illegal to write to any of the GPIF-related registers (including
the Waveform Registers) while the GPIF is busy. Doing so
causes indeterminate behavior likely to result in data corrup-
tion.

GPIF Data Bus During IDLE

During the Idle State, the GPIF Data Bus (FD[15:0]) can be
either driven or tri-stated, depending on the setting of the
IDLEDRYV bit (GPIFIDLECS.0):

m [fIDLEDRYV = 0, the GPIF Data Bus is tri-stated during
the Idle State.

m IfIDLEDRYV = 1, the GPIF Data Bus is actively driven
during the Idle State, to the value last placed on the bus
by a GPIF Waveform.

CTL Outputs During IDLE
During the IDLE State, the state of CTL[5:0] depends on the
following register bits:

m TRICTL (GPIFCTLCFG.7), as described in section
10.2.3.1 Control Output Modes on page 124.

GPIFCTLCFG[5:0]
GPIFIDLECTL[5:0].

The combination of these bits defines CTL5:0 during IDLE
as follows:

m If TRICTL is ‘0’, GPIFIDLECTL[5:0] directly represent
the output states of CTL5:0 during the IDLE State. The
GPIFCTLCFG[5:0] bits determine whether the CTL5:0
outputs are CMOS or open drain: If GRIFCTLCFG.x = 0,
CTLx is CMOS; if GPIFCTLCFG.x = 1, CTLx is open
drain.

m If TRICTL is ‘1, GPIFIDLECTL[7:4] are the output
enables for the CTL[3:0] signals, and GPIFIDLECTL][3:0]
are the output values for CTL[3:0]. CTL4 and CTL5 are
unavailable in this mode.

Table 10-5 illustrates this relationship.

Table 10-5. Control Outputs (CTLx) During the IDLE State

Control

TRICTL Output Output State Output Enable
CTLO ]| GPIFIDLECTL.O
CTLA1 GPIFIDLECTL.1
N/A

CTL2 GPIFIDLECTL.2
0 (CTL Outputs are always

CTLs GPIFIDLECTL 3 enabled when TRICTL = 0)
CTL4 GPIFIDLECTL.4

CTL5 ] GPIFIDLECTL.5

CTLO GPIFIDLECTL.O0
CTu GPIFIDLECTL.1
CTL2 GPIFIDLECTL.2
CTL3 GPIFIDLECTL.3

GPIFIDLECTL.4
GPIFIDLECTL.5
GPIFIDLECTL.6
GPIFIDLECTL.7

CTL4 N/A
CTLs (CTL4 and CTL5 are notf)vailable when TRICTL =
10.3.2.2  Defining States

Each Waveform is made up of a number of States, each of
which is defined by a 32 bit State Instruction. Each State can
be one of two basic types: a Non-Decision Point (NDP) or a
Decision Point (DP).

For ‘write’ waveforms, the data bus is either driven or tri-
stated during each State. For ‘read’ waveforms, the data bus
is either sampled/stored or not sampled during each State.

Non-Decision Point (NDP) States

For NDP States, the control outputs (CTLx) are defined by
the GPIF instruction to be either “1’, ‘0’, or tri-stated during
the entire State. NDP States have a programmable fixed
duration in units of IFCLK cycles.

Figure 10-7 illustrates the basic concept of NDP States. A
write waveform is shown, and for simplicity all the States are
shown with equal spacing. Although there are a total of six
programmable CTL outputs, only one (CTLO) is shown in
Figure 10-7.
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Figure 10-7. Non-Decision P int (NDP) States
S0 L ST s2 . s3 - s4 - S5 ' S6
GPIFADR[8:0] A | |
FD[15:0] z VALID z
CTLO 1 1

The following information refers to Figure 10-7.

In State O:
m FD[7:0] is programmed to be tri-stated.
m CTLO is programmed to be driven to a logic ‘1°.

In State 1:
m FD[7:0] is programmed to be driven.
m  CTLO is still programmed to be driven to a logic ‘1°.

In State 2:
m  FD[7:0] is programmed to be driven.
m CTLO is programmed to be driven to a logic ‘0’

In State 3:
m FD[7:0] is programmed to be driven.
m CTLO is still programmed to be driven to a logic ‘0’

In State 4:
m  FD[7:0] is programmed to be driven.
m CTLO is programmed to be driven to a logic ‘1'.

In State 5:
m FD[7:0] is programmed to be tri-stated.
m CTLO is still programmed to be driven to a logic ‘1°.

In State 6:
m FD[7:0] is programmed to be tri-stated.
m  CTLO is still programmed to be driven to a logic ‘1°.

Since all States in this example are coded as NDPs, the
GPIF automatically branches from the last State (S6) to the
Idle State (S7). This is the State in which the GPIF waits until
the next GPIF waveform is triggered by the firmware.

States 2 and 3 in the example are identical, as are States 5
and 6. In a real application, these would probably be com-
bined (there is no need to duplicate a State in order to
‘stretch’ it, since each NDP State can be assigned a duration
in terms of IFCLK cycles). If fewer than 7 States were

defined for this waveform, the Idle State would not automati-
cally be entered after the last programmed State; that last
programmed State’s State Instruction would have to include
an explicit unconditional branch to the Idle State.

Decision Point States

Any State can be designated as a Decision Point (DP). A DP
allows the GPIF engine to sample two signals — each of the
‘two’ can be the same signal, if desired — perform a bool-
ean operation on the sampled values, then branch to other
States (or loop back on itself, remaining in the current State)
based on the result.

If a State Instruction includes a control task (advance the
FIFO pointer, increment the GPIFADR address, and so on),
that task is always executed once upon entering the State,
regardless of whether the State is a DP or NDP. If the State
is a DP that loops back on itself, however, it can be pro-
grammed to re-execute the control task on every loop.

With a Decision Point, the GPIF can perform simple tasks
(wait until a RDY line is low before continuing to the next
State, for instance). Decision point States can also perform
more-complex tasks by branching to one State if the opera-
tion on the sampled signals results in a logic ‘1’, or to a dif-
ferent State if it results in a logic ‘0’.

In each State Instruction, the two signals to sample can be
selected from any of the following:

m The six external RDY signals (RDY0-RDY5)
m  One of the current FIFO’s flags (PF, EF, FF)
m The INTRDY bit in the READY register
]

A Transaction Count Expired signal (which replaces
RDY5)

The State Instruction also specifies a logic function (AND,
OR, or XOR) to be applied to the two selected signals. If it is
desired to act on the state of only one signal, the usual pro-
cedure is to select the same signal twice and specify the
logic function as AND.
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The State Instruction also specifies which State to branch to
if the result of the logical expression is ‘0,” and which State to
branch to if the result of the logical expression is ‘1.’

Below is an example waveform created using one Decision
Point State (State 1); Non-Decision Point States are used for
the rest of the waveform.

In Figure 10-8 and Figure 10-9, there is a single Decision
Point defined as State 1. In this example, the input ready
signal is assumed to be connected to RDYO0, and the State
Instruction for S1 is configured to branch to State 2 if RDY0
is a logic ‘0’ or to branch to State 1 (for example, loop indefi-
nitely) if RDYO is a logic ‘1°.

In Figure 10-8, the GPIF remains in S1 until the RDYO0 signal
goes low, then branches to S2. Figure 10-9 illustrates the
GPIF behavior when the RDYO signal is already low when
S1 is entered: The GPIF branches to S2.

Note Although it appears in Figure 10-9 that the GPIF
branches immediately from State 1 to State 2, this is not
exactly true. Even if RDYO is already low before the GPIF
enters State 1, the GPIF spends one IFCLK cycle in State 1
to evaluate the decision point. The logic function is applied
on the rising edge of IFCLK entering State 1. If the logic
function holds TRUE at this point, then the branch is effec-
tive on the next rising of IFCLK.

Figure 10-8. One Decision Point: Wait States Inserted Until RDY0 Goes Low

so S1 s2 s3 . sS4 s5 - S6 ;
GPIFADR[8:0] LA '
FD[15:0] Lz I VALID | z !

CTLO

RDYO

Figure 10-9. One Decision Point: No Wait States Inserted: RDYO0 is Already Low at Decision Point 11

so . st s2 . s34 ss  s6
GPIFADR[8:0] A 1
FD[15:0] z VALID I 7
CTLO
RDYO
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10.3.3  Reexecuting a Task Within a DP

State

In the simple DP examples shown earlier in this chapter, a
control task (e.g., output a word on FD[15:0] and increment
GPIFADRJ[8:0]) executes only once at the start of a DP
State, then the GPIF waits, sampling a RDYXx input repeat-
edly until that input ‘tells’ the GPIF to branch to the next
State.

The GPIF also has the capability to reexecute the control
task every time the RDYx input is sampled; this feature can

General Programmable Interface

be used to burst a large amount of data without passing
through the Idle State (a waveform example is shown in
Figure 10-10).

To re-execute a task within a decision point state, the reexe-
cute bit for that decision point must be enabled. This is per-
formed by checking the ‘Loop (Re-Execute) check-box
within  GPIF Designer (an example is shown in
Figure 10-11). Figure 10-13 on page 132 shows an example
of a GPIF waveform that uses a DP state which does not re-
execute its control tasks.

Figure 10-10. Reexecuting a Task within a DP State

Fek [ LA LA | L
GPIFADR[8:0] : A A+1 | A+2 | A+3
FD[15:0] D D+i | D¥2 | b=
CTLO:
RDYO— | DP, transitions to
v v'\ next interval when

NDP DP

-

NDP terms are met

DP, using re-execute control
task feature... to loop on to
itself until terms are met

Figure 10-11. GPIF Designer Setup for the Waveform of Figure 10-10

3lck Diagram | Single Flead | Single Wiite | FIFO Fiead  FIFO Wiite |

i

States g0 i £ i 52 i IDILE
RN 5, ciy Decision Pont

Data |_‘ . . . l . .

Add | R T Fi[rovo F[=1 AN F[rovo <]=1)

Status | e .. " Then somo [s2 =] ELsE GoTo 51 ]

CTLO | EE— Y

[+ LOOF [ Re-Execute

X Cancel |

0K
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Figure 10-12. GPIF Designer Output for the Waveform of Figure 10-10

State 0
AddrMode Same Val
DataMode Activate
NextData SameData
Int Trig No Int

IF/Wait Wait 4
Term A
LFUNC
Term B
Branch1
BranchO
Re-execute
CTLO 1
CTL1 1
CTL2 1
CTL3 1
CTL4 1
CTL5 1

1

Inc Val
Activate
NextData

No Int

IF

RDYO

AND

RDYO

Then 2

Else 1

Yes

A a4 a4 a o

2 3 4 5 6 7
Same Val Same Val Same Val Same Val Same Val
No Data No Data No Data No Data No Data
SameData SameData SameData SameData SameData
No Int No Int No Int No Int No Int
Wait 1 Wait 1 Wait 1 Wait 1 Wait 1

A A A A A A
A4 A A A A A
A4 A A A A A
A4 A A a4 A
A4 A A A A A
A4 A A A A A

Figure 10-13. A DP State That Does NOT Reexecute the Task

IFCLK _ L L L]
GPIFADR[8:0] A+1
FD[15:0] D+1
CTLO
ROYO_ | DP, transitions t
_— , transitions to
v v'\ next interval when
NDP DP NDP terms are met

DP, loop on to itself until terms
are met... control tasks execute
on rising edge transition into
DP only...
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Figure 10-14. GPIF Designer Setup for the Waveform of Figure 10-13

Block Diagram | Single Read | Single wiite | FIFO Read  FIFO Wiits |

|

States 20 IDLE

IF [ [RDvD =lf=1 anp F|[Rovo =11

THEW GOTO |52 vI ELSE GOTO |51 vI

[T LOOR [ReExecute |

|
Diata |_‘ . . . .

Add | +

Ctatus | &

CTLO | & A A l

x Cancel

Figure 10-15. GPIF Designer Output for the Waveform of Figure 10-13

State 0 1 2 3 4 5 6 7
AddrMode Same Val Inc Val Same Val Same Val Same Val Same Val Same Val
DataMode Activate Activate No Data No Data No Data No Data No Data
NextData SameData NextData SameData SameData SameData SameData SameData
Int Trig No Int No Int No Int No Int No Int No Int No Int

IF/Wait Wait 4 IF Wait 1 Wait 1 Wait 1 Wait 1 Wait 1
Term A RDYO
LFUNC AND
Term B RDYO
Branch1 Then 2
BranchO Else 1
Re-execute No
CTLO 1 0 1 1 1 1 1 1
CTL1 1 1 1 1 1 1 1 1
CTL2 1 1 1 1 1 1 1 1
CTL3 1 1 1 1 1 1 1 1
CTL4 1 1 1 1 1 1 1 1
CTL5 1 1 1 1 1 1 1 1
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10.3.4 State Instructions

Each State’s characteristics are defined by a 4-byte State Instruction. The four bytes are named LENGTH / BRANCH,
OPCODE, LOGIC FUNCTION, and OUTPUT.

Note that the State Instructions are interpreted differently for Decision Points (DP = 1) and Non-Decision Points (DP = 0).

Non-Decision Point State Instruction (DP = 0)

LENGTH / BRANCH
Bit 7 | Bit 6 | Bit 5 | Bit 4 Bit 3 | Bit 2 | Bit 1 Bit 0
Number of IFCLK cycles to stay in this State (0 = 256 cycles)
OPCODE
7 6 5 4 3 2 1 0
X X SGL GINT INCAD NEXT/ SGLCRC DATA DP =0

LOGIC FUNCTION

7 | 6 | 5 4 3 2 1 0
Not Used

OUTPUT (if TRICTL Bit = 1)

7 6 5 4 3 2 1 0
OE3 OE2 OE1 OEO0 CTL3 CTL2 CTuL1 CTLO

OUTPUT (if TRICTL Bit = 0)

7 6 5 4 3 2 1 0
X X CTL5 CTL4 CTL3 CTL2 CTL1 CTLO

Decision Point State Instruction (DP = 1)

LENGTH / BRANCH

Bit7 Bit 6 Bit5 | Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
Re-Execute X BRANCHON1 BRANCHONO
OPCODE
7 6 5 4 3 2 1 0
X X SGL GINT INCAD NEXT/SGLCRC DATA DP =1

LOGIC FUNCTION

7 | 6 5 4 3 2 1 0
LFUNC TERMA TERMB

OUTPUT (if TRICTL Bit = 1)

7 6 5 4 3 2 1 0
OE3 OE2 OE1 OEO0 CTL3 CTL2 CTL1 CTLO
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7 6 5 4

3 2 1 0

X X CTL5 CTL4

CTL3 CTL2 CTLA1 CTLO

LENGTH / BRANCH Register. This register’s interpretation
depends on the DP bit:

m  For DP =0 (Non-Decision Point), this is a LENGTH field;
it holds the fixed duration of this State in IFCLK cycles. A
value of ‘0’ is interpreted as 256 IFCLK cycles.

m For DP = 1 (Decision Point), this is a BRANCH field; it
specifies the State to which the GPIF branches.
BRANCHON1 Specifies the State to which the GPIF
branches if the logic expression evaluates to ‘1’
BRANCHONO Specifies the State to which the GPIF
branches if the logic expression evaluates to ‘0’.

Re-Execute Setting this bit allows the DP to re-exe-
cute its control tasks.

OPCODE Register. This register sets a number of State
characteristics.

SGL Bit. This bit has no effect in a Single Read or Sin-
gle Write waveform. In a FIFO waveform, it specifies
whether a single data transaction should occur (from/to
the SGLDATH:L or UDMACRCH:L registers), even in a
FIFO Write or FIFO Read transaction. See also NEXT/
SGLCRC, below.

1 = Use SGLDATH:L or UDMACRCH:L.

0 = Use the FIFO.
GINT Bit. This bit specifies whether to generate a
GPIFWEF interrupt during this State.

1 = Generate GPIFWF interrupt (on INT4) when
this State is reached.

0 = Do not generate interrupt.
INCAD Bit. This bit specifies whether to increment the
GPIF Address lines GPIFADR[8:0].

1 = Increment the GPIFADRI8:0] bus at the begin-

ning of this State.

0 = Do not increment the GPIFADRI[8:0] signals.
NEXT/SGLCRC Bit.

If SGL = 0, specifies whether the FIFO should be
advanced at the start of this State.

1 = Move the next data in the OUT FIFO to the
top.

0 = Do not advance the FIFO.

The NEXT bit has no effect when the wave-
form is applied to an IN FIFO.

If SGL = 1, specifies whether data should be trans-
ferred to/from SGLDATH:L or UDMACRCH:L. See
also SGL Bit above.

1 = Use UDMACRCH:L.

0 = Use SGLDATH:L.
DATA Bit. This bit specifies whether the FIFO Data bus
is to be driven, tri-stated, or sampled.
During a write:

1 = Drive the FIFO Data bus with the output
data.

0 = tri-state (do not drive the bus).

During a read:

1 = Sample the FIFO Data bus and store the
data.

0 = Do not sample the data bus.

DP Bit. This bit indicates whether the State is a DP or
NDP.

1 = Decision Point.

0 = Non-Decision Point.
LOGIC FUNCTION Register. This register is used only
in DP State Instructions. It specifies the inputs (TERMA
and TERMB) and the Logic Function (LFUNC) to apply
to those inputs. The result of the logic function deter-
mines the State to which the GPIF branches (see also
LENGTH /BRANCH Register, above).
TERMA and TERMB bits:
= 000: RDYO
=001: RDY1
=010: RDY2
=011: RDY3
=100: RDY4

=101: RDY5 (or Transaction-Count Expiration, if GPI-
FREADYCFG.5 = 1)

=110: FIFO flag (PF, EF, or FF), preselected via EPxG-
PIFFLGSEL

= 111: INTRDY (Bit 7 of the GPIFREADYCFG register)

LFUNC bits:

=00: AANDB

=01: AORB

=10: AXORB

=11: AAND B

The TERMA and TERMB inputs are sampled at each ris-

ing edge of IFCLK. The logic function is applied, then the
branch is taken on the next rising edge.

This register is meaningful only for DP Instructions;
when the DP bit of the OPCODE register is cleared to
‘0’, the contents of this register are ignored.
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OUTPUT Register. This register controls the state of the

Table 10-7. Waveform Descriptor O Structure (continued)

six Control outputs (CTL5:0) during the entire State
) . . XDATA
defined by this State Instruction. Address Contents
OEXx Bit. If TRICTL = 1, specifies whether the cor- 0xE407 | Reserved
responding CTLx output signal is tri-stated. 0 OPCODE[0] (OPCODE field of State 0 of Waveform Program
. XE408
1 = Drive CTLx 0)
0 = Tri-state CTLx OXE409 0O)PCODE[1] (OPCODE field of State 1 of Waveform Program
C,TLX Bit. ThIS Sp?CIerS. the state to set each CTLx OXE40A OPCODE[2] (OPCODE field of State 2 of Waveform Program
signal to during this entire State. X 0)
1 = High level oxE40s | OPCODE[3] (OPCODE field of State 3 of Waveform Program
If the CTLx bit in the GPIFCTLCFG regis- 0
ter is set to ‘1°, the output driver is an open-drain. OXE40C OPCODE[4] (OPCODE field of State 4 of Waveform Program
If the CTLx bit in the GPIFCTLCFG regis- 0)
ter is set to ‘0’, the output driver is driven to CMOS OXE40D 0O)PCODE[5] (OPCODE field of State 5 of Waveform Program
levels.
OPCODE[6] (OPCODE field of State 6 of Waveform Program
0 = Low level OXE40E | fe1t 9
OxE40F | Reserved
10.3.4.1  Structure of the Waveform :
. 0xE410 | OUTPUTI0] (OUTPUT field of State 0 of Waveform Program 0)
Descriptors ,
0xE411 | OUTPUT[1] (OUTPUT field of State 1 of Waveform Program 0)
Up to four different Waveforms can be defined. Each Wave- 0xE412 | OUTPUT[2] (OUTPUT field of State 2 of Waveform Program 0)
form Descriptor comprises up to 7 State Instructions which 0xE413 | OUTPUT[3] (OUTPUT field of State 3 of Waveform Program 0)
:;itilgided into the Waveform Registers as defined in this 0xE414 | OUTPUT[4] (OUTPUT field of State 4 of Waveform Program 0)
' 0xE415 | OUTPUTI5] (OUTPUT field of State 5 of Waveform Program 0)
Table 10-6. Waveform Descriptor Addresses 0xE416 | OUTPUTI[6] (OUTPUT field of State 6 of Waveform Program 0)
Waveform Descriptor Base XDATA Address OxE417 | Reserved
0 OXEA00 0xE41g | LOGIC FUNCTION[O] (LOGIC FUNCTION field of State 0 of
Waveform Program 0)
! OxE420 oxE41g | LOGIC FUNCTION[1] (LOGIC FUNCTION field of State 1 of
0xE440 Waveform Program 0)
3 0XE460 0xEa1A | LOGIC FUNCTION[2] (LOGIC FUNCTION field of State 2 of
Waveform Program 0)
Within each Waveform Descriptor, the State Instructions are OxE41B b\zsé%rsg%lgm[g])(melc FUNCTION field of State 3 of
packed as described in Table 10-7. Waveform Descriptor 0 :
is shown as an example. The other Waveform Descriptors 0XE41C b\gs;%r#g%glg:[é])(melc FUNCTION field of State 4 of
follow exactly the same structure but at higher XDATA :
dd OxE41D | LOGIC FUNCTION(S] (LOGIC FUNCTION field of State 5 of
adadresses. Waveform Program 0)
. LOGIC FUNCTION[6] (LOGIC FUNCTION field of State 6 of
Table 10-7. Waveform Descriptor 0 Structure OXE41E 1ot ctorm Program[O])( aorsae o
XDATA Contents OxE41F | Reserved
Address
oxE400 | LENGTH/ BRANCH [0] (LENGTH / BRANCH field of State 0 of 10.3.4.2 Terminating a GPIF Transfer
Waveform Program 0)
oxE4o1 | LENGTH/ BRANCH [1] (LENGTH / BRANCH field of State 1 of Once a GPIF trans.fer is initiated, the ONLY way to terminate
Waveform Program 0) the transfer is to either:
oxE402 | LENGTH/BRANCH [2] (LENGTH / BRANCH field of State 2 of m have it terminate naturally when the byte count expires
Waveform Program 0) or
LENGTH / BRANCH [3] (LENGTH / BRANCH field of State 3 of . "
OXE403 | \yaveform Program 0[) 1¢ eaorse=e m have the 8051 termlnatg and abort the transfer by writing
oxE404 | LENGTH/BRANCH [4] (LENGTH / BRANCH field of State 4 of to the GPIFABORT register.
Waveform Program 0) Once a GPIF transfer is triggered, it does not terminate until
OXE405 '\;VENGfTH/ ERANCH0[5] (LENGTH / BRANCH field of State 5 of the Transaction Count (TC) has expired. The GPIF engine
aveform Program 0) - checks the state of the TC only when in IDLE state. While
oxE406 | LENGTH / BRANCH [6] (LENGTH / BRANCH field of State 6 of designing a GPIF waveform, you must have the waveform
Waveform Program 0)
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pass through an IDLE state in order for the GPIF to check
the TC and finally terminate when TC has expired.

GPIF does allow you to save time and avoid going through
the IDLE state by using the ‘Transaction Count Expired’
(TCxpire) signal. This TCxpire replaces RDY5, if GPI-
FREADYCFG.5 = 1. Section 10.4.3.2 Reading the Transac-
tion-Count Status in a DP State on page 150 provides
further information on this.

General Programmable Interface

10.4 Firmware

Table 10-8. Registers Associated with GPIF Firmware

GPIFTRIG (SFR) EPxCFG

GPIFSGLDATH (SFR) EPxFIFOCFG

GPIFSGLDATLX (SFR) EPXAUTOINLENH/L

GPIFSGLDATLNOX

(SFR) EPxFIFOPFH/L

EPxGPIFTRIG EP2468STAT(SFR)

XGPIFSGLDATH EP24FIFOFLGS(SFR)

XGPIFSGLDATLX EP68FIFOFLGS(SFR)

XGPIFSGLDATLNOX EPxCS

GPIFABORT EPxFIFOFLGS
GPIFIE
GPIFIRQ EPxFIFOIE
GPIFTCB3 EPxFIFOIRQ
GPIFTCB2 INT2IVEC
GPIFTCB1 INT4IVEC
GPIFTCBO INTSETUP

IE (SFR)
EPxBCHIL IP (SFR)
EPxFIFOBCHIL INT2CLR(SFR)
EPxFIFOBUF INTACLR(SFR)
INPKTEND/OUTPKTEND EIE (SFR)

EXIF (SFR)

The ‘x’ in these register names represents 2, 4, 6, or 8; end-
points 0 and 1 are not associated with the Slave FIFOs.

The GPIF Designer utility, distributed with the Cypress EZ-
USB Development Kit, generates C code which may be
linked with the rest of an application’s source code. Except
for Gpiflnit(), the GPIF Designer output source file does not
include the following basic GPIF framework and functions.

TD Init():

GpifInit(); // Configures GPIF from GPIF Designer generated waveform data

// TODO: configure other endpoints, etc.

// TODO: arm OUT buffers here

here

// setup INT4 as internal source for GPIF interrupts
// using INT4CLR (SFR), automatically enabled

// INTSETUP |= 0x03;
// SYNCDELAY;

// GPIFIE = 0x03;
// SYNCDELAY;

// EIE |= 0x04;

//Enable INT4 Autovectoring
// Enable GPIFDONE and GPIFWF interrupts

// Enable INT4 ISR, EIE.2(EIEX4)=1

// TODO: configure GPIF interrupts to meet your needs here
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void GpifInit( void )

{

138

BYTE 1i;

// Registers which require a synchronization delay, see section 15.14
// FIFORESET FIFOPINPOLAR

// INPKTEND OUTPKTEND

// EPxBCH:L REVCTL

// GPIFTCB3 GPIFTCB2

// GPIFTCB1 GPIFTCBO

// EPXFIFOPFH:L EPxAUTOINLENH:L
// EPXFIFOCFG EPxGPIFFLGSEL
// PINFLAGSxx EPXFIFOIRQ

// EPXFIFOIE GPIFIRQ

// GPIFIE GPIFADRH:L

// UDMACRCH:L EPXGPIFTRIG

// GPIFTRIG

// 8051 doesn't have access to waveform memories 'til
// the part is in GPIF mode.

IFCONFIG = OxCE;

// IFCLKSRC=1 , FIFOs executes on internal clk source

// xMHz=1 , 48MHz internal clk rate

// IFCLKOE=0 , Don't drive IFCLK pin signal at 48MHz

// IFCLKPOL=0 , Don't invert IFCLK pin signal from internal clk
// ASYNC=1 , master samples asynchronous

// GSTATE=1 , Drive GPIF states out on PORTE[2:0], debug WF

// IFCFG[1:0]=10, FX2 in GPIF master mode
GPIFABORT = 0xFF; // abort any waveforms pending

GPIFREADYCFG = InitDatal[ 0 ];
GPIFCTLCFG = InitDatal 1 ];
GPIFIDLECS = InitDatal[ 2 ];
GPIFIDLECTL = InitDatal 3 ];
GPIFWFSELECT = InitDatal 5 ];
GPIFREADYSTAT = InitDatal[ 6 ];

// use dual autopointer feature...

AUTOPTRSETUP = 0x07; // inc both pointers,
// ...warning: this introduces program holes
// ...at E67B (XAUTODAT1) and E67C (XAUTODATZ2)

// source
APTR1H = MSB( &WaveData );
APTR1L = LSB( &WaveData );

// destination
AUTOPTRH2 = 0xE4;
AUTOPTRL2 = 0x00;

// transfer
for (i = 0x00; i < 128; i++ )
{

EXTAUTODAT2 = EXTAUTODATI1;
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// Configure GPIF Address pins, output initial value,

PORTCCFG = OxFF; // [7:0] as alt. func. GPIFADR[7:0]

OEC = OxFF; // and as outputs
PORTECFG |= 0x80; // [8] as alt. func. GPIFADR[8]
OEE |= 0x80; // and as output

// ...OR... tri-state GPIFADR[8:0] pins

// PORTCCFG = 0x00; // [7:0] as port I/O
// OEC = 0x00; // and as inputs

// PORTECFG &= 0x7F; // [8] as port I/O
// OEE &= O0x7F; // and as input

// GPIF address pins update when GPIFADRH/L written

SYNCDELAY; //
GPIFADRH = 0x00; // bits[7:1] always O
SYNCDELAY; //

GPIFADRL = 0x00;

// Configure GPIF FlowStates registers for Wave 0 of WaveData

FLOWSTATE = FlowStates[ 0 1;
FLOWLOGIC = FlowStates[ 1 ]
FLOWEQOCTL = FlowStates]|
FLOWEQICTL = FlowStates]| ;
FLOWHOLDOFF = FlowStates[ 4 ];
FLOWSTB = FlowStates[ 5 ];

FLOWSTBEDGE = FlowStates[ 6 ];

FLOWSTBHPERIOD = FlowStates[ 7 ];

2 1;
3]

// Set Address GPIFADR[8:0] to PERIPHERAL
void Peripheral SetAddress( WORD gaddr )
{

SYNCDELAY; //

GPIFADRH = gaddr >> 8;

SYNCDELAY; //

GPIFADRL = ( BYTE )gaddr; // setup GPIF address

}

// Set GPIF Transaction Count
void Peripheral SetGPIFTC( WORD xfrcnt )
{

SYNCDELAY; //

GPIFTCB1 = xfrcnt >> 8; // setup transaction count
SYNCDELAY; //

GPIFTCBO = ( BYTE )xfrcnt;

}

#define GPIF FLGSELPF 0
#define GPIF FLGSELEF 1
#define GPIF FLGSELFF 2

// Set EP2GPIF Decision Point FIFO Flag Select (PF, EF,
void SetEP2GPIFFLGSEL( WORD DP FIFOFlag )

{
EP2GPIFFLGSEL = DP_FIFOFlag;
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// Set EP4GPIF Decision Point FIFO Flag Select (PF, EF, FF)
void SetEP4GPIFFLGSEL( WORD DP FIFOFlag )
{
EP4GPIFFLGSEL = DP_FIFOFlag;
}

// Set EP6GPIF Decision Point FIFO Flag Select (PF, EF, FF)
void SetEP6GPIFFLGSEL ( WORD DP_FIFOFlag )
{
EP6GPIFFLGSEL = DP_FIFOFlag;
}

// Set EP8GPIF Decision Point FIFO Flag Select (PF, EF, FF)
void SetEP8GPIFFLGSEL( WORD DP FIFOFlag )
{
EP8GPIFFLGSEL = DP_FIFOFlag;
}

// Set EP2GPIF Programmable Flag STOP, overrides Transaction Count
void SetEP2GPIFPEFSTOP( void )
{
EP2GPIFPFSTOP = 0x01;
}

// Set EP4GPIF Programmable Flag STOP, overrides Transaction Count
volid SetEP4GPIFPFSTOP( void )
{
EP4GPIFPFSTOP = 0x01;
}

// Set EP6GPIF Programmable Flag STOP, overrides Transaction Count
void SetEP6GPIFPEFSTOP( void )
{
EP6GPIFPFSTOP = 0x01;
}

// Set EP8GPIF Programmable Flag STOP, overrides Transaction Count
vold SetEP8GPIFPFSTOP( void )
{
EP8GPIFPFSTOP = 0x01;
}
// write single byte to PERIPHERAL, using GPIF
void Peripheral SingleByteWrite( BYTE gdata )
{

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{
}
XGPIFSGLDATLX = gdata; // trigger GPIF
// ...single byte write transaction

// write single word to PERIPHERAL, using GPIF

void Peripheral SingleWordWrite( WORD gdata )

{
while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{
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// using registers in XDATA space
XGPIFSGLDATH = gdata >> 8;
XGPIFSGLDATLX = gdata; // trigger GPIF
// ...single word write transaction

// read single byte from PERIPHERAL, using GPIF
void Peripheral SingleByteRead( BYTE xdata *gdata )

{
static BYTE g data = 0x00;

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{

// using registers in XDATA space, dummy read

g data = XGPIFSGLDATLX; // trigger GPIF
// ...single byte read transaction
while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit

// using registers in XDATA space,
*gdata = XGPIFSGLDATLNOX; // ...GPIF reads byte from PERIPHERAL

// read single word from PERIPHERAL, using GPIF
void Peripheral SingleWordRead( WORD xdata *gdata )

{
BYTE g data = 0x00;

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{

// using registers in XDATA space, dummy read

g data = XGPIFSGLDATLX; // trigger GPIF
// ...single word read transaction
while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit

{

// using registers in XDATA space, GPIF reads word from PERIPHERAL
*gdata = ( ( WORD )XGPIFSGLDATH << 8 ) | ( WORD )XGPIFSGLDATLNOX;

#define GPIFTRIGWR 0
#define GPIFTRIGRD 4

#define GPIF EP2 0
#define GPIF EP4 1

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 141

Exhibit 2031 - Page 141 of 402



General Programmable Interface

142

#define GPIF EP6 2
#define GPIF EP8 3

// write bytes/words to PERIPHERAL, using GPIF and EPxFIFO
// if EPx WORDWIDE=0 then write bytes
// if EPx WORDWIDE=1 then write words
void Peripheral FIFOWrite( BYTE FIFO EpNum )
{
while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit

{

// trigger FIFO write transactions, using SFR
GPIFTRIG = FIFO EpNum; // R/W=0, EP[1:0]=FIFO EpNum for EPx writes

// read bytes/words from PERIPHERAL, using GPIF and EPxFIFO
// 1if EPx WORDWIDE=0 then read bytes
// 1f EPx WORDWIDE=1 then read words
void Peripheral FIFORead( BYTE FIFO EpNum )
{
while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 GPIF Done bit

{

// trigger FIFO read transactions, using SFR

-
CYPRESS

PERFORM

GPIFTRIG = GPIFTRIGRD | FIFO _EpNum; // R/W=1, EP[1:0]=FIFO_EpNum for EPx reads
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10.4.1  Single Read Transactions
Figure 10-16. Firmware Launches a Single Read Waveform, WORDWIDE=0

8051 XDATA GPIF Device Pins

* FD[7:0]

30/48MHz

IFCLK

5-48MHz
v CLK
XGPIFSGLDATH/L —— GPIFADR[8:0] >
Waveform Descriptors CTL[5:0] >
WFO0 RDY][5:0]
WFA1 <
8051 WF2
WF3 GPIF
XGPIFSGLDATLX
>
GPIF DONE
GPIFWF
8051 INTRDY
P

* Al EPx WORDWIDE bits must be cleared to ‘0’ for 8 bit single transactions. If any of the EPx WORDWIDE bits are set to ‘1’, then single transactions are 16
bits wide.

Figure 10-17. Single Read Transaction Waveform

FOLK || L |
GPIFADR[8:0] Ox00AB
FD[7:0] hi-Z 0x80 hi-Z

CTLO

RDYO
\) \ \J

NDP NDP NDP NDP NDP NDP
i1 i2 i3 i4
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Figure 10-18. GPIF Designer Setup for the Waveform of Figure 10-17

States 50l 81| a2 | | IDLE
; ; ; ; ; ; ; e rsample data bus here : : :
Data | & (& &)
0 0 5 0 0 i i 0 0 5 0 0 0 0 1
Addr |
Status |
' ' : ' ' i ' ' ' : ' ' ' ' i
R N N L
i i 5 i i i i i i 5 i i i i i
Figure 10-19. GPIF Designer Output for the Waveform of Figure 10-17
State 0 1 2 3 4 5 6 7
AddrMode Same Val Same Val Same Val Same Val Same Val Same Val Same Val
DataMode No Data No Data Activate No Data No Data No Data No Data
NextData SameData SameData SameData SameData SameData SameData SameData
Int Trig No Int No Int No Int No Int No Int No Int No Int
IF/Wait Wait 4 Wait 1 Wait 1 Wait 2 Wait 1 Wait 1 Wait 1
Term A
LFUNC
Term B
Branch1
BranchO
Re-execute
CTLO 1 1 0 1 1 1 1 1
CTL1 1 1 1 1 1 1 1 1
CTL2 1 1 1 1 1 1 1 1
CTL3 1 1 1 1 1 1 1 1
CTL4 1 1 1 1 1 1 1 1
CTL5 1 1 1 1 1 1 1 1

To perform a Single Read transaction:

1.

144

Initialize the GPIF Configuration Registers and Wave-
form Descriptors.

Check that the GPIF is IDLE by checking if the DONE bit
(GPIFIDLECS.7 or GPIFTRIG.7) is set.

Perform a dummy read of the XGPIFSGLDATLX register
to start a single transaction.

Wait for the GPIF to indicate that the transaction is com-
plete. When the transaction is complete, the DONE bit
(GPIFIDLECS.7 or GPIFTRIG.7) is set to ‘1. If enabled,
a GPIFDONE interrupt is also generated.

Depending on the bus width and the desire to start
another transaction, the data read by the GPIF can be
retrieved from the XGPIFSGLDATH, XGPIFSGLDATLX,
and/or the XGPIFSGLDATLNOX register (or from the
SFR-space copies of these registers).

In 16 bit mode only, the most significant byte, FD[15:8],
of data is read from the XGPIFSGLDATH register.

In 8 and 16 bit modes, the least significant byte of data is
read by either:

o reading XGPIFSGLDATLX, which reads the least
significant byte and starts another Single Read trans-
action.

a reading XGPIFSGLDATLNOX, which reads the least
significant byte but does not start another Single
Read transaction.

The following C program fragments (Figure 10-20 on
page 145 and Figure 10-21 on page 146) illustrate how to
perform a Single Read transaction in 8 bit mode (WORD-
WIDE=0):
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Figure 10-20. Single Read Transaction Functions

#define PERIPHCS O0x00AB
#define AOKAY 0x80
#define BURSTMODE 0x0000
#define TRISTATE OxFFFF
#define EVER ;;

// prototypes
void GpifInit( void );

// Set Address GPIFADR[8:0] to PERIPHERAL
void Peripheral SetAddress( WORD gaddr )
{
if( gaddr < 512 )
{ // drive GPIF address bus w/gaddr
GPIFADRH = gaddr >> 8;
SYNCDELAY;
GPIFADRL = ( BYTE )gaddr; // setup GPIF address
}
else
{ // tri-state GPIFADR[8:0] pins
PORTCCFG = 0x00; // [7:0] as port I/O
OEC = 0x00; // and as inputs
PORTECFG &= 0x7F; // [8] as port I/O
OEE &= 0x7F; // and as input

// read single byte from PERIPHERAL, using GPIF
void Peripheral SingleByteRead( BYTE xdata *gdata )

{
static BYTE g data = 0x00;

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{

// using registers in XDATA space, dummy read
g data = XGPIFSGLDATLX; // to trigger GPIF single byte read transaction

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{

// using registers in XDATA space, GPIF read byte from PERIPHERAL here
*gdata = XGPIFSGLDATLNOX;
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Figure 10-21. Initialization Code for Single Read Transactions

void TD Init( void )
{
BYTE xdata periph status;

GpifInit(); // Configures GPIF from GPIF Designer generated waveform data
// TODO: configure other endpoints, etc. here
// TODO: arm OUT buffers here

// setup INT4 as internal source for GPIF interrupts

// using INT4CLR (SFR), automatically enabled

// INTSETUP |= 0x03; //Enable INT4 Autovectoring

// SYNCDELAY;

// GPIFIE = 0x03; // Enable GPIFDONE and GPIFWF interrupts
// SYNCDELAY;

// EIE |= 0x04; // Enable INT4 ISR, EIE.2(EIEX4)=1

// TODO: configure GPIF interrupts to meet your needs here

// get status of peripheral function
Peripheral SetAddress( PERIPHCS );
Peripheral SingleByteRead( é&periph status );

if ( periph status == AOKAY )
{ // set it and forget it

Peripheral SetAddress( BURSTMODE ) ;
}

else

{
Peripheral SetAddress( TRISTATE );
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Single Write Transactions
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Figure 10-22. Firmware Launches a Single Write Waveform, WORDWIDE=0

8051

8051

XDATA

XGPIFSG

GPIF

Device Pins

* FD[7:0]

LDATH/L

XGPIFSGLDATLX

Waveform Descriptors

WFO0

WF1
WF2
WF3

30/48MHz

IFCLK

>

5-48MHz

GPIF DONE

>

¢

GPIFWF

8051 INTRDY

*

g

CLK

GPIF

CTL[5:0]

GPIFADR[8:0] o

>

| RDYI5:0]

NDP

bits wide.
Figure 10-23. Single Write Transaction Waveform
FOLK_ | | | | | |
GPIFADR[8:0] Ox00AB
FD[7:O]_ hi-Z 0x01 hi-Z
CTLO
RDYO
v v v v
NDP NDP NDP NDP NDP
i1 i2 i3 i4
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Figure 10-24. GPIF Designer Setup for the Waveform of Figure 10-23

tlack Diagram | Single Flead  Single Wiite | FIFD Read | FIFD wiie |

States Gl | 31 | 32 | z3 |
0 0 0 0 0 0 0 0 : drive databus here 0
| | | | | PN h | | | | |
Data | & (& &)
; ; ; ; ; i i 5 ; ; ; ; ; ;
Addr |
Status |
i i i i i i i : i i i i i i
Lile [ & A A A A
1 1 1 1 1 h 1 ' 1 1 1 1 1 1
Figure 10-25. GPIF Designer Output for the Waveform of Figure 10-23
State 0 1 2 3 4 5 6 7
AddrMode Same Val Same Val Same Val Same Val Same Val Same Val Same Val
DataMode No Data No Data Activate No Data No Data No Data No Data
NextData SameData SameData SameData SameData SameData SameData SameData
Int Trig No Int No Int No Int No Int No Int No Int No Int
IF/Wait Wait 4 Wait 1 Wait 1 Wait 1 Wait 1 Wait 1 Wait 1
Term A
LFUNC
Term B
Branch1
BranchO
Re-execute
CTLO 1 1 0 1 1 1 1 1
CTL1 1 1 1 1 1 1 1 1
CTL2 1 1 1 1 1 1 1 1
CTL3 1 1 1 1 1 1 1 1
CTL4 1 1 1 1 1 1 1 1
CTL5 1 1 1 1 1 1 1 1

Single Write transactions are simpler than Single Read
transactions because no dummy read operation is required.
To execute a Single Write transaction:

1. Initialize the GPIF Configuration Registers and Wave-
form Descriptors.

2. Check that the GPIF is IDLE by checking if the DONE bit
(GPIFIDLECS.7 or GPIFTRIG.7) is set.

3. Ifin 16 bit mode (WORDWIDE = 1), write the most signif-
icant byte of the data to the XGPIFSGLDATH register,
then write the least significant byte to the XGPIFSGL-
DATLX register to start a Single Write transaction.

4. In 8 bit mode, simply write the data to the XGPIFSGL-
DATLX register to start a Single Write transaction.

5. Wait for the GPIF to indicate that the transaction is com-
plete. When the transaction is complete, the DONE bit

148

(GPIFIDLECS.7 or GPIFTRIG.7) is set to ‘1". If enabled,
a GPIFDONE interrupt is also generated.

The following C program fragments (Figure 10-26 and
Figure 10-27 on page 149) illustrate how to perform a
Single Write transaction in 8 bit mode (WORDWIDE=0):
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Figure 10-26. Single Write Transaction Functions

#define PERIPHCS 0x00AB
#define P _HSMODE 0x01

// prototypes
void GpifInit( void );

// Set Address GPIFADR[8:0] to PERIPHERAL
void Peripheral SetAddress( WORD gaddr )
{
GPIFADRH = gaddr >> 8;
SYNCDELAY;
GPIFADRL = ( BYTE )gaddr; // setup GPIF address

// write single byte to PERIPHERAL, using GPIF
void Peripheral SingleByteWrite( BYTE gdata )

{
while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit

{

XGPIFSGLDATLX = gdata; // trigger GPIF single byte write transaction

Figure 10-27. Initialization Code for Single Write Transactions

void TD Init( void )
{

GpifInit(); // Configures GPIF from GPIF Designer generated waveform data
// TODO: configure other endpoints, etc. here

// TODO: arm OUT buffers here

// setup INT4 as internal source for GPIF interrupts

// using INT4CLR (SFR), automatically enabled

// INTSETUP |= 0x03; //Enable INT4 Autovectoring

// SYNCDELAY;

// GPIFIE = 0x03; // Enable GPIFDONE and GPIFWF interrupts
// SYNCDELAY;

// EIE |= 0x04; // Enable INT4 ISR, EIE.2(EIEX4)=1

// TODO: configure GPIF interrupts to meet your needs here
// tell peripheral we are going into high speed xfr mode

Peripheral SetAddress( PERIPHCS );
Peripheral SingleByteWrite( P _HSMODE ) ;
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10.4.3 FIFO Read and FIFO Write (Burst)

Transactions

FIFO Read and FIFO Write waveforms transfer data to and
from the EZ-USB’s Slave FIFOs (See chapter “Slave FIFOs”
on page 99). The waveform is started by writing to EPxG-
PIFTRIG, where ‘X’ represents the FIFO (2, 4, 6, or 8) to/
from which data should be transferred, or to GPIFTRIG.

A FIFO Read or FIFO Write waveform generally transfers a
long stream of data rather than a single byte or word. Usu-
ally, the waveform is programmed to terminate after a speci-
fied number of transactions or when a FIFO flag asserts (for
example, when an IN FIFO is full or an OUT FIFO is empty).
A ‘transaction’ is a transfer of a single byte (if WORDWIDE =
0) or word (if WORDWIDE = 1) to or from a FIFO. Using the
GPIF Designer’s terminology, a transaction is either an ‘Acti-
vate Data’ for a FIFO Read or a ‘Next FIFO Data’ for a FIFO
Write.

10.4.3.1

To use the Transaction Counter for FIFO ‘x’, load
GPIFTCB3:0 with the desired number of transactions (1 to
4,294,967,295). When a FIFO Read or Write waveform is
triggered on that FIFO, the GPIF transfers the specified
number of bytes (or words, if WORDWIDE = 1) automati-
cally.

Transaction Counter

This mode of operation is called Long Transfer Mode; when
the Transaction Counter is used in this way, the Waveform
Descriptor should branch to the Idle State after each trans-
action.

Each time through the Idle State, the GPIF checks the
Transaction Count; when it expires, the waveform termi-
nates and the DONE bit is set. Otherwise, the GPIF re-exe-
cutes the entire Waveform Descriptor. Note In Long Transfer
Mode, the DONE bit is not set until the Transaction Count
expires.

While the Transaction Count is active, the GPIF checks the
Full Flag (for IN FIFOs) or the Empty Flag (for OUT FIFOs)
on every pass through the Idle State. If the flag is asserted,
the GPIF pauses until the over/underflow threat is removed,
then it automatically resumes. In this way, the GPIF auto-
matically throttles data flow in Long Transfer Mode.

The GPIFTCB3:0 registers are readable and they update as
transactions occur, so the CPU can read the Transaction
Count value at any time.

10.4.3.2  Reading the Transaction-Count

Status in a DP State

To sample the transaction-count status in a DP State, set
GPIFREADYCFG.5 to ‘1’ (which instructs the EZ-USB to
replace the RDY5 input with the transaction-count expiration
flag), then launch a FIFO transaction which uses a transac-
tion count. The EZ-USB sets the transaction-count expira-
tion flag to ‘1’ when the transaction count expires. This

feature allows the Transaction Counter to be used without
passing through the Idle State after each transaction.

10.4.4  GPIF Flag Selection

The GPIF can examine the PF, EF, or FF (of the current
FIFO) during a waveform. One of the three flags is selected
by the FS[1:0] bits in the EPxGPIFFLGSEL register; that
selected flag is called the GPIF Flag.

10.4.5 GPIF Flag Stop

When EPxGPIFPFSTOP.0 is set to ‘1’, FIFO Read and Write
transactions are terminated by the assertion of the GPIF
Flag. When this feature is used, it overrides the Transaction
Counter; the GPIF waveform terminates (sets DONE to ‘1)
only when the GPIF Flag asserts. If the GPIF Flag is already
asserted at the time the waveform is launched, a GPIF
DONE interrupt is not generated.

No special programming of the Waveform Descriptors is
necessary, and FIFO Waveform Descriptors that transition
through the Idle State on each transaction (for example,
waveforms that do not use the Transaction Counter) are
unaffected. Automatic throttling of the FIFOs in IDLE still
occurs, so there is no danger of the GPIF writing to a full
FIFO or reading from an empty FIFO.

Note Unless the firmware aborts the GPIF transfer by writ-
ing to the GPIFABORT register, only the GPIF Flag asser-
tion terminates the waveform and sets the DONE bit.

A waveform can potentially execute forever if the GPIF Flag
never asserts.

Important The GPIF Flag is only automatically tested by the
EZ-USB core while transitioning through the IDLE State, and
the assertion of the GPIF Flag is not latched. Since the
assertion of the GPIF Flag is not latched, if it is asserted and
deasserted during the waveform (due to the dynamic rela-
tionship between USB host activity and status of the EZ-
USB FIFOs), the EZ-USB core would not see the GPIF Flag
asserted in the IDLE state.
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10.4.5.1  Performing a FIFO Read Transaction

Figure 10-28. Firmware Launches a FIFO Read Waveform

8051 XDATA GPIF Device Pins

FD[7:0]

30/48MHz

v IFCLK
5 - 48MHz
Slave FIFOs EPXEF
EP2FIFOBUF EPxFF CLK
EP4FIFOBUF EP2 —EPxPF__ ]
EP6FIFOBUF EP4 GPIFADR[8:0]
EP6 SLOE —»
.EP8FIFOBUF N 55 SLRD
PRSIAUL:S | CTL[5:0] >
f f ¢RRYI5:0]
INPKTEND FIFOADR[1:0]
Waveform Descriptors
8051 WEO GPIF
WF1
WF2
WF3
GPIFTRIG
GPIF DONE
<
GPIFWF
8051 INTRDY >
Figure 10-29. Example FIFO Read Transaction
GPIF TC  EPxFIFOBUF
TC=N 0x01 Peripheral data (Pdata)
TC=N+1 0x02 N N+1 N+2 512
TC=N+2 0x03
C 7: 0x01 0x02 0x03 OxFF
i2 i2 i2 i2
TC=512 OxFF
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Figure 10-30. FIFO Read Transaction Waveform

o [ g
GPIFADR[8:0] 0x0000

FD[7:0] hi-Z Pdata++ hi-Z

CTLO

RDYO
v v v v

NDP NDP NDP NDP NDP NDP

i1 i2 i3 i4

The above waveform executes until the Transaction Counter Each iteration of the waveform reads a data value from the
expires (until it counts to 512, in this example). The Transac- FIFO data bus into the FIFO, then decrements and checks
tion Counter is decremented and sampled on each pass the Transaction Counter. When it expires, the DONE bit is
through the IDLE state. When the Transaction Counter is set to ‘1’ and the GPIFDONE interrupt request is asserted.
used without passing through the IDLE state, the Transac-

tion Counter is decremented on each ‘Activate’ (which sam-

ples the data bus).

Figure 10-31. GPIF Designer Setup for the Waveform of Figure 10-30

B T Y Y Y Y Yy 6 B

States 50 (= sz (s
/'/\'\/'/" sample databus here .
Data | ( )
:. i i i i U i i i i i i i :
Addr |
Statusz |
CTLo | F Y 2 A A A
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Figure 10-32. GPIF Designer Output for the Waveform of Figure 10-30

State 0 1 2 3 4 5 6 7
AddrMode Same Val Same Val Same Val Same Val Same Val Same Val Same Val
DataMode No Data No Data Activate No Data No Data No Data No Data
NextData SameData SameData SameData SameData SameData SameData SameData
Int Trig No Int No Int No Int No Int No Int No Int No Int

IF/Wait Wait 4 Wait 1 Wait 1 Wait 1 Wait 1 Wait 1 Wait 1
Term A

LFUNC

Term B
Branch1
BranchO

Reexecute
CTLO 1 1 0 1 1 1 1 1
CTL1 1 1 1 1 1 1 1 1
CTL2 1 1 1 1 1 1 1 1
CTL3 1 1 1 1 1 1 1 1
CTL4 1 1 1 1 1 1 1 1
CTL5 1 1 1 1 1 1 1 1

Typically, when performing a FIFO Read, only one ‘Activate’
is needed in the waveform, since each execution of ‘Acti-
vate’ increments the internal FIFO pointer (and EPxBCH:L)
automatically.

To perform a FIFO Read Transaction:

1. Program the EZ-USB to detect completion of the trans-
action. As with all GPIF Transactions, bit 7 of the
GPIFTRIG register (the DONE bit) signals when the
Transaction is complete.

2. In the GPIFTRIG register, set the RW bit to ‘1’ and load
EP[1:0] with the appropriate value for the FIFO which is
to receive the data.

3. Program the EZ-USB to commit (‘pass-on’) the data from
the FIFO to the endpoint. The data can be transferred
from the FIFO to the endpoint by either of the following
methods.

0 AUTOIN=1: CPU is not in the data path; the EZ-USB
automatically commits data from the FIFO Data bus
to the USB.

a  AUTOIN=0: Firmware must manually commit data to
the USB by writing either EPxBCL or INPKTEND
(with SKIP=0).

The following C program fragments (Figure 10-33 on
page 154 through Figure 10-36 on page 156) illustrate how
to perform a FIFO Read transaction in 8 bit mode (WORD-
WIDE = 0) with AUTOIN = 0.
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Figure 10-33. FIFO Read Transaction Functions

#define GPIFTRIGRD 4

#define GPIF EP2 0
#define GPIF _EP4 1
#define GPIF EP6 2
#define GPIF _EP8 3

#define BURSTMODE 0x0000
#define HSPKTSIZE 512

// reads from PERIPHERAL, using GPIF and EPXFIFO
void Peripheral FIFORead( BYTE FIFO EpNum )

{

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 GPIF Done bit
{

// trigger FIFO read transactions, using SFR
GPIFTRIG = GPIFTRIGRD | FIFO EpNum; // R/W=1, EP[1:0]=FIFO_EpNum
// for EPx reads

// Set GPIF Transaction Count
void Peripheral SetGPIFTC( WORD xfrcnt)

{

154

GPIFTCBl = xfrcnt >> 8; // setup transaction count
SYNCDELAY;
GPIFTCBO = ( BYTE )xfrcnt;
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Figure 10-34. Initialization Code for FIFO Read Transactions

void TD Init( void )
{

GpifInit(); // Configures GPIF from GPIF Designer generated waveform data

// TODO: configure other endpoints, etc. here

EP8CFG = 0xEO; // EP8 is DIR=IN, TYPE=BULK

SYNCDELAY;

EP8FIFOCFG = 0x04; // EP8 is AUTOOUT=0, AUTOIN=0, ZEROLEN=1, WORDWIDE=0

// TODO: arm OUT buffers here

// setup INT4 as internal source for GPIF interrupts

// using INT4CLR (SFR), automatically enabled

// INTSETUP |= 0x03; //Enable INT4 Autovectoring

// SYNCDELAY;

// GPIFIE = 0x03; // Enable GPIFDONE and GPIFWF interrupts
// SYNCDELAY;

// EIE |= 0x04; // Enable INT4 ISR, EIE.2(EIEX4)=1

// TODO: configure GPIF interrupts to meet your needs here

// tell peripheral we are going into high speed xfr mode
Peripheral SetAddress( PERIPHCS );
Peripheral SingleByteWrite( P HSMODE ) ;

// configure some GPIF registers
Peripheral SetAddress( BURSTMODE ) ;
Peripheral SetGPIFTC( HSPKTSIZE );

Figure 10-35. FIFO Read w/ AUTOIN = 0, Committing Packets via INPKTEND w/SKIP=0

void TD_Poll( void )
{

if( ! ( EP6BFIFOFLGS & 0x10 ) )

{ // EP8FF=0 when buffer available
// host is taking EP8 data fast enough
Peripheral FIFORead( GPIF EP8 );

if ( gpifdone event flag )
{ // GPIF currently pointing to EP8, last FIFO accessed
if( ! ( EP2468STAT & 0x80 ) )
{ // EP8F=0 when buffer available
INPKTEND = 0x08; // Firmware commits pkt by writing 8 to INPKTEND
gpifdone event flag = 0;
}
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Figure 10-36. FIFO Read w/ AUTOIN = 0, Committing Packets through EPxBCL

void TD Poll( void )
{

if( !'( EP6B8FIFOFLGS & 0x10 ) )

{ // EP8FF=0 when buffer available
// host 1s taking EP8 data fast enough
Peripheral FIFORead( GPIF EP8 );

}

if ( gpifdone event flag )
{ // GPIF currently pointing to EP8, last FIFO accessed
if( !( EP2468STAT & 0x80 ) )
{ // EP8F=0 when buffer available
// modify the data

EPSFIFOBUF[ O ] = 0x02; // <STX>, packet start of text msg
EPBFIFOBUF[ 7 ] = 0x03; // <ETX>, packet end of text msg
SYNCDELAY;

EP8BCH = 0x00;

SYNCDELAY;

EP8BCL = 0x08; // pass 8-byte packet on to host

104.6 Firmware Access to IN Packets, Figure 10-37. GPIF FIFO Read Transactions, AUTOIN = 1
(AUTOIN=1)

The only difference between auto (AUTOIN=1) and manual

(AUTOIN=0) modes for IN packets is the packet length fea- 8051

ture (EPXAUTOINLENH/L) in AUTOIN=1.

usB Slave | GPIF

AUTOIN=1, Long Transfer Mode

Figure 10-38. FIFO Read Transaction Code, AUTOIN = 1

void TD_Init( void )
{
EP8CFG = O0xEOQ; // EP8 is DIR=IN, TYPE=BULK

SYNCDELAY;

EP8FIFOCFG = 0x0C; // EP8 is AUTOOUT=0, AUTOIN=1, ZEROLEN=1, WORDWIDE=0
SYNCDELAY;

EP8AUTOINLENH = 0x02; // if AUTOIN=1, auto commit 512 byte packets
SYNCDELAY;

EPBAUTOINLENL = 0x00;
}

void TD_Poll( void )

{
// no code necessary to xfr data from master to host!
// AUTOIN=1 and EP8BAUTOINLENH:L=512 auto commits IN packets,
// in 512 byte chunks.
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Figure 10-39. Firmware Intervention, AUTOIN = 0/1 10.4.7 Firmware Access to IN Packets,
(AUTOIN = 0)
In manual IN mode (AUTOIN=0), the firmware has the fol-
8051 lowing options:

1. It can commit (‘pass-on’) packets sent from the master to

the host when a buffer is available, by writing the INPK-
usB Data Path | siave Ly GPIF . . .

TEND register with the corresponding EPx number and

SKIP = 0 (see Figure 10-40).

ﬁﬂgmf‘; or 2. It can skip a packet by writing to INPKTEND with
h SKIP = 1. See Figure 10-41 on page 157.

3. It can source or edit a packet (for example, write directly
to EPxFIFOBUF) then write the EPxBCL. See
Figure 10-42 on page 158.

Figure 10-40. Committing a Packet by Writing INPKTEND with EPx Number (w/SKIP = 0)

TD_Poll():

if ( master finished longxfr( ) )
{ // master currently points to EP8, last FIFO accessed
if( !'( EP6B8FIFOFLGS & 0x10 ) )
{ // EP8FF=0 when buffer available
INPKTEND = 0x08; // Firmware commits pkt
// by writing 0x08 to INPKTEND
release master( EP8 );

}

Figure 10-41. Skipping a Packet by Writing to INPKTEND w/SKIP = 1

TD Poll():

if ( master finished longxfr( ) )
{ // master currently points to EP8, last FIFO accessed
if( ! ( EP6BFIFOFLGS & 0x10 ) )
{ // EP8FF=0 when buffer available
INPKTEND = 0x88; // Firmware commits pkt
// by writing 0x88 to INPKTEND
release master( EP8 );

}
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TD_Poll():

Figure 10-42. Sourcing an IN Packet by Writing to EPxBCH:L

if ( source pkt event )
{ // 100msec background timer fired
if ( holdoff master( ) )
{ // signaled “busy” to master successful
while( ! ( EP68FIFOFLGS & 0x20 ) )

{ // EP8EF=
;// wait

0, when buffer not empty
‘til host takes entire FIFO data

// Reset FIFO 8.

FIFORESET
SYNCDELAY;
FIFORESET =
SYNCDELAY;

FIFORESET =

EP8FIFOBUF
EPS8FIFOBUF
EPS8FIFOBUF
EPS8FIFOBUF
SYNCDELAY;

[
[
[
[

0x80; // Activate NAK-All to avoid race conditions.
0x88; // Reset FIFO 8.

0x00; // Deactivate NAK-All.

= 0x02; // <STX>, packet start of text msg
0x06; // <ACK>

= 0x07; // <HEARTBEAT>
= 0x03; // <ETX>, packet end of text msg

w N R o
(|

EP8BCH = 0x00;

SYNCDELAY;

EP8BCL = 0x04; // pass src’d buffer on to host

}

else

{

history record( EP8, BAD MASTER );

}
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Figure 10-43. Firmware Launches a FIFO Write Waveform

General Programmable Interface

8051 XDATA GPIF Device Pins
FD[7:0]
>
30/48MHz
IFCLK
5 - 48MHz
Slave FIFOs EPXEF
EP2FIFOBUF EPxFF CLK
EP4FIFOBUF EP2 |‘ __EPXPF
EP6FIFOBUF e SLOE GPIFADR(8:0]
EP6 ‘
EP8FIFOBUF e SLRD
D E—— EP8
SLWR | cTL5:0] )
f f ¢RDYI5:0]
INPKTEND FIFOADRJ[1:0]
Waveform Descriptors
8051 WEO GPIF
WF1
WF2
WF3
GPIFTRIG
GPIF DONE
<

GPIF INTRDY

8051 INTRDY
g

Figure 10-44. Example FIFO Write Transaction

GPIF TC EPxFIFOBUF
TC=N 0x01 Peripheral data (Pdata)

TC=N+1 | 0x02 N N+ N*2 512

TC=N+2 0x03

- 0x01 0x02 0x03 OxFF

TC=512 OxFF
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Figure 10-45. FIFO Write Transaction Waveform

e LA LA LA LA L
GPIFADR[8:0] 0x0000

FD[7:0] hi-Z Pdata++ hi-Z

CTLO

RDYO
v v v \ 4

NDP NDP NDP NDP NDP NDP

i1 i2 i3 i4

The above waveform executes until the Transaction Counter Each iteration of the waveform writes a data value from the
expires (until it counts to 512, in this example). The Transac- FIFO to the FIFO Data bus, then decrements and checks
tion Counter is decremented and sampled on each pass the Transaction Counter. When it expires, the DONE bit is
through the Idle State. When the Transaction Counter is set to ‘1’ and the GPIFDONE interrupt request is asserted.
used without passing through the IDLE state, the Transac-

tion Counter is decremented on each ‘Nextdata’ (which

increments the FIFO pointer).

Figure 10-46. GPIF Designer Setup for the Waveform of Figure 10-45

States 50l |e1 | s2| &3 | s4 | o5 | <6 | IDLE
'drive: ) : : i i i i d increrhent FIFO pointér here
|drllve|datat?us h¢re ' /l/_\v\ I I NI I 1 P 1 1

Data | & (& &) (\y

Addr |

Status |

cTLo & A A A A A A A

160 EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

Exhibit 2031 - Page 160 of 402



= General Programmable Interface

Figure 10-47. GPIF Designer Output for the Waveform of Figure 10-45

State 0 1 2 3 4 5 6 7
AddrMode Same Val Same Val Same Val Same Val Same Val Same Val Same Val
DataMode No Data No Data Activate No Data No Data No Data No Data
NextData SameData SameData SameData SameData SameData SameData NextData
Int Trig No Int No Int No Int No Int No Int No Int No Int

IF/Wait Wait 4 Wait 1 Wait 1 Wait 1 Wait 1 Wait 1 Wait 1
Term A

LFUNC

Term B
Branch1
BranchO

Re-execute
CTLO 1 1 0 1 1 1 1 1
CTL1 1 1 1 1 1 1 1 1
CTL2 1 1 1 1 1 1 1 1
CTL3 1 1 1 1 1 1 1 1
CTL4 1 1 1 1 1 1 1 1
CTL5 1 1 1 1 1 1 1 1

Typically, when performing a FIFO Write, only one ‘Next-
Data’ is needed in the waveform, since each execution of
‘NextData’ increments the FIFO pointer.

To perform a FIFO-Write Transaction:

1. Program the EZ-USB to detect completion of the trans-
action. As with all GPIF Transactions, bit 7 of the
GPIFTRIG register (the DONE bit) signals when the
Transaction is complete.

2. In the GPIFTRIG register, set the RW bit to ‘0’ and load
EP[1:0] with the appropriate value for the FIFO which is
to source the data.

3. Program the EZ-USB to commit (‘pass-on’) the data from
the endpoint to the FIFO. The data can be transferred by
either of the following methods:

o AUTOOUT=1: CPU is not in the data path; the EZ-
USB automatically commits data from the USB to the
FIFO Data bus.

a AUTOOUT=0: Firmware must manually commit data
to the FIFO Data bus by writing
EPxBCL.7=0 (firmware can choose to skip the cur-
rent packet by writing EPxBCL.7=1).

The following C program fragments (Figure 10-48 on
page 162 through Figure 10-50 on page 163) illustrate how
to perform a FIFO-Read transaction in 8 bit mode (WORD-
WIDE = 0) with AUTOOUT = 0.
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Figure 10-48. FIFO Write Transaction Functions

#define GPIFTRIGWR O

#define GPIF_EP2 0
#define GPIF _EP4 1
#define GPIF EP6 2
#define GPIF_EP8 3

#define BURSTMODE 0x0000
#define HSPKTSIZE 512

// write bytes to PERIPHERAL, using GPIF and EPXFIFO
void Peripheral FIFOWrite( BYTE FIFO EpNum )

{

while( ! ( GPIFTRIG & 0x80 ) ) // poll GPIFTRIG.7 Done bit
{

}

// trigger FIFO write transactions, using SFR
GPIFTRIG = FIFO _EpNum; // R/W=0, EP[1:0]=FIFO EpNum for EPx writes

// Set GPIF Transaction Count
void Peripheral SetGPIFTC( WORD xfrcnt)

{

162

GPIFTCBl1 = xfrcnt >> 8; // setup transaction count
SYNCDELAY;
GPIFTCBO = ( BYTE )xfrcnt;
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void TD_ Init( void )
{

GpifInit(); // Configures GPIF from GPIF Designer generated waveform data

// TODO: configure other endpoints, etc. here

EP2CFG = O0xA2; // EP2 is DIR=0OUT, TYPE=BULK, SIZE=512, BUF=2x
SYNCDELAY;

EP2FIFOCEFG = 0x00; // EP2 is AUTOOUT=0, AUTOIN=0, ZEROLEN=0, WORDWIDE=0
SYNCDELAY;

// “all” EP2 buffers automatically arm when AUTOOUT=1

// TODO: arm OUT buffers here

OUTPKTEND = 0x82; // Arm both EP2 buffers to “prime the pump”
SYNCDELAY;

OUTPKTEND = 0x82;

SYNCDELAY;

// setup INT4 as internal source for GPIF interrupts
// using INT4CLR (SFR), automatically enabled

// INTSETUP |= 0x03; //Enable INT4 Autovectoring
// GPIFIE = 0x03; // Enable GPIFDONE and GPIFWF interrupts
// EIE |= 0x04; // Enable INT4 ISR, EIE.2(EIEX4)=1

// TODO: configure GPIF interrupts to meet your needs here

// tell peripheral we are going into high speed xfr mode
Peripheral SetAddress( PERIPHCS );
Peripheral SingleByteWrite( P_HSMODE ) ;

// configure some GPIF control registers
Peripheral SetAddress( BURSTMODE ) ;

Figure 10-50. FIFO Write w/ AUTOOUT = 0, Committing Packets through OUTPKTEND

void TD_Poll( void )
{

if( !'( EP2468STAT & 0x01 ) )
{ // EP2EF=0 when FIFO “not” empty, host sent pkt.
OUTPKTEND = 0x02; // SKIP=0, pass buffer on to master

if ( gpifdone event flag )

{
Peripheral SetGPIFTC( HSPKTSIZE );
Peripheral FIFOWrite( GPIF EP2 );
gpifdone event flag = 0;

}
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10.4.8 Firmware Access to OUT packets, Figure 10-51. CPU Not in Data Path, AUTOOUT=1
(AUTOOUT=1)

To achieve the maximum USB 2.0 bandwidth, the host and 8051
master are directly connected when AOUTOOUT=1; the
CPU is bypassed and the OUT FIFO is automatically com-

mitted to the host. USB A Slave |, GPIF

AUTOOUT=1, Long Transfer Mode

Figure 10-52. TD_lInit Example: Configuring AUTOOUT =1

TD_Init():

REVCTL = 0x03; // REVCTL.O0 and REVCTL.1 set to 1

SYNCDELAY;

EP2CFG = 0xA2; // EP2 is DIR=0OUT, TYPE=BULK, SIZE=512, BUF=2x
SYNCDELAY;

FIFORESET = 0x80; // Reset the FIFO

SYNCDELAY ;

FIFORESET = 0x82;

SYNCDELAY;

FIFORESET = 0x00;

SYNCDELAY;

OUTPKTEND = 0x82; // Arm both EP2 buffers to “prime the pump”
SYNCDELAY ;

OUTPKTEND = 0x82;

SYNCDELAY ;

EP2FIFOCFG = 0x10; // EP2 is AUTOOUT=1, AUTOIN=0, ZEROLEN=0, WORDWIDE=0

Figure 10-53. FIFO-Write Transaction Code, AUTOOUT = 1

TD_Poll():

// no code necessary to xfr data from host to master!
// AUTOOUT=1 auto-commits packets
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Figure 10-54. Firmware can Skip or Commit, AUTOOUT =0

8051

USB o Slave |, GPIF

AUTOOUT=0

Figure 10-55. Initialization Code for AUTOOUT =0

TD Init():

REVCTL = 0x03; // REVCTL.0 and REVCTL.1l set to 1

SYNCDELAY;

EP2CFG = 0xA2; // EP2 is DIR=0OUT, TYPE=BULK, SIZE=512, BUF=2x
SYNCDELAY;

FIFORESET = 0x80; // Reset the FIFO

SYNCDELAY;

FIFORESET = 0x82;

SYNCDELAY;

FIFORESET = 0x00;

SYNCDELAY;

EP2FIFOCFG = 0x00; // EP2 is AUTOOUT=0, AUTOIN=0, ZEROLEN=0, WORDWIDE=0

SYNCDELAY;

// OUT endpoints do NOT come up armed
OUTPKTEND = 0x82; // arm first buffer by writing OUTPKTEND w/skip=1
SYNCDELAY;

OUTPKTEND = 0x82; // arm second buffer by writing OUTPKTEND w/skip=1

In manual OUT mode (AUTOOUT = 0), the firmware has the m It can skip packets sent from the host to the master by

following options: writing the OUTPKTEND register with the SKIP bit
m It can commit (‘pass on’) packets sent from the host to (OUTPKTEND.7) set to ‘1’ (see Figure 10-57) and the
the master when a buffer is available, by writing the endpoint number in EP[3:0].

OUTPKTEND register with the SKIP bit (OUTPK-
TEND.7) cleared to ‘0’ (see Figure 10-56) and the end-
point number in EP[3:0].

Figure 10-56. Committing an OUT Packet by Writing OUTPKTEND w/SKIP=0

TD Poll():
if( !'( EP24FIFOFLGS & 0x02 ) )
{ // EP2EF=0 when FIFO “not” empty, host sent pkt.

OUTPKTEND = 0x02; // SKIP=0, pass buffer on to master
}
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Figure 10-57. Skipping an OUT Packet by Writing OUTPKTEND w/SKIP=1

TD_Poll():

if( ! ( EP24FIFOFLGS & 0x02 ) )

{ // EP2EF=0 when FIFO “not” empty, host sent pkt.

OUTPKTEND = 0x82;
}

m It can edit the packet (or source an entire OUT packet)
by writing to the FIFO buffer directly, then writing the
length of the packet to EPXxBCH:L. The write to EPxBCL
commits the edited packet, so EPxBCL should be written
after writing EPxBCH (Figure 10-58).

In all cases, the OUT buffer automatically re-arms so it can
receive the next packet, after the GPIF has transmitted all
data in the OUT buffer.

See section 8.6.2.4 EP2BCH:L, EP4BCH:L, EP6BCH:L,
EP8BCH:L on page 93 for a detailed description of the SKIP
bit.

// SKIP=1, do NOT pass buffer on to master

The master is not notified when a packet has been skipped
by the firmware.

The OUT FIFO is not committed to the host after a hard
reset. This means that it is not available to initially accept
any OUT packets. In its initialization routine, therefore, the
firmware should skip n packets (where n =2, 3, or 4 depend-
ing on the buffering depth) in order to ensure that the entire
FIFO is committed to the host. See Figure 10-59 on
page 167.

Figure 10-58. Sourcing an OUT Packet (AUTOOUT = 0)

TD_Poll():

if ( EP24FIFOFLGS & 0x02 )
{

// advance all EP2 buffers to cpu domain

// create newly sourced pkt. data

SYNCDELAY; //

FIFORESET = 0x80; // nak all OUT pkts. from host
SYNCDELAY; //

FIFORESET = 0x82;

SYNCDELAY; //

EP2FIFOBUF[0] = OxAA;

SYNCDELAY; //

EP2BCH = 0x00;

SYNCDELAY; //

EP2BCL = 0x01;

// beware of “left over” uncommitted buffers

SYNCDELAY; //
OUTPKTEND = 0x82;

// skip uncommitted pkt.

// commit newly sourced pkt. to interface fifo

(second pkt.)

// note: core does not allow pkts. to get out of sequence

SYNCDELAY; //
FIFORESET = 0x00;
}

// release “nak all”
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Figure 10-59. Ensuring that the FIFO is Clear after a Hard Reset

TD_Init():

REVCTL = 0x03; // REVCTL.0 and REVCTL.1l set to 1

SYNCDELAY;

EP2CFG = 0xA2; // EP2 is DIR=0OUT, TYPE=BULK, SIZE=512,

SYNCDELAY;
FIFORESET
SYNCDELAY;
FIFORESET = 0x82;
SYNCDELAY;

FIFORESET = 0x00;
SYNCDELAY;

0x80; // Reset the FIFO

BUF=2x

EP2FIFOCFG = 0x00; // EP2 is AUTOOUT=0, AUTOIN=0, ZEROLEN=0,

SYNCDELAY;
// OUT endpoints do NOT come up armed

WORDWIDE=0

OUTPKTEND = 0x82; // arm first buffer by writing OUTPKTEND w/skip=1

SYNCDELAY;

OUTPKTEND = 0x82; // arm second buffer by writing OUTPKTEND w/skip=1

10.5 UDMA Interface

The EZ-USB has additional GPIF registers specifically for
implementing a UDMA (Ultra-ATA) interface. For more infor-
mation, refer to the Registers chapter on page 211.

10.6 ECC Generation

The EZ-USB has additional registers specifically for imple-
menting ECC based on the SmartMedia™ standard. For
more information, refer to the Registers chapter on
page 211.
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11. CPU Introduction

111 Introduction

The EZ-USB’s CPU, an enhanced 8051, is fully described in chapters Instruction Set, on page 175, Input/Output, on
page 181, and Timers/Counters and Serial Interface, on page 193. This chapter introduces the processor, its interface to the
EZ-USB logic, and describes architectural differences from a standard 8051. Figure 11-1 is a block diagram of the EZ-USB’s

8051-based CPU.

Figure 11-1. EZ-USB CPU Features

Crystal
Register Serial Port1 Timer2
RAM Timer1
Oscillator (256 bytes) Serial Port0 Timer0
8-bit CPU
Interrupt
Bus Control I/0 Ports*
Control

* The EZ-USB family implements 1/O ports differently than in the standard 8051
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11.2 8051 Enhancements

The EZ-USB uses the standard 8051 instruction set, so it is
supported by industry-standard 8051 compilers and assem-
blers. Instructions execute faster on the EZ-USB than on the
standard 8051.

m  Wasted bus cycles are eliminated; an instruction cycle
uses only four clocks, rather than the standard 8051’s 12
clocks

m The EZ-USB’s CPU clock runs at 12 MHz, 24 MHz, or 48
MHz—up to four times the clock speed of the standard
8051

In addition to speed improvements, the EZ-USB includes the
following architectural enhancements to the CPU.

m A second data pointer

m A second USART

m A third, 16 bit timer (TIMER2)

[ ]

A high-speed external memory interface with a non-mul-
tiplexed 16 bit address bus

m Eight additional interrupts (INT2-INT6, WAKEUP, T2,
and USART1)

m Variable MOVX timing to accommodate fast and slow
RAM peripherals

Two Autopointers (auto-incrementing data pointers)
Vectored USB and FIFO/GPIF interrupts

Baud rate timer for 115K/230K baud USART operation
Sleep mode with three wakeup sources

An [2C™ bus controller that runs at 100 or 400 kHz
EZ-USB specific SFRs

Separate buffers for the SETUP and DATA portions of a
USB CONTROL transfer

m A hardware pointer for SETUP data, plus logic to pro-
cess entire CONTROL transfers automatically

m CPU clock-rate selection of 12, 24 or 48 MHz
Breakpoint facility

m |/O Port C read and write strobes

11.3

The EZ-USB has been designed to offer increased perfor-
mance by executing instructions in a 4-clock bus cycle, as
opposed to the 12-clock bus cycle in the standard 8051 (see
Figure 11-2 on page 171). This shortened bus timing
improves the instruction execution rate for most instructions
by a factor of three over the standard 8051 architectures.

Performance Overview

Some instructions require a different number of instruction
cycles on the EZ-USB than they do on the standard 8051. In
the standard 8051, all instructions except for MUL and DIV
take one or two instruction cycles to complete. In the EZ-
USB, instructions can take between one and five instruction
cycles to complete. However, due to the shortened bus tim-
ing of the EZ-USB, every instruction executes faster than on
a standard 8051, and the average speed improvement over
the entire instruction set is approximately 2.5%. Table 11-1
catalogs the speed improvements.

Table 11-1. EZ-USB Speed Compared to Standard 8051**

Of the 246 EZ-USB opcodes...

150 execute at 3.0x standard speed

51 execute at 1.5x standard speed

43 execute at 2.0x standard speed

2 execute at 2.4x standard speed

Average Improvement: 2.5x

** Comparison is between EZ-USB and standard 8051 running at the same
clock frequency.
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Figure 11-2. EZ-USB to Standard 8051 Timing Comparison

Single-Byte, Single-Cycle Instruction Timing

. <+“—>
PSEN ] | | | | | | | | | | | | [
EZ-USB ADO0-AD7 XX XX X X XX XX XX XX X
PORT2 X X X X X X X
4—4>
XTALT [y yyy
12
ALE [ ] [ [ 1 [ 1 [
Standard
8051 PSEN __ | L I I A N A
ADO-AD7 X X X X X X X X X X_
PORT2 X X X X

11.4 Software Compatibility

The EZ-USB is object code compatible with the industry
standard 8051 microcontroller. That is, object code compiled
with an industry standard 8051 compiler or assembler exe-
cutes on the EZ-USB and is functionally equivalent. How-
ever, because the EZ-USB uses a different instruction timing
than the standard 8051, existing code with timing loops may
require modification.

The EZ-USB instruction timing is identical to that of the Dal-
las Semiconductor DS80C320.

11.5 803x/805x Feature

Comparison

Table 11-2 provides a feature-by-feature comparison
between the EZ-USB and several common 803x/805x
devices.

Table 11-2. Comparison Between EZ-USB and Other 803x/805x Devices

Feature intel Dallas DS80C320 Cypress
8031 8051 80C32 80C52 EZ-USB
Clocks per instruction cycle 12 12 12 12 4 4
Program / Data Memory 4 kB ROM 8 kB ROM 16 kB RAM
Internal RAM 128 bytes 128 bytes 256 bytes 256 bytes 256 bytes 256 bytes
Data Pointers 1 1 1 1 2 2
Serial Ports 1 1 1 1 2 2
16-bit Timers 2 2 3 3 3 3
Interrupt sources (internal and external) 5 5 6 6 13 13
Stretch data-memory cycles no no no no yes yes
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11.6 EZ-USB/DS80C320

Differences

Although the EZ-USB is similar to the DS80C320 in terms of
hardware features and instruction cycle timing, there are
some important differences between the EZ-USB and the
DS80C320.

11.6.1 Serial Ports

The EZ-USB does not implement serial port framing-error
detection and does not implement slave address compari-
son for multiprocessor communications. Therefore, the EZ-
USB also does not implement the following SFRs: SADDRO,
SADDR1, SADENO, and SADEN1.

11.6.2

The EZ-USB does not implement Timer 2 downcounting
mode or the downcount enable bit (TMOD2, Bit 0). Also, the
EZ-USB does not implement Timer 2 output enable (T20E)
bit (TMOD2, Bit 1). Therefore, the TMOD2 SFR is also not
implemented in the EZ-USB.

Timer 2

The EZ-USB Timer 2 overflow output is active for one clock
cycle. In the DS80C320, the Timer 2 overflow output is a
square wave with a 50% duty cycle.

Note Although the T20E bit is not present in the EZ-USB,
Timer 2 output can still be enabled or disabled via the
PORTECFG.2 bit, since the T20UT pin is multiplexed with
PORTE.2.

PORTECFG.2 = 0 configures the pin as a general-purpose I/
O pin and disabled Timer 2 output.

PORTECFG.2 = 1 configures the pin as the T20UT pin and
enables Timer 2 output.

11.6.3

The EZ-USB does not implement timed access protection
and, therefore, does not implement the TA SFR.

Timed Access Protection

11.6.4

The EZ-USB does not implement a watchdog timer.

Watchdog Timer

11.6.7

Although the basic interrupt structure of the EZ-USB is simi-
lar to that of the DS80C320, five of the interrupt sources are
different:

Interrupts

Table 11-3. Differences between EZ-USB and DS80C320

Interrupts
'gt‘f’"f"’t Dallas DS80C320 Cypress EZ-USB
riority
0 Power Fail RESUME (USB Wakeup)
8 External Interrupt 2 USB
9 External Interrupt 3 I12C Bus
10 External Interrupt4 | GPIF/FIFOs
12 Watchdog Timer External Interrupt 6

For more information, refer to the Timers/Counters and
Serial Interface chapter on page 193.

11.7 EZ-USB Register Interface

The EZ-USB peripheral logic (USB, GPIF, FIFOs, and oth-
ers) is controlled via a set of memory mapped registers and
buffers at addresses 0xE400 through OxFFFF. These regis-
ters and buffers are grouped as follows:

GPIF Waveform Descriptor Tables
General configuration

Endpoint configuration

Interrupts

Input/Output

USB Control

Endpoint operation

GPIF/FIFOs

Endpoint buffers

These registers and their functions are described throughout
this manual. A full description of every EZ-USB register
appears in the Registers chapter on page 211.

11.8 EZ-USB Internal RAM

Figure 11-3. EZ-USB Internal Data RAM

11.6.5 Power Fail Detection OXEF
, , o X Upper 128 SFR Space
The EZ-USB does not implement a power fail detection cir-
cuit. oxgo| Indirect Addr Direct Addr
Ox7F
Lower 128
11.6.6 Port 1/10
, . S . oxoo| Direct Addr
The EZ-USB’s port I/0O implementation is significantly differ-
ent from that of the DS80C320, mainly because of the alter-
nate functions shared with most of the I/O pins. See Input/
Output, on page 181.
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Like the standard 8051, the EZ-USB contains 128 bytes of
Internal Data RAM at addresses 0x00-Ox7F and a partially
populated SFR space at addresses 0x80-OxFF. An addi-
tional 128 indirectly-addressed bytes of Internal Data RAM
(sometimes called ‘IDATA’) are also available at addresses
0x80-0xFF.

All other on-chip EZ-USB RAM (program/data memory, end-
point buffer memory, and the EZ-USB control registers) is
addressed as though it were off-chip 8051 memory. EZ-USB
firmware reads or writes these bytes as data using the
MOVX (‘move external’) instruction, even though the EZ-
USB RAM and register set is actually inside the EZ-USB
chip. Off-chip memory attached to the EZ-USB address and
data buses (only offered in the 128-pin packages) can also
be accessed by the MOVX instruction. EZ-USB logic
encodes its memory strobe and select signals (RD#, WR#,
CS#, OE#, and PSEN#) to eliminate the need for external
logic to separate the on-chip and off-chip memory spaces;
see the Memory chapter on page 71.

1.9 1/O Ports

The EZ-USB implements /O ports differently than a
standard 8051, as described in Input/Output, on page 181.

The EZ-USB has up to five 8 bit wide, bidirectional I/O ports.
Each port is associated with a pair of registers.

m  An ‘OEX register. It sets the input/output direction of
each of the 8 port pins (0 = input, 1 = output).

m  An ‘lOx register. Values written to I0x appear on the
pins configured as outputs; values read from IOx indi-
cate the states of the 8 pins, regardless of input/output
configuration.

Most 1/0 pins have alternate functions which are selected
using configuration registers. When an alternate configura-
tion is selected for an 1/O pin, the corresponding OEx bit is
ignored (see section 13.2 /O Ports on page 181). The
default (power on reset) state of all I/O ports is: alternate
configurations ‘off’, all I/O pins configured as ‘inputs’.

CPU Introduction

11.10

All standard 8051 interrupts, plus additional interrupts, are
supported by the EZ-USB. Table 11-4 lists the EZ-USB inter-
rupts.

Interrupts

Table 11-4. EZ-USB Interrupts

Standard Additional
8051 EZ-USB Source
Interrupts Interrupts
INTO Pin PAO / INTO#
INT1 Pin PA1 / INT1#
Timer 0 Internal, Timer 0
Timer 1 Internal, Timer 1
Tx0 & Rx0 Internal, USARTO
INT2 Internal, USB
INT3 Internal, I°C Bus Controller
INT4 Pin INT4 (100 and 128 pin only) OR Internal,
GPIF/FIFOs
INTS Pin INT5# (100 and 128 pin only)
INT6 Pin INT6 (100 and 128 pin only)
WAKEUP | Pin WAKEUP or Pin RA3/WU2
Tx1 & Rx1 | Internal, USART1
Timer 2 Internal, Timer 2

The EZ-USB uses INT2 for 27 different USB interrupts. To
help determine which interrupt is active, the EZ-USB pro-
vides a feature called Autovectoring, which dynamically
changes the address pointed to by the jump’ instruction at
the INT2 vector address. This second level of vectoring
automatically transfers control to the appropriate USB inter-
rupt service routine (ISR). The EZ-USB interrupt system,
including a full description of the Autovector mechanism, is
the subject of the Interrupts chapter on page 59.

11.11 Power Control

The EZ-USB implements a low power mode that allows it to
be used in USB bus powered devices (which are required by
the USB specification to draw no more than 500 pA when
suspended) and other low power applications. The mecha-
nism by which the EZ-USB enters and exits this low power

mode is described in detail in the Power
Management chapter on page 77.
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11.12 Special Function Registers

The EZ-USB was designed to keep coding as standard as possible, to allow easy integration of existing 8051 software devel-
opment tools. The EZ-USB Special Function Registers (SFR) are summarized in Table 11-5. Standard 8051 SFRs are shown
in normal type and EZ-USB-added SFRs are shown in bold type. Full details of the SFRs can be found in the
Registers chapter on page 211.

Table 11-5. EZ-USB Special Function Registers (SFR)

X 8x 9x Ax Bx Cx Dx Ex Fx
0 I0A 10B l1oC 10D SCON1 PSW ACC B
1 SP EXIF INT2CLR [o] SBUF1

2 DPLO MPAGE INTACLR OEA

3 DPHO OEB

4 DPL1 OEC

5 DPH1 OED

6 DPS OEE

7 PCON

8 TCON SCONO IE IP T2CON EICON EIE EIP
9 TMOD SBUFO0

A TLO AUTOPTRH1 EP2468STAT EPO1STAT RCAP2L

B TL1 AUTOPTRLA1 EP24FIFOFLGS GPIFTRIG RCAP2H

o] THO EP68FIFOFLGS TL2

D TH1 AUTOPTRH2 GPIFSGLDATH TH2

E CKCON AUTOPTRL2 GPIFSGLDATLX

F AUTOPTRSETUP GPIFSGLDATLNOX

Note All unlabeled SFRs are reserved.

11.13 External Address/Data
Buses

The 128-pin version of the EZ-USB provides external, non-
multiplexed 16-bit address and 8 bit data buses. This differs
from the standard 8051, which multiplexes eight pins among
three sources: 1/0 port 0, the external data bus, and the low
byte of the external address bus.

A standard 8051 system with external memory requires a
demultiplexing address latch, strobed by the 8051 ALE
(Address Latch Enable) pin. The external latch is not
required by the EZ-USB chip, and no ALE signal is provided.
In addition to eliminating the need for this external latch, the
non-multiplexed EZ-USB bus saves one cycle per memory-
fetch and allows external memory to be connected without
sacrificing /O pins.

The EZ-USB is the sole master of the bus, providing read
and write signals to the off-chip memory. The address bus is
output-only, and cannot be floated.

11.14 Reset

The various EZ-USB resets and their effects are described
in the Resets chapter on page 83.
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12.1 Introduction

This chapter provides a technical overview and description of the EZ-USB’s assembly-language instruction set.

All EZ-USB instructions are binary code compatible with the standard 8051. The EZ-USB instructions affect bits, flags, and
other status functions just as the 8051 instructions do. Instruction timing, however, is different both in terms of the number of
clock cycles per instruction cycle and the number of instruction cycles used by each instruction.

Table 12-2 on page 176 lists the EZ-USB instruction set and the number of instruction cycles required to complete each
instruction. Table 12-1 defines the symbols and mnemonics used in Table 12-2.

Table 12-1. Legend for Instruction Set Table

Symbol Function

A Accumulator

Rn Register (R0-R?7, in the bank selected by RS1:RS0)

direct Internal RAM location (0x00-0x7F in the ‘Lower 128’, or 0x80-0OxFF in ‘SFR’ space)

@Ri Internal RAM location (0x00-0x7F in the ‘Lower 128, or 0x80-0xFF in the ‘Upper 128’) pointed to by RO or R1

rel Program-memory offset (-128 to +127 bytes relative to the first byte of the following instruction). Used by conditional jumps and SJMP.

bit Bit address (0x20-x2F in the ‘Lower 128,” and SFRs 0x80, 0x88, ..., 0xF0, 0xF8)

#data 8-bit constant (0-255)

#data16 16-bit constant (0-65535)

addr16 16-bit destination address; used by LCALL and LJMP, which branch anywhere in program memory

addri 11-bit dest_ination adqress; used by ACALL and AJMP, which branch only within the current 2K page of program memory (i.e., the upper 5
address bits are copied from the PC)

PC Program Counter; holds the address of the currently-executir)g instrgction. For the purposes of ‘ACAI_‘L‘, “AJMP‘,‘ and ‘MOVC A,@A+PC’
instructions, the PC holds the address of the first byte of the instruction following the currently-executing instruction.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 175

Exhibit 2031 - Page 175 of 402



Instruction Set

Table 12-2. EZ-USB Instruction Set

CYPRESS

PERFORM

Mnemonic | Description | Bytes | Cycles | PSW Flags Affected | Opcode (Hex)
Arithmetic
ADD A, Rn Add register to A 1 1 CY OV AC 28-2F
ADD A, direct Add direct byte to A 2 2 CY OV AC 25
ADD A, @Ri Add data memory to A 1 1 CY OV AC 26-27
ADD A, #data Add immediate to A 2 2 CY OV AC 24
ADDC A, Rn Add register to A with carry 1 1 CY OV AC 38-3F
ADDC A, direct Add direct byte to A with carry 2 2 CY OV AC 35
ADDC A, @Ri Add data memory to A with carry 1 1 CY OV AC 36-37
ADDC A, #data Add immediate to A with carry 2 2 CY OV AC 34
SUBB A, Rn Subtract register from A with borrow 1 1 CY OV AC 98-9F
SUBB A, direct Subtract direct byte from A with borrow 2 2 CY OV AC 95
SUBB A, @Ri Subtract data memory from A with borrow 1 1 CY OV AC 96-97
SUBB A, #data Subtract immediate from A with borrow 2 2 CY OV AC 94
INC A Increment A 1 1 04
INC Rn Increment register 1 1 08-0F
INC direct Increment direct byte 2 2 05
INC @ Ri Increment data memory 1 1 06-07
DEC A Decrement A 1 1 14
DEC Rn Decrement Register 1 1 18-1F
DEC direct Decrement direct byte 2 2 15
DEC @Ri Decrement data memory 1 1 16-17
INC DPTR Increment data pointer 1 A3
MUL AB Multiply A and B (unsigned; product in B:A) 1 5 CY=0 OV A4
DIVAB (DulxlsdignAecti);quotient in A, remainder in B) 1 5 Cy=00v 84
DA A Decimal adjust A 1 1 CcY D4
Logical
ANL, Rn AND register to A 1 1 58-5F
ANL A, direct AND direct byte to A 2 2 55
ANL A, @Ri AND data memory to A 1 1 56-57
ANL A, #data AND immediate to A 2 2 54
ANL direct, A AND A to direct byte 2 2 52
ANL direct, #data AND immediate data to direct byte 3 3 53
ORL A, Rn OR register to A 1 1 48-4F
ORL A, direct OR direct byte to A 2 2 45
ORL A, @Ri OR data memory to A 1 1 46-47
ORL A, #data OR immediate to A 2 2 44
ORL direct, A OR A to direct byte 2 2 42
ORL direct, #data OR immediate data to direct byte 3 3 43
XRL A, Rn Exclusive-OR register to A 1 1 68-6F
XRL A, direct Exclusive-OR direct byte to A 2 2 65
XRL A, @Ri Exclusive-OR data memory to A 1 1 66-67
XRL A, #data Exclusive-OR immediate to A 2 2 64
XRL direct, A Exclusive-OR A to direct byte 2 2 62
XRL direct, #data Exclusive-OR immediate to direct byte 3 3 63
CLRA Clear A 1 1 E4
CPLA Complement A 1 1 F4
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Table 12-2. EZ-USB Instruction Set (continued)

Mnemonic Description Bytes Cycles PSW Flags Affected | Opcode (Hex)
SWAP A Swap nibbles of a 1 1 C4
RLA Rotate A left 1 1 23
RLC A Rotate A left through carry 1 1 CY 33
RRA Rotate A right 1 1 03
RRC A Rotate A right through carry 1 1 CcY 13
Data Transfer
MOV A, Rn Move register to A 1 1 E8-EF
MOV A, direct Move direct byte to A 2 2 E5
MOV A, @Ri Move data byte at Ri to A 1 1 E6-E7
MOV A, #data Move immediate to A 2 2 74
MOV Rn, A Move A to register 1 1 F8-FF
MOV Rn, direct Move direct byte to register 2 2 A8-AF
MOV Rn, #data Move immediate to register 2 2 78-7F
MOV direct, A Move A to direct byte 2 2 F5
MOV direct, Rn Move register to direct byte 2 2 88-8F
MOV direct, direct Move direct byte to direct byte 3 3 85
MOV direct, @Ri Move data byte at Ri to direct byte 2 2 86-87
MOV direct, #data Move immediate to direct byte 3 3 75
MOV @Ri, A MOV A to data memory at address Ri 1 1 F6-F7
MOV @R, direct Move direct byte to data memory at address Ri 2 2 AB-A7
MOV @RI, #data Move immediate to data memory at address Ri 2 2 76-77
MOV DPTR, #data16 Move 16-bit immediate to data pointer 3 3 90
MOVC A, @A+DPTR Move code byte at address DPTR+A to A 1 3 93
MOVC A, @A+PC Move code byte at address PC+A to A 1 3 83
MOVX A, @Ri Move external data at address Rito A 1 2-9* E2-E3
MOVX A, @DPTR Move external data at address DPTR to A 1 2-9* EO
MOVX @Ri, A Move A to external data at address Ri 1 2-9* F2-F3
MOVX @DPTR, A Move A to external data at address DPTR 1 2-9* FO
PUSH direct Push direct byte onto stack 2 2 Cco
POP direct Pop direct byte from stack 2 2 DO
XCHA, Rn Exchange A and register 1 1 C8-CF
XCH A, direct Exchange A and direct byte 2 2 C5
XCH A, @Ri Exchange A and data memory at address Ri 1 1 C6-C7
XCHD A, @Ri E()j(greasr;g;ithe low-order nibbles of A and data memory at 1 1 D6-D7
* Number of cycles is user-selectable. See Stretch Memory Cycles on page 178.
Boolean
CLRC Clear carry 1 1 CY=0 C3
CLR bit Clear direct bit 2 2 Cc2
SETBC Set carry 1 1 CY=1 D3
SETB bit Set direct bit 2 2 D2
CPLC Complement carry 1 1 CcY B3
CPL bit Complement direct bit 2 2 B2
ANL C, bit AND direct bit to carry 2 2 cYy 82
ANL C, /bit AND inverse of direct bit to carry 2 2 CY BO
ORL C, bit OR direct bit to carry 2 2 CcY 72
ORL C, /bit OR inverse of direct bit to carry 2 2 CcY A0
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Table 12-2. EZ-USB Instruction Set (continued)

Mnemonic Description Bytes Cycles PSW Flags Affected | Opcode (Hex)
MOV C, bit Move direct bit to carry 2 2 CcY A2
MOV bit, C Move carry to direct bit 2 2 92
Branching
ACALL addr11 Absolute call to subroutine 2 3 11-F1
LCALL addr16 Long call to subroutine 3 4 12
RET Return from subroutine 1 4 22
RETI Return from interrupt 1 4 32
AJMP addr11 Absolute jump unconditional 2 3 01-E1
LJMP addr16 Long jump unconditional 3 4 02
SJIMP rel Short jump (relative address) 2 3 80
JC rel Jump if carry = 1 2 3 40
JNC rel Jump if carry = 0 2 3 50
JB bit, rel Jump if direct bit = 1 3 4 20
JNB bit, rel Jump if direct bit = 0 3 4 30
JBC bit, rel Jump if direct bit = 1, then clear the bit 3 4 10
JMP @ A+DPTR Jump indirect to address DPTR+A 1 3 73
JZ rel Jump if accumulator = 0 2 3 60
JNZ rel Jump if accumulator is non-zero 2 3 70
CJNE A, direct, rel Compare A to direct byte; jump if not equal 3 4 CY B5
CJUNE A, #d, rel Compare A to immediate; jump if not equal 3 4 CY B4
CJNE Rn, #d, rel Compare register to immediate; jump if not equal 3 4 CY B8-BF
CJINE @ Ri, #d, rel Compare data memory to immediate; jump if not equal 3 4 CcY B6-B7
DJNZ Rn, rel Decrement register; jump if not zero 2 3 D8-DF
DJNZ direct, rel Decrement direct byte; jump if not zero 3 4 D5
Miscellaneous
NOP | No operation | 1 | 1 | | 00
There is an additional reserved opcode (A5) that performs the same function as NOP. All mnemonics are copyright 1980, Intel Corporation.

12.1.1

Instruction cycles in the EZ-USB are four clock cycles in
length, as opposed to the 12 clock cycles per instruction
cycle in the standard 8051. For full details of the instruction-
cycle timing differences between the EZ-USB and the stan-
dard 8051, See “Performance Overview” on page 170..

Instruction Timing

In the standard 8051, all instructions except for MUL and
DIV take one or two instruction cycles to complete. In the
EZ-USB, instructions can take between one and five instruc-
tion cycles to complete. For calculating the timing of soft-
ware loops, etc., use the ‘Cycles’ column from Table 12-2.
The ‘Bytes’ column indicates the number of bytes occupied
by each instruction.

By default, the EZ-USB’s timer/counters run at 12 clock
cycles per increment so that timer-based events have the
same timing as with the standard 8051. The timers can also
be configured to run at 4 clock cycles per increment to take
advantage of the higher speed of the EZ-USB’s CPU.

12.1.2

The EZ-USB can execute a MOVX instruction in as few as
two instruction cycles. However, it is sometimes desirable to
stretch this value (for example to access slow memory or
slow memory-mapped peripherals such as USARTs or
LCDs). The EZ-USB’s ‘stretch memory cycle’ (Wait States)
feature enables EZ-USB firmware to adjust the speed of
data memory accesses (program memory code fetches are
not affected).

The three LSBs of the Clock Control Register (CKCON, at
SFR location Ox8E) control the stretch value; stretch values
between zero and seven may be used. A stretch value of
zero adds zero instruction cycles, resulting in MOVX instruc-
tions which execute in two instruction cycles. A stretch value
of seven adds seven instruction cycles, resulting in MOVX
instructions which execute in nine instruction cycles. The
stretch value can be changed dynamically under program
control.

Stretch Memory Cycles

At power on reset, the stretch value defaults to one (three
cycle MOVX); for the fastest data memory access, EZ-USB
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software must explicitly set the stretch value to zero. The
stretch value affects only data memory access (not program
memory).

The stretch value affects the width of the read/write strobe
and all related timing. Using a higher stretch value results in
a wider read/write strobe, which allows the memory or
peripheral more time to respond.

Table 12-3. Data Memory Stretch Values

Instruction Set

Table 12-3 lists the data memory access speeds for stretch
values zero through seven. MD2-0 are the three LSBs of the
Clock Control Register (CKCON.2-0). The strobe width tim-
ing shown is typical.

CPUCS.4:3 sets the basic clock reference for the EZ-USB.
These bits can be modified by EZ-USB firmware at any time.
At power on reset, CPUCS.4:3 is set to ‘00’ (12 MHz).

MOVX Read/Write Strobe Width Strobe Width Strobe Width
MD2 MD1 MDO Instruction Strobe Width @ 12 MHz @ 24 MHz @ 48 MHz
Cycles (Clocks) CPUCS.4:3 =00 CPUCS.4:3 =01 CPUCS.4:3=10
0 0 0 2 2 167 ns 83.3ns 41.7 ns
0 0 1 3 (default) 4 333 ns 167 ns 83.3 ns
0 1 0 4 8 667 ns 333 ns 167 ns
0 1 1 5 12 1000 ns 500 ns 250 ns
1 0 0 6 16 1333 ns 667 ns 333 ns
1 0 1 7 20 1667 ns 833 ns 417 ns
1 1 0 8 24 2000 ns 1000 ns 500 ns
1 1 1 9 28 2333 ns 1167 ns 583 ns
12.1.3 Dual Data Pointers The SFR locations related to the dual data pointers are:

The EZ-USB employs dual data pointers to accelerate data
memory block moves. The standard 8051 data pointer
(DPTR) is a 16 bit pointer used to address external data
RAM or peripherals. The EZ-USB maintains the standard
data pointer as DPTRO at the standard SFR locations 0x82
(DPLO) and 0x83 (DPHO); it is not necessary to modify exist-
ing code to use DPTRO.

The EZ-USB adds a second data pointer (DPTR1) at SFR
locations 0x84 (DPL1) and 0x85 (DPH1). The SEL bit (bit O
of the DPTR Select Register, DPS, at SFR 0x86), selects
the active pointer. When SEL = 0, instructions that use the
DPTR will use DPLO:DPHO. When SEL = 1, instructions that
use the DPTR will use DPL1:DPH1. No other bits of the
DPS SFR are used.

All DPTR related instructions use the data pointer selected
by the SEL Bit. Switching between the two data pointers by
toggling the SEL bit relieves EZ-USB firmware from the bur-
den of saving source and destination addresses when doing
a block move; therefore, using dual data pointers provides
significantly increased efficiency when moving large blocks
of data.

The fastest way to toggle the SEL bit between the two data
pointers is via the ‘INC DPS’ instruction, which toggles bit 0
of DPS between ‘0’ and ‘1’

0x82  DPLO DPTRO low byte
0x83  DPHO DPTRO high byte
0x84  DPL1 DPTR1 low byte
0x85  DPH1 DPTR1 high byte
0x86 DPS DPTR Select (Bit 0)
12.1.4  Special Function Registers

The four SFRs listed below are related to CPU operation
and program execution. Except for the Stack Pointer (SP),
each of the registers is bit addressable.

0x81 SP Stack Pointer

0xDO  PSW Program Status Word
OxEO ACC Accumulator Register
OxFO B B Register

Table 12-4 lists the functions of the PSW bits.
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Table 12-4. PSW Register - SFR 0xD0

Bit Function
PSW.7 CY - Carry flag. This is the unsigned carry bit. The CY flag is set when an arithmetic operation results in a carry from bit 7 to bit 8, and
cleared otherwise. In other words, it acts as a virtual bit 8. The CY flag is cleared on multiplication and division. See the ‘PSW Flags
Affected’ column in Table 12-2 on page 176.
PSW.6 AC - Auxiliary carry flag. Set to ‘1’ when the last arithmetic operation resulted in a carry into (during addition) or borrow from (during sub-
traction) the high order nibble, otherwise cleared to ‘0’ by all arithmetic operations. See the ‘PSW Flags Affected’ column in Table 12-2 on
page 176.
PSW.5 FO - User flag 0. Available to EZ-USB firmware for general purpose.
PSW.4 RS1 - Register bank select bit 1.
PSW.3 RSO0 - Register bank select bit 0.
RS1:RS0 select a register bank in internal RAM:
RS1 RS0 Bank Selected
0 0 Register bank 0, addresses 0x00-0x07
0 1 Register bank 1, addresses 0x08-0x0F
1 0 Register bank 2, addresses 0x10-0x17
1 1 Register bank 3, addresses 0x18-0x1F
PSW.2 OV - Overflow flag. This is the signed carry bit. The OV flag is set when a positive sum exceeds 0x7F or a negative sum (in two’s comple-
ment notation) exceeds 0x80. After a multiply, OV = 1 if the result of the multiply is greater than OxFF. After a divide,
OV = 1 if a divide-by-0 occurred. See the ‘PSW Flags Affected’ column in Table 12-2 on page 176.
PSW.1 F1 - User flag 1. Available to EZ-USB firmware for general purpose.
PSW.0 P - Parity flag. Contains the modulo-2 sum of the 8 bits in the accumulator (for example, set to ‘1’ when the accumulator contains an odd
number of ‘1" bits, set to ‘0’ when the accumulator contains an even number of ‘1 bits).
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13.1 Introduction

The 56-pin EZ-USB provides two input/output systems:
m A set of programmable I/O pins
m A programmable I2C bus controller

The 100- and 128-pin packages additionally provide two programmable USARTSs, which are described in the Timers/Counters
and Serial Interface chapter on page 193

The 1/O pins may be configured either for general purpose 1/O or for alternate functions (GPIF address and data; FIFO data;
USART, timer, and interrupt signals, and others). This chapter describes the usage of the pins in the general purpose config-
uration, and the methods by which the pins may be configured for alternate functions.

This chapter also provides both the programming information for the 12C interface and the operating details of the EEPROM
boot loader. The role of the boot loader is described in the Enumeration and ReNumeration™ chapter on page 51.

13.2 1/O Ports

The EZ-USB’s I/O ports are implemented differently than those of a standard 8051.

The EZ-USB has up to five 8-pin bidirectional I/O ports, labeled A, B, C, D, and E. Individual I/O pins are labeled Px.n, where
x is the port (A, B, C, D, or E) and n is the pin number (0 to 7).

The 100- and 128-pin EZ-USB packages provide all five ports; the 56-pin package provides only ports A, B, and D.

Each port is associated with a pair of registers:

m  An OEx register (where x is A, B, C, D, or E), which sets the input/output direction of each of the 8 pins (0 = input, 1 = out-
put). See the OEXx register on page 182.

m  An IOx register (where x is A, B, C, D, or E). Values written to IOx appear on the pins which are configured as outputs; val-
ues read from 10x indicate the states of the 8 pins, regardless of input/output configuration. See 10x register on page 183.

Most 1/O pins have alternate functions which may be selected using configuration registers (see Table 13-1 on page 185
through Table 13-9 on page 188). Each alternate function is unidirectional; the EZ-USB ‘knows’ whether the function is an
input or an output, so when an alternate configuration is selected for an 1/O pin, the corresponding OEXx bit is ignored (see Fig-
ures Figure 13-2 on page 184 and Figure 13-3 on page 184).

The default (power on reset) state of all /O ports is:
m Alternate configurations off
m  All /O pins configured as inputs

Figure 13-1 on page 182 shows the basic structure of an EZ-USB /O pin.
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Figure 13-1. EZ-USB I/O Pin

OEXx Bit

— Write

10x Bit

13.3 SFR Registers

Read

I/0 Pin

OEA Port A Output Enable SFR 0xB2
b7 b6 b5 v4 v3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OEB Port B Output Enable SFR 0xB3
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OEC Port C Output Enable SFR 0xB4
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OED Port D Output Enable SFR 0xB5
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OEE Port E Output Enable SFR 0xB6
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
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10A Port A (Bit-Addressable) SFR 0x80
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
0B Port B (Bit-Addressable) SFR 0x90
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
[o]o3 Port C (Bit-Addressable) SFR 0xA0
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
10D Port D (Bit-Addressable) SFR 0xB0
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
I0E Port E SFR 0xB1
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
13.4 1/O Port Alternate Functions

Each I/O pin may be configured for an alternate (for exam-
ple, non-general purpose I/O) function. These alternate
functions are selected through various configuration regis-

ters, as described in the following sections.

The 1/O pin logic for alternate function outputs is slightly dif-
ferent than for alternate function inputs, as shown in Figures

13-2 (output) and 13-3 (input).
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Figure 13-2. 1/0O Pin Logic when Alternate Function is an OUTPUT

Alternate Function
(Output) ;
OEXx Bit
fWrite >
IOx Bit /0 Pin >

L Read ‘

a) General-Purpose 1/0 Configuration

Figure 13-2 shows an I/O pin whose alternate function is
always an output.

In Figure 13-2a, the I/O pin is configured for general pur-
pose /0. In this configuration, the alternate function is dis-
connected and the pin functions normally.

In Figure 13-2b, the I/O pin is configured as an alternate-
function output. In this configuration, the IOx/OEx output
buffer is disconnected from the 1/0 pin, so writes to I0x and
OEx have no effect on the 1/O pin. ‘Reads’ from I0x, how-
ever, continue to work normally; the state of the 1/0O pin (and,
therefore, the state of the alternate function) is always avail-
able.

Figure 13-3 shows an I/O pin whose alternate function is
always an input.

Alternate Function
(Output)

OEx Bit ————X

rWrite —X

10x Bit o—/O Pin>

L Read ‘

b) Alternate-Function Configuration

In Figure 13-3a, the I/O pin is configured for general pur-
pose I/O. There is an important difference between alter-
nate-function inputs and the alternate function outputs
shown earlier in Figure 13-2 on page 184: Note Alternate-
function inputs are never disconnected; they are always lis-
tening.

If the alternate function’s interrupt is enabled, signals on the
1/0 pin may trigger that interrupt. If the pin is to be used only
for general purpose I/O, the alternate function’s interrupt
must be disabled.

For example, suppose the PE5/INT6 pin is configured for
general purpose /0. Since the INT6 function is an input, the
pin signal is also routed to the EZ-USB’s internal INT6 logic.
If the INT6 interrupt is enabled, traffic on the PE5 pin trigger
an INT6 interrupt. If this is undesirable, the INT6 interrupt
should be disabled.

Figure 13-3. I/0O Pin Logic when Alternate Function is an INPUT

Alternate Function
(Input)
OEXx Bit

fWrite b

IOx Bit /O Pin>>

L Read ‘

a) General-Purpose 1/0 Configuration

Alternate Function
(Input)

OEx Bit -——+——X

rWriteH

IOx Bit ¢—/O Pin>

T—Read ‘

b) Alternate-Function Configuration
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Of course, this side effect can be useful in certain situations.
In the case of PE5/INT6, for example, PE5 can trigger an
INT6 interrupt even if the 1/O pin is configured as an output
(for example, OEE.5 = 1), so the EZ-USB’s firmware can
directly generate external interrupts.

In Figure 13-3b, the 1/0O pin is configured as an alternate
function input. Just as with alternate function outputs, the
I0x/OEXx output buffer is disconnected from the 1/O pin, so
writes to IOx and OEx have no effect on the I/O pin. ‘Reads’

Input/Output

from 1/Ox, however, continue to work normally; the state of
the I/0 pin (and therefore, the input to the alternate function)
is always available.

13.4.1

Alternate functions for the Port A pins are selected by bits in
three registers, as shown in Tables 13-1 and 13-2.

Port A Alternate Functions

Table 13-1. Register Bits that Select Port A Alternate Functions

b7 b6 b5 b4 b3 b2 b1 b0
PORTACFG m
(OXE6T0) FLAGD sLcs INT1 INTO
IFCONFIG
IFCFG1 IFCFGO
(0xE601)
WAKEUPCS
WUZ2EN
(0xE682)

[1] Although the SLCS alternate function is selected by bit 6 of PORTACFG, that function does not appear on pin PA6. Instead, the SLCS function appears

on pin PA7 (see Table 13-2).

Table 13-2. Port A Alternate Function Configuration

Port A Pin Alternate Function Alternate Function is Selected By... Alternate Function is Described in...
PA.O INTO PORTACFG.0 = 1 Interrupts chapter on page 59
PA.1 INT1 PORTACFG.1 =1 Interrupts chapter on page 59
PA.2 SLOE IFCFG1:0 =11 Slave FIFOs chapter on page 99
PA.3 wu2l!l WUZ2EN =1 Power Management chapter on page 77
PA.4 FIFOADRO IFCFG1:0 =11 Slave FIFOs chapter on page 99
PA.5 FIFOADR1 IFCFG1:0 = 11 Slave FIFOs chapter on page 99
PA.6 PKTEND IFCFG1:0=11 Slave FIFOs chapter on page 99
FLAGDI? PORTACFG.7 =1 Slave FIFOs chapter on page 99
PAT sLcshBl PORTACFG.6 = 1 and IFCFG1:0 = 11 Slave FIFOs chapter on page 99

[1]1 When PA.3 is configured for alternate function WU2, it continues to function as a general purpose input pin as well. See section 6.4.1 WU2 Pin on page 81

for more information.

[2] Although PA.7’s alternate function FLAGD is selected via the PORTACFG register, the state of the FLAGD output is undefined unless IFCFG1:0 = 11.
[3] FLAGD takes priority over SLCS if PORTACFG.6 and PORTACFG.7 are both set to ‘1",
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13.4.2 Port B and Port D Alternate

Functions

When IFCFG1 = 1, all eight Port B pins are configured for an
alternate configuration (FIFO Data 7:0).

pins are also configured for an alternate configuration (FIFO
Data 15:8). See Tables 13-3, 13-4, and 13-5.

If all WORDWIDE bits are cleared to ‘0’ (for example, if all
four FIFOs are operating in 8 bit mode), the eight Port D pins

may be used as general purpose /O pins even if
If any of the FIFOs are set to 16 bit mode (via the WORD- IFCFG1 =1.
WIDE bits in the EPxFIFOCFG registers), all eight Port D
Table 13-3. Register Bits Which Select Port B and Port D Alternate Functions
b7 b6 b5 b4 b3 b2 b1 b0
IFCONFIG
IFCFG1
(OXE601)
EP2FIFOCFG
WORDWIDE
(OXE618)
EP4FIFOCFG
WORDWIDE
(0XE619)
EP6FIFOCFG
WORDWIDE
(OXEB1A)
EPSFIFOCFG
WORDWIDE
(0XE61B)

Table 13-4. Port B Alternate-Function Configuration

Port B Pin Alternate Function

Alternate Function is Selected By...

Alternate Function is Described in...

PB.7:0 FD[7:0]

IFCFG1 =1

Slave FIFOs chapter on page 99

Table 13-5. Port D Alternate-Function Configuration

Port D Pin Alternate Function Alternate Function is Selected By... Alternate Function is Described in...
PD.7:0 FD[15:8] IFCFG1 = 1 and any WORDWIDE bit = 1 Slave FIFOs chapter on page 99
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13.4.3 Port C Alternate Functions

Each Port C pin may be individually configured for an alternate function by setting a bit in the PORTCCFG register, as shown
in Tables 13-6 and 13-7.

Table 13-6. Register Bits That Select Port C Alternate Functions

b7 b6 b5 b4 b3 b2 b1 b0
PORTCCFG
(OXE6T1) GPIFA7 GPIFA6 GPIFAS GPIFA4 GPIFA3 GPIFA2 GPIFA1 GPIFAO
Table 13-7. Port C Alternate Function Configuration
Port C Pin Alternate Function Alternate Function is Selected By... Alternate Function is Described in...
PC.0 GPIFAQ! PORTCCFG.0=1 General Programmable Interface chapter on page 121.
PC.1 GPIFA1[1 PORTCCFG.1 =1 General Programmable Interface chapter on page 121.
PC.2 GPIFA2!1 PORTCCFG.2 =1 General Programmable Interface chapter on page 121.
PC.3 GPIFA3[1 PORTCCFG.3 =1 General Programmable Interface chapter on page 121.
PC.4 GPIFA4l1 PORTCCFG4 =1 General Programmable Interface chapter on page 121.
PC.5 GPIFA5!1 PORTCCFG.5 = 1 General Programmable Interface chapter on page 121.
PC.6 GPIFA6!! PORTCCFG.6 =1 General Programmable Interface chapter on page 121.
PC.7 GPIFAT7!! PORTCCFG.7 = 1 General Programmable Interface chapter on page 121.
[1] Although the Port C alternate functions GPIFAQ:7 are selected via the PORTCCFG register, the states of the GPIFAOQ:7 outputs are undefined unless
IFCFG1:0 = 10.
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13.4.4

Each Port E pin may be individually configured for an alter-
nate function by setting a bit in the PORTECFG register.

Port E Alternate Functions

CYPRESS

PERFORM

If the GSTATE bit in the IFCONFIG register is set to ‘1’, the
PE.2:0 pins are automatically configured as GPIF Status

pins GSTATE[2:0], regardless of the PORTECFG.2:0 set-

tings. In other words, GSTATE overrides PORTECFG.2:0.
See Tables 13-8 and 13-9.

Table 13-8. Register Bits That Select Port E Alternate Functions

b7 b6 b5 b4 b3 b2 b1 b0
P%Egﬂ:)‘; GPIFA8 T2EX INT6 RXD10UT RXDOOUT T20UT T10UT ToouT
IFCONFIG
(OXE601) GSTATE

Table 13-9. Port E Alternate-Function Configuration

Port E Pin Alternate Function Alternate Function is Selected By... Alternate Function is Described in...
PE.O ToouTl!3l PORTECFG.0 =1 and GSTATE =0 Timers/Counters and Serial Interface chapter on page 193
PE.1 T10UTI!3l PORTECFG.1 = 1 and GSTATE = 0 Timers/Counters and Serial Interface chapter on page 193
PE.2 T20UTI PORTECFG.2 = 1 and GSTATE =0 Timers/Counters and Serial Interface chapter on page 193
PE.3 RXDOOUT PORTECFG.3 =1 Timers/Counters and Serial Interface chapter on page 193
PE.4 RXD10OUT PORTECFG.4 =1 Timers/Counters and Serial Interface chapter on page 193
PE.5 INT6 PORTECFG.5 =1 Interrupts chapter on page 59
PE.6 T2EX PORTECFG.6 = 1 Timers/Counters and Serial Interface chapter on page 193
PE.7 GPIFA8A PORTECFG.7 =1 General Programmable Interface chapter on page 121

[1] If GSTATE is set to ‘1, these settings are overridden and PE.2:0 are all automatically configured as GPIF Status pins (See General Programmable

Interface chapter on page 121).
[2] Although the PE.7 alternate function GPIFAS is selected via the PORTECFG register, the state of the GPIFA8 output is undefined unless IFCFG1:0 = 10.
[3] Alternate function for PE.1:0 not available for CY7C68015A and CY68016A.

Table 13-10. IFCFG Selection of Port I/O
Pin Functions

Table 13-10. IFCFG Selection of Port I/O

Pin Functions (continued)

IFCFG1:0 = 00 IFCFG1:0 =10 IFCFG1:0 =11
IFCFG1:0 = 00 IFCFG1:0 =10 IFCFG1:0 =11 (Ports) (GPIF Master) (Slave FIFO)
(Ports) (GPIF Master) (Slave FIFO) PA2 PA2 SLOE
PD7 FDI[15] FOI15] Wu2/ PA3 Wu2/ PA3 WuU2/ PA3
PD6 FD[14] FD[14] PA4 PA4 FIFOADRO
PD5 FD[13] FDI13] PA5 PA5 FIFOADR1
PD4 Fbi2] For2) PAG PAG PKTEND
PD3 For] FDI1] PA7 PA7 PA7 / FLAGD / SLCSH#
PD2 FD[10] FD[10]
PD1 FDM] FOl PC7:0 PC7:0 PC7:0
PDO FDI8] FDI8] PE7:0 PE7:0 PE7:0
PB7 FOI7] FOI7] Note Signals shown in bold type do not change with IFCFG; they are
PB6 FD[6] FD[6] shown for completeness.
PB5 FD[5] FD[5]
PB4 FD[4] FD[4]
PB3 FD[3] FD[3]
PB2 FD[2] FD[2]
PB1 FD[1] FD[1]
PBO FD[0] FDI[O]
INTO# / PAO INTO# / PAO INTO# / PAO
INT1# / PA1 INT1# / PA1 INT1#/ PA1
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13.5 12C Bus Controller

The 12C bus controller uses the SCL (Serial Clock) and SDA
(Serial Data) pins, and performs two functions:

m  General purpose interfacing to 12C peripherals
m Boot loading from a serial EEPROM

Note Pull up resistors are required on the SDA and SCL
lines, even if nothing else is connected to the 12C bus.
Each line must be pulled up to Vcc through a 2.2K ohm
resistor.

The bus frequency defaults to approximately 100 kHz for
compatibility, and it can be configured to run at 400 kHz for
devices that support the higher speed.

13.5.1

Figure 13-4 illustrates the waveforms for an 12C transfer.
SCL and SDA are open drain EZ-USB pins which must be
pulled up to Vcc with external resistors. The EZ-USB is a
bus master only, meaning that it generates clock pulses on
SCL. Once the master drives SCL low, external slave
devices can hold SCL low to extend clock-cycle times.

Interfacing to 12C Peripherals

Serial data is permitted to change state only while SCL is
low, and must be valid while SCL is high. Two exceptions to
this rule are the ‘start’ and ‘stop’ conditions. A ‘start’ condi-
tion is defined as a high-to-low transition on SDA while SCL
is high, and a ‘stop’ condition is defined as a low-to-high
transition on SDA while SCL is high. Data is sent MSB first.
During the last bit time (clock #9 in Figure 13-4), the trans-
mitting device floats the SDA line to allow the receiving

device to acknowledge the transfer by pulling SDA low.

13.5.1.1

The EZ-USB acts only as a bus master, never as a slave.
Conflicts with a second master can be detected, however,

Multiple Bus Masters

Input/Output

by checking for BERR=1 (see section 13.5.2.1
Register on page 190).

12CS

Each peripheral (slave) device on the 12C bus has a unique
address. The first byte of an 12C transaction contains the
address of the desired peripheral. Figure 13-5 shows the
format for this first byte, which is sometimes called a control
byte.

The EZ-USB sends the bit sequence shown in Figure 13-5
to select the peripheral at a particular address, to establish
the transfer direction (using R/W), and to determine if the

peripheral is present by testing for ACK.

The four most significant bits (SA3:0) are the peripheral
chip’s slave address. 12C devices are internally hardwired
to pre-assigned slave addresses by device type.
EEPROMSs, for instance, are assigned slave address 1010.
The next three bits (DA2:0) usually reflect the states of the
device’s address pins. A device with three address pins can
be strapped to one of eight distinct addresses, which allows,
for example, up to eight serial EEPROMSs to be individually
addressed on one 12C bus.

The eighth bit (R/W) sets the direction for the data transfer
to follow (1 = master read, 0 = master write). Most address
transfers are followed by one or more data transfers, with
the ‘stop’ condition generated after the last data byte is
transferred.

In Figure 13-5, the master clocks the 7 bit slave/device
address out on SDA, then sets the R/W bit high at clock 8,
indicating that a read transfer follows this address byte. At
clock 9, the master releases SDA and treats it as an input;
the peripheral device responds to its address by asserting
ACK. At clock 10, the master begins to clock in data from
the slave on the SDA pin.

Figure 13-4. General I12C Transfer

start stop
SDA D7 >< D6 >< D5 >< D4 >< D3 >< D2 >< D1 >< DO >\AU( B
SCL 1 2 3 4 5 6 7 8 9
Figure 13-5. Addressing an 12C Peripheral
SDA SA3><SA2><SA1><SA0><DA2><DA1><DA0 RW | ACK D7 | De
SCL 1 2 3 4 5 6 7 8 9 10 11
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13.5.2 Registers

The three registers shown in this section are used to conduct transfers over the 12C bus.

13.5.2.1  I12CS Register
12CS 12C Bus Control and Status E678
b7 b6 b5 b4 b3 b2 b1 b0
START STOP LASTRD ID1 DO BERR ACK DONE
R/W R/W R/W R R R R R
0 0 0 X X 0 0 0

Bit 7: START. When START = 1, the next write to I2DAT
generates a ‘start’ condition followed by the byte of data writ-
ten to I12DAT. The START bit is automatically cleared to 0
after the ACK interval (clock 9 in Figure 13-4 on page 189).
START is a control bit.

Bit 6: STOP. When STOP = 1 after the ACK interval (clock
9 in Figure 13-4 on page 189), a ‘stop’ condition is gener-
ated. STOP may be set by firmware at any time before, dur-
ing, or after the 9-bit data transaction. STOP is automatically
cleared after the ‘stop’ condition is generated. STOP is a
control bit.

An interrupt request is available to signal that the stop condi-
tion is complete; see STOPIE, below.

Bit 5: LASTRD. An 12C master reads data by floating the
SDA line and issuing clock pulses on the SCL line. After
every eight bits, the master drives SDA low for one clock to
indicate ACK. To signal the last byte of a multi-byte transfer,
the master floats SDA at ACK time to instruct the slave to
stop sending. LASTRD is a control bit.

When LASTRD = 1 at ACK time, the EZ-USB floats the SDA
line. The LASTRD bit may be set at any time before or dur-
ing the data transfer; it is automatically cleared after the
ACK interval.

Note Setting LASTRD does not automatically generate a
‘stop’ condition. At the end of a read transfer, the STOP bit
should also be set.

Bits 3 and 4: ID1, ID0. These bits are automatically set by
the boot loader to indicate the Boot EEPROM addressing
mode. They are normally used only for debug purposes; for
full details, see section 13.6 EEPROM Boot Loader on
page 192.

Bit 2: BERR. This bit indicates a bus error. BERR=1 indi-
cates that there was bus contention during the preceding
transfer, which results when an outside device drives the
bus when it should not, or when another bus master wins
arbitration and takes control of the bus. BERR is a status bit.

When a bus error is detected, the EZ-USB immediately can-
cels its current transfer, floats the SCL and SDA lines, and
sets DONE and BERR. BERR remains set until it is updated
at the next ACK interval. The 12C master does not drive SCL

till BERR is reset. If the bus error causes the master to
detect bus contention and slave to be stuck in the middle of
a transfer. Then there is no in-built contention resolution
method to workaround this deadlock. If there is a possibility
of this condition then the design must implement a method
of resetting the slave or clocking the slave till the next ACK.

Note DONE is set with BERR only when bus contention
occurs during a transfer. If BERR is set and the bus is still
busy when firmware attempts to restart a transfer, that trans-
fer request is ignored and the DONE flag is not set. If con-
tention is expected, therefore, EZ-USB firmware should
incorporate a timeout to test for this condition. See Steps 1
and 3 of Section 13.5.3 and Section 13.5.4.

Bit 1: ACK. During the ninth clock of a write transfer, the
slave indicates reception of the byte by driving SDA low to
acknowledge the byte it just received. The EZ-USB floats
SDA during this time, samples the SDA line, and updates
the ACK bit with the complement of the detected value: ACK
= 1 indicates that the slave acknowledged the transfer, and
ACK = 0 indicates the slave did not. ACK is a status bit.

The ACK bit is only meaningful after a write transfer. After a
read transfer, its state should be ignored.

Bit 0: DONE. The EZ-USB sets this bit whenever it com-
pletes a byte transfer. The EZ-USB also generates an inter-
rupt request when it sets the DONE bit. The DONE bit is
automatically cleared when the I12DAT register is read or
written, and the interrupt request bit is automatically cleared
by reading or writing the 12CS or I2DAT registers (or by
clearing EXIF.5 to 0). DONE is a status bit.

For additional information, refer to the 12CS register on page
278.
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13.5.2.2  I2CDAT Register
I2DAT 12C Bus Data E679
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
RIW RW RW RIW RW RIW RW RW
X X X X X X X X

Writing to 12DAT initiates a write transfer on the 12C bus; the
value written to I12DAT is then transferred. Reading from
I2DAT retrieves the data that was transferred in the previous
read transfer and (with one exception) initiates another read
transfer. To retrieve data from the previous read transfer

without initiating another transfer, I2DAT must be read dur-
ing the generation of the ‘stop’ condition. See Step 13 of
section 13.5.4 Receiving Data on page 191 for details. For
additional information, refer to the I2CDAT register on page
280.

13.6.2.3  I12CTL Register
12CTL 12C Bus Mode E67A
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 STOPIE 400KHZ
R R R R R/W R/W
0 0 0 0 0 0 0 0

I2CTL configures the bus. Data is transferred to and from
the bus through the I2DAT register. The I12CS register con-
trols the transfers and reports various status conditions.

Bit 1: STOPIE. Setting this bit to ‘1’ enables the STOP bit
Interrupt Request, which is activated when the STOP bit
makes a 1-to-0 transition (for example, when generation of a
‘stop’ condition is complete). STOPIE is a control bit.

Bit 0: 400KHZ. When this bit is at its default value of ‘0’,
SCL is driven at approximately 100 kHz. Setting this bit to ‘1’
causes the EZ-USB to drive SCL at approximately 400 kHz.
400KHZ is a control bit.

For additional information, refer to the 12CTL register on
page 281.

13.5.3

To send a multiple byte data record, follow these steps:

1. Set START=1. If BERR=1, start timer. The timeout
should be at least as long as the longest expected Start-
to-Stop interval on the bus.

2. Write the 7-bit peripheral address and the direction bit (0
for a write) to I2DAT.

3. Wait for DONE=1 or for timer to expire*. If BERR=1, go
to step 1.

If ACK=0, go to step 9.

Load I12DAT with a data byte.

Wait for DONE=1*. If BERR=1, go to step 1.
If ACK=0, go to step 9.

Repeat steps 5-7 for each byte until all bytes have been
transferred.

9. Set STOP=1. Wait for STOP = 0 before initiating another
transfer.

Sending Data

© N o oA

13.5.4

To read a multiple-byte data record, follow these steps:

1. Set START=1. If BERR = 1, start timer. The timeout
should be at least as long as the longest expected Start-
to-Stop interval on the bus.

2. Write the 7-bit peripheral address and the direction bit (1
for a read) to I2DAT.

3. Wait for DONE=1 or for timer to expire*. If BERR=1, go
to step 1.

4. If ACK=0, set STOP=1 and go to step 15.

5. Read I2DAT to initiate the first burst of nine SCL pulses
to clock in the first byte from the slave. Discard the value
that was read from 12DAT.

6. Wait for DONE=1. If BERR=1, go to step 1.

7. Read the just-received byte of data from I2DAT. This
read also initiates the next read transfer.

Receiving Data

8. Repeat steps 6 and 7 for each byte until ready to read
the second-to-last byte.

9. Wait for DONE=1. If BERR=1, go to step 1.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 191

Exhibit 2031 - Page 191 of 402



Input/Output

10. Before reading the second-to-last I2DAT byte, set LAS-
TRD=1.

11. Read the second-to-last byte from I2DAT. With LAS-
TRD=1, this initiates the final byte read on the bus.

12. Wait for DONE=1. If BERR=1, go to step 1.
13. Set STOP=1.

14. Read the final byte from I2DAT immediately (the next
instruction) after setting the STOP bit. By reading I2DAT
while the ‘stop’ condition is being generated, the just-
received data byte is retrieved without initiating an extra
read transaction (nine more SCL pulses) on the 12Cbus.

15. Wait for STOP = 0 before initiating another transfer.

13.6 EEPROM Boot Loader

Whenever the EZ-USB is taken out of reset via the reset pin,
its boot loader checks for the presence of an EEPROM on
the 12C bus. If an EEPROM is detected, the loader reads the
first EEPROM byte to determine how to enumerate. The var-
ious enumeration modes are described in the Enumeration
and ReNumeration™ chapter on page 51.

The EZ-USB boot loader supports two 12C EEPROM types:

m EEPROMs with slave address 1010 that use an 8-bit
internal address (for example, 24LC00, 24L.C01/B,
24L.C02/B).

m EEPROMs with slave address 1010 that use a 16-bit
internal address (for example, 24AA64, 24L.C128,
24AA256).

EEPROMSs with densities up to 256 bytes require only a sin-
gle address byte; larger EEPROMs require two address
bytes. The EZ-USB must determine which EEPROM type is
connected — one or two address bytes — so that it can
properly read the EEPROM.

The EZ-USB uses the EEPROM device-address pins A2,
A1, and AQ to determine whether to send out one or two
bytes of address. As shown in Table 13-11, single byte
address EEPROMs must be strapped to address 000, while
double byte address EEPROMs must be strapped to
address 001.

Table 13-11. Strap Boot EEPROM Address Lines to These

Additional EEPROM devices can be attached to the 12Cbus
for general purpose use, as long as they are strapped for
device addresses other than 000 or 001.

Note Many single byte Address EEPROM'’s are special
cases, because the EEPROM responds to all eight device
addresses. If one of these EEPROM'’s is used for boot load-
ing, no other EEPROMSs may share the bus. Consult your
EEPROM data sheet for details

After determining whether a one or two byte address
EEPROM is attached, the EZ-USB reports its results in the

ID1 and IDO bits, as shown in Table 13-12.

Table 13-12. Results of Power-On_Reset EEPROM Test
D1 IDO

Meaning
No EEPROM detected
One byte address load EEPROM detected
Two byte address load EEPROM detected

0 0
0 1
1 0
1 1

Not used

Note The EZ-USB does not check for bus contention during
the bootloading process; if another 12C master is sharing the
bus, that master must not attempt to initiate any transfers
while the EZ-USB bootloader is running.

Values
Bytes Example EEPROM A2 A1 A0

16 24Lcool" N/A N/A N/A

128 24LC01 0 0 0

256 24L.C02 0 0 0

4K 24L.C32 0 0 1

8K 24L.C64 0 0 1

16K 24L.C128 0 0 1
[1] This EEPROM does not have device-address pins.
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14. Timers/Counters and Serial Interface

CYPRESS

PERFORM

14.1 Introduction

The EZ-USB’s timer/counters and serial interface are very similar to the standard 8051, with some differences and enhance-
ments. This chapter provides technical information on configuring and using the timer/counters and serial interface.

14.2 Timers/Counters

The EZ-USB includes three timer/counters (Timer 0, Timer 1, and Timer 2). Each timer/counter can operate either as a timer
with a clock rate based on the EZ-USB'’s internal clock (CLKOUT) or as an event counter clocked by the TO pin (Timer 0), T1
pin (Timer 1), or the T2 pin (Timer 2). Timers 1 and 2 may be used for baud clock generation for the serial interface (see sec-
tion 14.3 Serial Interface on page 201 for details of the serial interface).

Note The EZ-USB can be configured to operate at 12, 24, or 48 MHz. In timer mode, the timer/counters run at the same
speed as the EZ-USB, and they are not affected by the CLKOE and CLKINV configuration bits (CPUCS.1 and CPUCS.2).
Each timer/counter consists of a 16 bit register that is accessible to software as two SFRs.

m Timer 0 THO and TLO

m Timer1 TH1 and TL1

m Timer2 TH2 and TL2

14.2.1  803x/805x Compatibility

The implementation of the timers/counters is similar to that of the Dallas Semiconductor DS80C320. Table 14-1 summarizes
the differences in timer/counter implementation between the Intel 8051, the Dallas Semiconductor DS80C320, and the EZ-
USB.

Table 14-1. Timer/Counter Implementation Comparison

Feature Intel 8051 Dallas DS80C320 EZ-USB
Number of timers 2 3 3
Timer 0/1 overflow No No Yes; TOOUT, T1OUT
available as output signals (one CLKOUT pulse)
Timer 2 output enable n/a Yes Yes
Timer 2 down-count enable n/a Yes No
Timer 2 overflow n/a Yes Yes; T20UT (one CLKOUT pulse)
available as output signal

14.2.2 Timers 0 and 1

Timers 0 and 1 operate in four modes, as controlled through the TMOD SFR (Table 14-2 on page 195) and the TCON SFR
(Table 14-3 on page 195). The four modes are:

m 13 bit timer/counter (mode 0)

m 16 bit timer/counter (mode 1)

m 8 bit counter with auto-reload (mode 2)

m  Two 8 bit counters (mode 3, Timer 0 only)
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14.2.2.1  Mode 0, 13 Bit Timer/Counter—

Timer 0 and Timer 1
Mode 0 operation is illustrated in Figure 14-1.

In mode 0, the timer is configured as a 13 bit counter that
uses bits 0-4 of TLO (or TL1) and all 8 bits of THO (or TH1).
The timer enable bit (TRO/TR1) in the TCON SFR starts the
timer. The C/T Bit selects the timer/counter clock source:

either CLKOUT or the TO/T1 pins.

The timer counts transitions from the selected source as
long as the GATE Bit is 0, or the GATE Bit is 1 and the corre-
sponding interrupt pin (INTO or INT1) is 1.

When the 13 bit count increments from Ox1FFF (all ones),
the counter rolls over to all zeros, the TFO (or TF1) Bit is set
in the TCON SFR, and the TOOUT (or T10UT) pin goes
high for one clock cycle.

Ignore the upper 3 bits of TLO (or TL1) because they are
indeterminate in mode 0.

Figure 14-1. Timer 0/1 - Modes 0 and 1

TOM (or T1M)

Divide by —y
CLKOUT 1 HO CLK  TLO (or TL1) .
T 0 4
Divide by 4 _T 1¥:>_>
Mode Ol
TO (or T1) R

TRO (or TR1)

GATE DC
INTO (or
INT1) pin

194

Mode 1T

0 THO (or TH1)7

m

TFO (or

TF1) |—» INT
|
I _a To Serial Port

(Timer 1 only)
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14.2.2.2  Mode 1, 16 Bit Timer/Counter — Timer 0 and Timer 1
In mode 1, the timer is configured as a 16 bit counter. As illustrated in Figure 14-1 on page 194, all 8 bits of the LSB Register

(TLO or TL1) are used. The counter rolls over to all zeros when the count increments from OxFFFF. Otherwise, mode 1 opera-
tion is the same as mode 0.

Table 14-2. TMOD Register — SFR 0x89

Bit Function
TMOD.7 GATE1 - Timer 1 gate control. When GATE1 = 1, Timer 1 will clock only when INT1 =1 and TR1 (TCON.6) = 1. When
GATE1 =0, Timer 1 will clock only when TR1 = 1, regardless of the state of INT1.
TMOD.6 CIT1 - Counter/Timer select. When C/T1 =0, Timer 1 is clocked by CLKOUT/4 or CLKOUT/12, depending on the state of
T1M (CKCON.4). When C/T1 = 1, Timer 1 is clocked by high-to-low transitions on the T1 pin.
TMOD.5 M1 - Timer 1 mode select bit 1.
TMOD.4 MO - Timer 1 mode select bit 0.
M1 MO Mode
0 0  Mode 0: 13 bit counter
0 1 Mode 1: 16 bit counter
1 0  Mode 2: 8 bit counter with auto-reload
1 1 Mode 3: Timer 1 stopped
TMOD.3 GATEO - Timer 0 gate control, When GATEO = 1, Timer 0 will clock only when INTO = 1 and TRO (TCON.4) = 1. When
GATEO = 0, Timer 0 will clock only when TRO = 1, regardless of the state of INTO.
TMOD.2 CITO - Counter/Timer select. When C/T0 =0, Timer 0 is clocked by CLKOUT/4 or CLKOUT/12, depending on the state of
TOM (CKCON.3). When C/TO = 1, Timer O is clocked by high-to-low transitions on the TO pin.
TMOD.1 M1 - Timer 0 mode select bit 1.
TMOD.0 MO - Timer 0 mode select bit 0.
M1 MO Mode
0 0 Mode 0: 13 bit counter
0 1 Mode 1: 16 bit counter
1 0  Mode 2: 8 bit counter with auto-reload
1 1 Mode 3: Two 8 bit counters

Table 14-3. TCON Register — SFR 0x88

Bit Function

TCON.7 TF1 - Timer 1 overflow flag. Set to 1 when the Timer 1 count overflows; automatically cleared when the EZ-USB vectors to
the interrupt service routine.

TCON.6 TR1 - Timer 1 run control. 1 = Enable counting on Timer 1.

TCON.5 TFO - Timer O overflow flag. Set to 1 when the Timer 0 count overflows; automatically cleared when the EZ-USB vectors to
the interrupt service routine.

TCON.4 TRO - Timer 0 run control. 1 = Enable counting on Timer 0.

TCON.3 IE1 - Interrupt 1 edge detect. If external interrupt 1 is configured to be edge-sensitive (IT1 = 1), IE1 is set when a negative

edge is detected on the INT1 pin and is automatically cleared when the EZ-USB vectors to the corresponding interrupt ser-
vice routine. In this case, IE1 can also be cleared by software. If external interrupt 1 is configured to be level-sensitive

(IT1=0), IE1 is set when the INT1 pin is 0 and automatically cleared when the INT1 pin is 1. In level-sensitive mode, soft-
ware cannot write to IE1.

TCON.2 IT1 - Interrupt 1 type select. INT1 is detected on falling edge when IT1 = 1; INT1 is detected as a low level when IT1 = 0.

TCON.1 IEO - Interrupt O edge detect. If external interrupt O is configured to be edge-sensitive (ITO = 1), IEQ is set when a negative
edge is detected on the INTO pin and is automatically cleared when the EZ-USB vectors to the corresponding interrupt ser-
vice routine. In this case, IE0 can also be cleared by software. If external interrupt 0 is configured to be level-sensitive

(ITO = 0), IEO is set when the INTO pin is 0 and automatically cleared when the INTO pin is 1. In level-sensitive mode, soft-
ware cannot write to IEO.

TCON.O ITO - Interrupt O type select. INTO is detected on falling edge when ITO = 1; INTO is detected as a low level when ITO = 0.
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Figure 14-2. Timer 0/1 - Mode 2

Bivide b TOM (or T1M)
ivide by
0 |
cIT
CLKOUT 1 0
Divide by 4 J 1
TO (or T1)

TRO (or TR1)

GATE ng

INTO (or
INT1) pin

14.2.2.3  Mode 2, 8 Bit Counter with Auto-

Reload — Timer 0 and Timer 1

In mode 2, the timer is configured as an 8 bit counter, with
automatic reload of the start value on overflow. TLO (or TL1)
is the counter, and THO (or TH1) stores the reload value.

As illustrated in Figure 14-2, mode 2 counter control is the
same as for mode 0 and mode 1. When TLO/1 increments
from OxFF, the value stored in THO/1 is reloaded into TLO/1.

14.2.2.4 Mode 3, Two 8 Bit Counters — Timer

0 Only

In mode 3, Timer 0 operates as two 8 bit counters. Selecting
mode 3 for Timer 1 simply stops Timer 1.

As shown in Figure 14-3 on page 197, TLO is configured as
an 8 bit counter controlled by the normal Timer O control bits.
TLO can either count CLKOUT cycles (divided by 4 or by 12)
or high-to-low transitions on the TO pin, as determined by
the C/T Bit. The GATE function can be used to give counter
enable control to the INTO pin.

THO functions as an independent 8 bit counter. However,
THO can only count CLKOUT cycles (divided by 4 or by 12).
The Timer 1 control and flag bits (TR1 and TF1) are used as
the control and flag bits for THO.

When Timer 0 is in mode 3, Timer 1 has limited usage
because Timer 0 uses the Timer 1 control bit (TR1) and
interrupt flag (TF1). Timer 1 can still be used for baud rate
generation and the Timer 1 count values are still available in
the TL1 and TH1 Registers.

TLO (or TL1)
0 ’ RELOAD

I|I|I|I|I|I|I|I—

CLK

[T T TTTTT
HEEEEEEN
0 THO (or TH1) 7

TFO (or TF1) » INT

w _ _ _a To Serial Port
(Timer 1 only)

Control of Timer 1 when Timer 0 is in mode 3 is through the
Timer 1 mode bits. To turn Timer 1 on, set Timer 1 to mode
0, 1, or 2. To turn Timer 1 off, set it to mode 3. The Timer 1
C/T Bit and T1M Bit are still available to Timer 1. Therefore,
Timer 1 can count CLKOUT/4, CLKOUT/12, or high-to-low
transitions on the T1 pin. The Timer 1 GATE function is also
available when Timer 0 is in mode 3.
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Figure 14-3. Timer O - Mode 3
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14.2.3

Timer Rate Control

By default, the EZ-USB timers increment every 12 CLKOUT
cycles, just as in the standard 8051. Using this default rate
allows existing application code with real-time dependen-
cies, such as baud rate, to operate properly.

Applications that require fast timing can set the timers to
increment every four CLKOUT cycles instead, by setting bits
in the Clock Control Register (CKCON) at SFR location
Ox8E. (See Table 14-4).

Each timer’s rate can be set independently. These settings
have no effect in counter mode.

Table 14-4. CKCON (SFR 0x8E) Timer Rate Control Bits

Bit Function

CKCON.5 | T2M - Timer 2 clock select. When T2M = 0, Timer 2 uses CLK-
OUT/12 (for compatibility with standard 8051); when T2M =1,
Timer 2 uses CLKOUT/4. This bit has no effect when Timer 2
is configured for baud rate generation.

CKCON.4 | T1M - Timer 1 clock select. When T1M = 0, Timer 1 uses CLK-
OUT/12 (for compatibility with standard 8051); when T1M =1,
Timer 1 uses CLKOUT/4.

CKCON.3 | TOM - Timer O clock select. When TOM = 0, Timer O uses CLK-
OUT/12 (for compatibility with standard 8051); when TOM = 1,
Timer 0 uses CLKOUT/4.

14.24 Timer 2

Timer 2 runs only in 16 bit mode and offers several capabili-
ties not available with Timers 0 and 1. The modes available
for Timer 2 are:

m 16 bit timer/counter

m 16 bit timer with capture

m 16 bit timer/counter with auto-reload
m Baud rate generator

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

The SFRs associated with Timer 2 are:

m T2CON (SFR 0xC8) Timer/Counter 2 Control register,
(see Table 14-5 on page 198).

m RCAP2L (SFR 0xCA) Captures the TL2 value when
Timer 2 is configured for capture mode, or as the LSB of
the 16 bit reload value when Timer 2 is configured for
auto-reload mode.

RCAP2H (SFR 0xCB) Captures the TH2 value when
Timer 2 is configured for capture mode, or as the MSB of
the 16 bit reload value when Timer 2 is configured for
auto-reload mode.

TL2 (SFR 0xCC) The lower eight bits of the 16 bit count.

TH2 (SFR 0xCD) The upper eight bits of the 16 bit count.
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Table 14-5. T2CON Register — SFR 0xC8

Bit Function

T2CON.7 TF2 - Timer 2 overflow flag. Hardware sets TF2 when the Timer 2 overflows from OxFFFF. TF2 must be cleared to 0 by the software. TF2 is
only setto a ‘1’ if RCLK and TCLK are both cleared to ‘0’. Writing a one to TF2 forces a Timer 2 interrupt if enabled.

T2CON.6 EXF2 - Timer 2 external flag. Hardware sets EXF2 when a reload or capture is caused by a high-to-low transition on the T2EX pin, and
EXEN2 is set. EXF2 must be cleared to ‘0’ by software. Writing a one to EXF2 forces a Timer 2 interrupt, if enabled.

T2CON.5 RCLK - Receive clock flag. Determines whether Timer 1 or Timer 2 is used for Serial Port 0 timing of received data in serial mode 1 or 3.
RCLK=1 selects Timer 2 overflow as the receive clock; RCLK=0 selects Timer 1 overflow as the receive clock.

T2CON.4 TCLK - Transmit clock flag. Determines whether Timer 1 or Timer 2 is used for Serial Port 0 timing of transmit data in serial mode 1 or 3.
TCLK=1 selects Timer 2 overflow as the transmit clock; TCLK=0 selects Timer 1 overflow as the transmit clock.

T2CON.3 EXEN2 - Timer 2 external enable. EXEN2=1 enables capture or reload to occur as a result of a high-to-low transition on the T2EX pin, if
Timer 2 is not generating baud rates for the serial port. EXEN2=0 causes Timer 2 to ignore all external events on the T2EX pin.

T2CON.2 TR2 - Timer 2 run control flag. TR2=1 starts Timer 2; TR2=0 stops Timer 2.

T2CON.1 CI'_I'2 - Counter/Timer select. When C/T2 = 1, Timer 2 is clocked by high-to-low transitions on the T2 pin.When C/T2=0in modes 0, 1, or 2,

Timer 2 is clocked by CLKOUT/4 or CLKOUT/12, depending on the state of T2M (CKCON.5). When C/T2 = 0 in mode 3, Timer 2 is clocked
by CLKOUT/2, regardless of the state of CKCON.5.

T2CON.O QlﬁZ - Capture/reload flag. When CP/RL2=1, Timer 2 captures occur on high-to-low transitions of the T2EX pin, if EXEN2 = 1. When CP/
RL2 = 0, auto-reloads occur when Timer 2 overflows or when high-to-low transitions occur on the T2EX pin, if EXEN2 = 1. If either RCLK or
TCLK is set to ‘1, CP/RL2 does not function and Timer 2 operates in auto-reload mode following each overflow.

14.2.4.1 Timer 2 Mode Control

Table 14-6 summarizes how the T2CON bits determine the
Timer 2 mode.

Table 14-6. Timer 2 Mode Control Summary

TR2 |TCLK | RCLK | CP/IRL2 Mode
0 X X X Timer 2 stopped
1 1 X X Baud rate generator
1 X 1 X Baud rate generator
1 0 0 16 bit timer/counter with auto-reload
1 0 0 1 16 bit timer/counter with capture
X =Don'’t care

14.2.5 Timer 2: The 6 Bit Timer/Counter
Mode

Figure 14-4 illustrates how Timer 2 operates in timer/counter
mode with the optional capture feature. The C/T2 Bit deter-
mines whether the 16 bit counter counts CLKOUT cycles
(divided by 4 or 12), or high-to-low transitions on the T2 pin.
The TR2 Bit enables the counter. When the count incre-
ments from OxFFFF, the TF2 flag is set and the T20UT pin
goes high for one CLKOUT cycle.

14.2.5.1 Timer 2 The 16 Bit Timer/Counter
Mode with Capture
The Timer 2 capture mode (Figure 14-4) is the same as the

16 bit timer/counter mode, with the addition of the capture
registers and control signals.

The CP/RL2 Bit in the T2CON SFR enables the capture fea-
ture. When CP/RL2 = 1, a high-to-low transition on the T2EX
pin when EXEN2 = 1 causes the Timer 2 value to be loaded
into the capture registers RCAP2L and RCAP2H.
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Figure 14-4. Timer 2 - Timer/Counter with Capture
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14.2.6 Timer 2: 16 Bit Timer/Counter
Mode with Auto-Reload

When CP/RL2 = 0, Timer 2 is configured for the auto-reload
mode illustrated in Figure 14-5. Control of counter input is
the same as for the other 16 bit counter modes. When the
count increments from OxFFFF, Timer 2 sets the TF2 flag

EXF2 @—» INT

A 4

and the starting value is reloaded into TL2 and TH2. Soft-
ware must preload the starting value into the RCAP2L and
RCAP2H registers.

When Timer 2 is in auto-reload mode, a reload can be
forced by a high-to-low transition on the T2EX pin, if enabled
by EXEN2 = 1.

Figure 14-5. Timer 2 - Timer/Counter with Auto Reload
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14.2.7 Timer 2: Baud Rate Generator

Mode

Set either RCLK or TCLK to ‘1’ to configure Timer 2 to gen-
erate baud rates for Serial Port 0 in serial mode 1 or 3.
Figure 14-6 on page 200 is the functional diagram for the
Timer 2 baud rate generator mode. In baud rate generator
mode, Timer 2 functions in auto-reload mode. However,
instead of setting the TF2 flag, the counter overflow is used
to generate a shift clock for the serial port function. As in
normal auto-reload mode, the overflow also causes the pre-
loaded start value in the RCAP2L and RCAP2H Registers to
be reloaded into the TL2 and TH2 Registers.

When either TCLK = 1 or RCLK = 1, Timer 2 is forced into
auto-reload operation, regardless of the state of the CP/RL2

Bit. Timer 2 is used as the receive baud clock source when
RCLK=1, and as the transmit baud clock source when
TCLK=1.

When operating as a baud rate generator, Timer 2 does not
set the TF2 Bit. In this mode, a Timer 2 interrupt can only be
generated by a high-to-low transition on the T2EX pin set-
ting the EXF2 Bit, and only if enabled by EXEN2 = 1.

The counter time base in baud rate generator mode is CLK-
OUT/2. To use an external clock source, set C/T2 to ‘1’ and
apply the desired clock source to the T2 pin.

Note The maximum frequency for an external clock source
on the T2 pin is 6 MHz.

Figure 14-6. Timer 2 - Baud Rate Generator Mode
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14.3 Serial Interface

The EZ-USB provides two serial ports. Serial Port 0 oper-
ates almost exactly as a standard 8051 serial port; depend-
ing on the configured mode (see Table 14-7), its baud-clock
source can be CLKOUT/4 or CLKOUT/12, Timer 1, Timer 2,
or the High-Speed Baud Rate Generator (see section 14.3.2
High-Speed Baud Rate Generator on page 202). Serial Port
1 is identical to Serial Port 0, except that it cannot use Timer
2 as its baud rate generator. The number of serial ports
available externally vary depending on the package. See
package information in Introducing EZ-USB® chapter on
page 13.

Each serial port can operate in synchronous or asynchro-
nous mode. In synchronous mode, the EZ-USB generates
the serial clock and the serial port operates in half duplex
mode. In asynchronous mode, the serial port operates in full
duplex mode. In all modes, the EZ-USB double buffers the
incoming data so that a byte of incoming data can be
received while firmware is reading the previously received
byte.

Each serial port can operate in one of four modes, as out-
lined in Table 14-7.

Table 14-7. Serial Port Modes

Timers/Counters and Serial Interface

The registers associated with the serial ports are as follows.
(Registers PCON and EICON also include some functional-
ity which is not part of the Serial Interface).

m PCON (SFR 0x87) Bit 7, Serial Port 0 rate control
SMODO (Table 14-13 on page 203)

m  SCONO (SFR 0x98) Serial Port 0 control (Table 14-11 on
page 203)
SBUFO (SFR 0x99) Serial Port 0 transmit/receive buffer

m EICON (SFR 0xD8) Bit 7, Serial Port 1 rate control
SMOD1 (Table 14-12 on page 203)

m SCON1 (SFR 0xCO0) Serial Port 1 control (Table 14-14
on page 203)
m SBUF1 (SFR 0xC1) Serial Port 1 transmit/receive buffer

T2CON (SFR 0xC8) Baud clock source for modes 1 and
3 (RCLK and TCLK in Table 14-5 on page 198)

m UART230 (0xE608) High-Speed Baud Rate Generator
enable (see section 14.3.2 High-Speed Baud Rate Gen-
erator)

Timer 2 (Port 0 only), or
High-Speed Baud Rate Generator (Ports 0 and 1)

Mode | Sync/ Async Baud-Clock Source Data Bits Start/ 9th Bit Function
Stop
0 Sync CLKOUT/4 or CLKOUT/12 8 None None
1 Async Timer 1 (Ports 0 and 1), 8 1 start, 1 stop None
Timer 2 (Port 0 only), or
High-Speed Baud Rate Generator (Ports 0 and 1)
2 Async CLKOUT/32 or CLKOUT/64 1 start, 1 stop 0, 1, or parity
3 Async Timer 1 (Ports 0 and 1), 9 1 start, 1 stop 0, 1, or parity

Generator on page 202).

Note: The High-Speed Baud Rate Generator provides 115.2K or 230.4K baud rates (see section 14.3.2 High-Speed Baud Rate
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14.3.1  803x/805x Compatibility

The implementation of the serial interface is similar to that of
the Dallas Semiconductor, DS80C320. Table 14-8 summa-
rizes the differences in serial interface implementation
between the Intel 8051, the Dallas Semiconductor
DS80C320, and the EZ-USB.

Table 14-8. Serial Interface Implementation Comparison

tions of baud clock sources for Modes 1 and 3 are listed
below.

Table 14-10. Allowable Baud-Clock Combinations for
Modes 1 and 3

Port 0 Port 1
Timer 1 Timer 1
Timer 2 Timer 1
Timer 2 High Speed Baud Rate Generator

Dallas
Feature Intel 8051 DS80C320 EZ-USB
Number of serial ports 1 2 2
Framing error detection not imple- implemented not imple-
mented mented
Slave address compari- . )
. not imple- . not imple-
son for multiprocessor implemented
o mented mented
communication

14.3.2

The EZ-USB incorporates a high speed baud rate generator
which can provide 115.2K and 230.4K baud rates for either
or both serial ports, regardless of the EZ-USB’s internal
clock frequency (12, 24, or 48 MHz).

High-Speed Baud Rate Generator

The high-speed baud rate generator is enabled for Serial
Port 0 by setting UART230.0 to ‘1’; it is enabled for Serial
Port 1 by setting UART230.1 to ‘1°.

When enabled, the high speed baud rate generator defaults
to 115.2K baud. To select 230.4K baud for Serial Port 0, set
SMODO (PCON.7) to ‘1’; for Serial Port 1, set SMOD1
(EICON.7) to “1".

Table 14-9. UART230 Register — Address 0xE608

Bit Function

UART230.7:
2

Reserved

UART230.1 230UART1 - Enable high-speed baud rate generator for
serial port 1. When 230UART1 = 1, a 115.2K baud (if
SMOD1 = 0) or 230.4K baud (if SMOD1 = 1) clock is pro-
vided to serial port 1. When 230UART1 = 0, serial port 1's
baud clock is provided by one of the sources shown in

Table 14-7 on page 201.

UART230.0 | 230UARTO - Enable high-speed baud rate generator for
serial port 0. When 230UARTO = 1, a 115.2K baud (if
SMODO = 0) or 230.4K baud (if SMODO = 1) clock is pro-
vided to serial port 0. When 230UART1 = 0, serial port 0's

baud clock is provided by one of the sources shown in

Table 14-7 on page 201.

Note When the High-Speed Baud Rate Generator is

enabled for either serial port, neither port may use Timer 1

as its baud-clock source. Therefore, the allowable combina-

High Speed Baud Rate Generator | High Speed Baud Rate Generator

14.3.3 Mode 0

Serial mode 0 provides synchronous, half duplex serial com-
munication. For Serial Port 0, serial data output occurs on
the RXDOOUT pin, serial data is received on the RXDO pin,
and the TXDO pin provides the shift clock for both transmit
and receive. For Serial Port 1, the corresponding pins are
RXD10UT, RXD1, and TXD1.

The serial mode 0 baud rate is either CLKOUT/12 or CLK-
OUT/4, depending on the state of the SM2_0 bit (or SM2_1
for Serial Port 1). When SM2_0 = 0, the baud rate is CLK-
OUT/12, when SM2_0 = 1, the baud rate is CLKOUT/4.

Mode O operation is identical to the standard 8051. Data
transmission begins when an instruction writes to the
SBUFO (or SBUF1) SFR. The USART shifts the data, LSB
first, at the selected baud rate, until the 8 bit value has been
shifted out.

Mode 0 data reception begins when the REN_0 (or REN_1)
bit is set and the RI_0 (or RI_1) bit is cleared in the corre-
sponding SCON SFR. The shift clock is activated and the
USART shifts data, LSB first, in on each rising edge of the
shift clock until eight bits have been received. One CLKOUT
cycle after the eighth bit is shifted in, the RI_0 (or RI_1) bit is
set and reception stops until the software clears the RI bit.

Figure 14-7 on page 204 through Figure 14-10 on page 205
illustrate Serial Port Mode 0 transmit and receive timing for
both low speed (CLKOUT/12) and high speed (CLKOUT/4)
operation. The figures show Port 0 signal names, RXDO,
RXDOOUT, and TXDO. The timing is the same for Port 1 sig-
nals RXD1, RXD10OUT, and TXD1, respectively.
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Table 14-11. SCONO Register — SFR 98h

Bit Function
SCONO0.7 SMO0_0 - Serial Port 0 mode bit 0.
SCONO0.6 SM1_0 - Serial Port 0 mode bit 1, decoded as:
SMO_0 SM1_0 Mode
0 0 0
0 1 1
1 0 2
1 1 3
SCONO0.5 SM2_0 - Multiprocessor communication enable. In modes 2 and 3, this bit enables the multiprocessor communication feature. If SM2_0 = 1
in mode 2 or 3, then RI_0 is not activated if the received ninth bit is zero.
If SM2_0=1 in mode 1, then only RI_O0 is activated if a valid stop is received. In mode 0, SM2_0 establishes the baud rate: when SM2_0=0,
the baud rate is CLKOUT/12; when SM2_0=1, the baud rate is CLKOUT/4.
SCONO0.4 REN_0 - Receive enable. When REN_0=1, reception is enabled.
SCONO0.3 TB8_0 - Defines the state of the 9th data bit transmitted in modes 2 and 3.
SCONO0.2 RB8_0 - In modes 2 and 3, RB8_0 indicates the state of the 9th bit received. In mode 1, RB8_0 indicates the state of the received stop bit.
In mode 0, RB8_0 is not used.
SCONO.1 TI_O - Transmit interrupt flag. Indicates that the transmit data word has been shifted out. In mode 0, TI_0 is set at the end of the 8th data bit.
In all other modes, TI_0 is set when the stop bit is placed on the TXDO pin. TI_0 must be cleared by firmware.
SCONO0.0 RI_0 - Receive interrupt flag. Indicates that serial data word has been received. In mode 0, RI_0 is set at the end of the 8th data bit. In mode

1, RI_O is set after the last sample of the incoming stop bit, subject to the state of SM2_0. In modes 2 and 3, RI_0 is set at the end of the last

sample of RB8_0. RI_0 must be cleared by firmware.

Table 14-12. EICON (SFR 0xD8) SMOD1 Bit

Bit

Function

EICON.7

SMOD1 - Serial Port 1 baud rate doubler enable. When SMOD1 = 1 the baud rate for Serial Port is doubled.

Table 14-13. PCON (SFR 0x87) SMODO Bit

Bit

Function

PCON.7

SMODO - Serial Port 0 baud rate double enable. When SMODO = 1, the baud rate for Serial Port 0 is doubled.

Table 14-14. SCON1 Registe—SFR COh

Bit Function

SCON1.7 SMO_1 - Serial Port 1 mode bit 0.

SCON1.6 SM1_1 - Serial Port 1 mode bit 1, decoded as:
SMO0_1 SM1_1 Mode
0 0 0
0 1 1
1 0 2
1 1 3

SCON1.5 SM2_1 - Multiprocessor communication enable. In modes 2 and 3, this bit enables the multiprocessor communication feature. If SM2_1 =1
in mode 2 or 3, then RI_1 is not activated if the received ninth bit is ‘0’.
If SM2_1=1 in mode 1, then only RI_1 is activated if a valid stop is received. In mode 0, SM2_1 establishes the baud rate: when SM2_1=0,
the baud rate is CLKOUT/12; when SM2_1=1, the baud rate is CLKOUT/4.

SCON1.4 REN_1 - Receive enable. When REN_1=1, reception is enabled.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D
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Table 14-14. SCON1 Register—SFR COh

Bit Function
SCON1.3 TB8_1 - Defines the state of the ninth data bit transmitted in modes 2 and 3.
SCON1.2 RB8_1 - In modes 2 and 3, RB8_1 indicates the state of the ninth bit received. In mode 1, RB8_1 indicates the state of the received stop bit.

In mode 0, RB8_1 is not used.

SCON1.1 TI_1 - Transmit interrupt flag. Indicates that the transmit data word has been shifted out. In mode 0, TI_1 is set at the end of the eighth data
bit. In all other modes, TI_1 is set when the stop bit is placed on the TXD1 pin. TI_1 must be cleared by the software.

SCON1.0 RI_1 - Receive interrupt flag. Indicates that serial data word has been received. In mode 0, RI_1 is set at the end of the eighth data bit. In
mode 1, RI_1 is set after the last sample of the incoming stop bit, subject to the state of SM2_1. In modes 2 and 3, RI_1 is set at the end of
the last sample of RB8_1. RI_1 must be cleared by the software.

Figure 14-7. Serial Port Mode 0 Receive Timing - Low Speed Operation
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Figure 14-8. Serial Port Mode 0 Receive Timing - High Speed Operation

cuout JUTLITIULTTUTUUUUU Uiy

RxD0 _ )OX— XOX XX XX O T X XX XK

RXDOOUT

xoo L I I 0 [ [ LI [

Tl

RI

Note At both low and high speed in Mode 0, data on RXDO is sampled two CLKOUT cycles before the rising clock edge on
TXDO.
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Figure 14-9. Serial Port Mode 0 Transmit Timing - Low Speed Operation
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Figure 14-10. Serial Port Mode 0 Transmit Timing - High Speed Operation
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14.3.4

Mode 1

Mode 1 provides standard asynchronous, full-duplex com-
munication, using a total of 10 bits: one start bit, eight data
bits, and one stop bit. For receive operations, the stop bit is
stored in RB8_0 (or RB8_1). Data bits are received and
transmitted LSB first.

Mode 1 operation is identical to that of the standard 8051
when Timer 1 uses CLKOUT/12, (T1M=0, the default).

14.3.4.1 Mode 1 Baud Rate

The mode 1 baud rate is a function of timer overflow. Serial
Port 0 can use either Timer 1 or Timer 2 to generate baud
rates. Serial Port 1 can only use Timer 1. The two serial
ports can run at the same baud rate if they both use Timer 1,
or different baud rates if Serial Port 0 uses Timer 2 and
Serial Port 1 uses Timer 1.

Each time the timer increments from its maximum count
(OxFF for Timer 1 or OXFFFF for Timer 2), a clock is sent to
the baud rate circuit. That clock is then divided by 16 to gen-
erate the baud rate.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

When using Timer 1, the SMODO (or SMOD1) Bit selects
whether or not to divide the Timer 1 rollover rate by 2.
Therefore, when using Timer 1, the baud rate is determined
by the equation:

SMODx

Baud Rate = x Timer 1 Overflow Equation 1

When using Timer 2, the baud rate is determined by the
equation:

Timer 2 Overflow
16

Baud Rate = Equation 2
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To use Timer 1 as the baud rate generator, it is generally
best to use Timer 1 mode 2 (eight bit counter with auto-
reload), although any counter mode can be used. In mode 2,
the Timer 1 reload value is stored in the TH1 register, which
makes the complete formula for Timer 1:

Equation 3
« CLKOUT
32 (12-8xTIM) x (256 - TH1)

To derive the required TH1 value from a known baud rate
when T1M=0, use the equation:

SMODx
Baud Rate =

SMODx

2 x CLKOUT

384 x Baud Rate

To derive the required TH1 value from a known baud rate
when T1M=1, use the equation:

TH1 = 256 —

Equation 4

SMODx

2 x CLKOUT

128 x Baud Rate

Note Very low serial port baud rates may be achieved with
Timer 1 by enabling the Timer 1 interrupt, configuring Timer
1 to mode 1, and using the Timer 1 interrupt to initiate a 16
bit software reload.

TH1 = 256 —

Equation 5

Table 14-15 lists sample reload values for a variety of com-
mon serial port baud rates, using Timer 1 operating in mode

2 (TMOD.5:4=10) with a CLKOUT/4 clock source (T1M=1)
and the full timer rollover (SMOD1=1)

More accurate baud rates may be achieved by using Timer
2 as the baud rate generator. To use Timer 2 as the baud
rate generator, configure Timer 2 in auto-reload mode and
set the TCLK and/or RCLK bits in the T2CON SFR. TCLK
selects Timer 2 as the baud rate generator for the transmit-
ter; RCLK selects Timer 2 as the baud rate generator for the
receiver. The 16 bit reload value for Timer 2 is stored in the
RCAP2L and RCA2H SFRs, which makes the equation for
the Timer 2 baud rate:

Equation 6
CLKOUT
32 x (65536 — (256 x RCAP2H + RCAP2L))

To derive the required RCAP2H and RCAP2L values from a
known baud rate, use the equation:

Baud Rate =

__CLKOUT _
32 x Baud Rate

When either RCLK or TCLK is set, the TF2 flag is not set on
a Timer 2 rollover and the T2EX reload trigger is disabled.

RCAP2HL = 65536 x Equation 7

Table 14-16 lists sample RCAP2H:L reload values for a vari-
ety of common serial baud rates.

Table 14-15. Timer 1 Reload Values for Common Serial Port Mode 1 Baud Rates

CLKOUT =12 MHz CLKOUT = 24 MHz CLKOUT =48 MHz
Nominal TH1 TH1 TH1
Actual Actual Actual
Rate Reload Error Reload Error Reload Error
Rate Rate Rate
Value Value Value

57600 FD 62500 +8.50% F9 53571 -6.99% F3 57692 +0.16%
38400 FB 37500 -2.34% F6 37500 -2.34% EC 37500 -2.34%
28800 F9 26786 -6.99% F3 28846 +0.16% E6 28846 +0.16%
19200 F6 18750 -2.34% EC 18750 -2.34% D9 19230 +0.16%
9600 EC 9375 -2.34% D9 9615 +0.16% B2 9615 +0.16%
4800 D9 4807 +0.16% B2 4807 +0.16% 64 4807 +0.16%
2400 B2 2403 +0.16% 64 2403 +0.16% — — —
Settings: SMOD=1, CIT=O, Timer1 Mode=2, T1M=1
Note Using rates that are off by 2% or more do not work in all systems.
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Table 14-16. Timer 2 Reload Values for Common Serial Port Mode 1 Baud Rates

CLKOUT =12 MHz CLKOUT = 24 MHz CLKOUT = 48 MHz
. RCAP2H:L RCAP2H:L RCAP2H:L
Nominal Rate Actual Actual Actual
Reload Error Reload Error Reload Error
Rate Rate Rate

Value Value Value
57600 FFF9 53571 -6.99% FFF3 57692 +0.16% FFE6 57692 +0.16%
38400 FFF6 37500 -2.34% FFEC 37500 -2.34% FFD9 38461 +0.16%
28800 FFF3 28846 +0.16% FFE6 28846 +0.16% FFCC 28846 +0.16%
19200 FFEC 18750 -2.34% FFD9 19230 +0.16% FFB2 19230 +0.16%
9600 FFD9 9615 +0.16% FFB2 9615 +0.16% FF64 9615 +0.16%
4800 FFB2 4807 +0.16% FF64 4807 +0.16% FEC8 4807 +0.16%
2400 FF64 2403 +0.16% FEC8 2403 +0.16% FD90 2403 +0.16%
Note using rates that are off by 2.3% or more do not work in all systems.

14.3.4.2

Figure 14-11 on page 208 illustrates the mode 1 transmit
timing. In mode 1, the USART begins transmitting after the
first rollover of the divide-by-16 counter after the software
writes to the SBUFO (or SBUF 1) register. The USART trans-
mits data on the TXDO (or TXD1) pin in the following order:
start bit, 8 data bits (LSB first), stop bit. The TI_0 (or TI_1)
bit is set 2 CLKOUT cycles after the stop bit is transmitted.

Mode 1 Transmit

14.3.5

Figure 14-12 on page 208 illustrates the mode 1 receive tim-
ing. Reception begins at the falling edge of a start bit
received on the RXDO (or RXD1) pin, when enabled by the
REN_O (or REN_1) Bit. For this purpose, the RXDO (or
RXD1) pin is sampled 16 times per bit for any baud rate.
When a falling edge of a start bit is detected, the divide-by-
16 counter used to generate the receive clock is reset to
align the counter rollover to the bit boundaries.

Mode 1 Receive

For noise rejection, the serial port establishes the content of
each received bit by a majority decision of 3 consecutive

samples in the middle of each bit time. For the start bit, if the
falling edge on the RXDO (or RXD1) pin is not verified by a
majority decision of 3 consecutive samples (low), then the
serial port stops reception and waits for another falling edge
on the RXDO (or RXD1) pin.

At the middle of the stop bit time, the serial port checks for
the following conditions:

m RILO(orRI_1)=0
m [f SM2_0 (or SM2_1) = 1, the state of the stop bit is 1

(If SM2_0 (or SM2_1) = 0, the state of the stop bit does
not matter.

If the above conditions are met, the serial port then writes
the received byte to the SBUFO (or SBUF 1) Register, loads
the stop bit into RB8_0 (or RB8_1), and sets the RI_0 (or
RI_1) Bit. If the above conditions are not met, the received
data is lost, the SBUF Register and RB8 Bit are not loaded,
and the RI Bit is not set.

After the middle of the stop bit time, the serial port waits for
another high-to-low transition on the (RXDO or RXD1) pin.
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Timers/Counters and Serial Interface

Figure 14-11. Serial Port 0 Mode 1 Transmit Timing

Write to
SBUFO ﬂ

TX CLK l l l |

SHIFT | I |

TXDO START

Do X D1 X D2 X D3 X D4 X D5 X D6 X D7

STOP

RXDO

RXDOOUT

TIO

RO

Figure 14-12. Serial Port 0 Mode 1 Receive Timing

RX CLK | I I I I

1 1 1 1 1

RXDO

\STARY B0 X D1 X D2 X D3 X D4 X D5 X D6 X D7/ STOP

Bit detector
i [II
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| N

| I A I I |

SHIFT
RXDOOUT

TXDO

TIO

RO

14.3.6 Mode 2

Mode 2 provides asynchronous, full-duplex communication,
using a total of 11 bits: one start bit, eight data bits, a pro-
grammable ninth bit, and one stop bit. The data bits are
transmitted and received LSB first. For transmission, the
ninth bit is determined by the value in TB8_0 (or TB8_1). To
use the ninth bit as a parity bit, move the value of the P bit
(SFR PSW.0) to TB8_0 (or TB8_1).

The Mode 2 baud rate is either CLKOUT/32 or CLKOUT/64,
as determined by the SMODO (or SMOD1) bit. The formula
for the mode 2 baud rate is:

SMODx

2 x CLKOUT

64
Mode 2 operation is identical to the standard 8051.

Baud Rate =

Equation 8

14.3.6.1

Figure 14-13 on page 209 illustrates the mode 2 transmit
timing. Transmission begins after the first rollover of the
divide-by-16 counter following a software write to SBUFO (or
SBUF1). The USART shifts data out on the TXDO (or TXD1)
pin in the following order: start bit, data bits (LSB first), ninth
bit, stop bit. The TI_O (or TI_1) Bit is set when the stop bit is
placed on the TXDO (or TXD1) pin.

Mode 2 Transmit

14.3.6.2

Figure 14-14 on page 209 illustrates the mode 2 receive tim-
ing. Reception begins at the falling edge of a start bit
received on the RXDO (or RXD1) pin, when enabled by the
REN_O (or REN_1) Bit. For this purpose, the RXDO (or
RXD1) pin is sampled 16 times per bit for any baud rate.
When a falling edge of a start bit is detected, the divide-by-

Mode 2 Receive
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16 counter used to generate the receive clock is reset to
align the counter rollover to the bit boundaries.

For noise rejection, the serial port establishes the content of
each received bit by a majority decision of three consecutive
samples in the middle of each bit time. For the start bit, if the
falling edge on the RXDO (or RXD1) pin is not verified by a
majority decision of three consecutive samples (low), then
the serial port stops reception and waits for another falling
edge on the RXDO (or RXD1) pin.

Timers/Counters and Serial Interface

At the middle of the stop bit time, the serial port checks for
the following conditions:
m RILO(orRLL1)=0

If SM2_0 (or SM2_1) = 1, the state of the stop bit is ‘1".
(If SM2_0 (or SM2_1) = 0, the state of the stop bit does
not matter.)

If the above conditions are met, the serial port then writes
the received byte to the SBUFO (or SBUF 1) Register, loads
the stop bit into RB8_0 (or RB8_1), and sets the RI_0 (or
RI_1) Bit. If the above conditions are not met, the received
data is lost, the SBUF Register and RB8 Bit are not loaded,
and the RI Bit is not set. After the middle of the stop bit time,
the serial port waits for another high-to-low transition on the
RXDO (or RXD1) pin.

Figure 14-13. Serial Port 0 Mode 2 Transmit Timing

Write to
SBUFO H

TX CLK | | N I |

[ O /B

SHIFT | | | |

[ [ [

TXDO

STARY Do X D1 X D2 X D3 X D4

D5 X D6 X D7 X TB8 /STOP

RXDO

RXDOOUT
TIO

—

RI_O

Figure 14-14. Serial Port 0 Mode 2 Receive Timing
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RXDO
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Timers/Counters and Serial Interface

14.3.7 Mode 3

Mode 3 provides asynchronous, full-duplex communication,
using a total of 11 bits: one start bit, eight data bits, a pro-
grammable ninth bit, and one stop bit. The data bits are
transmitted and received LSB first.

The mode 3 transmit and operations are identical to mode 2.
The mode 3 baud rate generation is identical to mode 1.

That is, mode 3 is a combination of mode 2 protocol and
mode 1 baud rate. Figure 14-15 illustrates the mode 3 trans-
mit timing. Figure 14-16 illustrates the mode 3 receive tim-

ing.

Mode 3 operation is identical to that of the standard 8051
when Timer 1 uses CLKOUT/12, (T1M=0, the default).

Figure 14-15. Serial Port 0 Mode 3 Transmit Timing

Write to
SBUFO ﬂ

TX CLK ] | | N |

[ [ N |

SHIFT N |

[ /|

TXDO

STARV Do X D1 X D2 X D3 X D4 X D5 X D6 X D7 X TB8 /STOP

RXDO

RXDOOUT
TIO

—

RI_O

Figure 14-16. Serial Port 0 Mode 3 Receive Timing

rxok —J— 1 [ I 1]

| | | | I I

RXDO NTARY Do X D1_XD2 X D3 X D4 X D5 X_ D6 X_D7 X RB8/STOP
BitSDete?_tOF Ml [Il I 11— 11— 11—
ampling
SHiFT | L A R A I ) N R
RXDOOUT
TXDO
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15. Registers

15.1 Introduction

This section describes the EZ-USB registers in the order they appear in the EZ-USB memory map, see Figure 5-4 on
page 76. The registers are named according to the following conventions.

Most registers deal with endpoints. The general register format is DDDnFFF, where:

DDD is endpoint direction where:
o IN or OUT with respect to the USB host.

n is the endpoint number where:
a ’ISO’ indicates isochronous endpoints as a group.

FFF is the function where:

CS is a control and status register.
IRQ is an interrupt request bit.

IE is an interrupt enable bit.

BC, BCL, and BCH are byte count registers. BC is used for single byte counts, and BCH/BCL are used as the high and
low bytes of 16-bit byte counts.

DATA is a single-register access to a FIFO.
BUF is the start address of a buffer.

a a o oa

u]

15.1.1 Example Register Format
o EP1INBC is the Endpoint 1 IN byte count.

15.1.2  Other Conventions

USB indicates a global (not endpoint specific) USB function.
ADDR is an address.

VAL means valid.

FRAME is a frame count.

PTR is an address pointer.
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Registers

Register Name Register Function Address
b7 b6 b5 b4 b3 b2 b1 b0
bitname bitname bitname bitname bitname bitname bitname bitname

R, W access

R, W access

R, W access

R, W access

R, W access

R, W access

R, W access

R, W access

Default val

Default val

Default val

Default val

Default val

Default val

Default val

Default val

The register table above illustrates the register description format used in this chapter.

m The top line shows the register name, functional description, and address in the EZ-USB memory.

The second line shows the bit position in the register.

The fourth line shows CPU accessibility: Read, Write, or R/W.

|
m The third line shows the name of each bit in the register.
|
|

The fifth line shows the default value. These values apply after a hard reset.

15.2

Special Function Registers

EZ-USB implements many control registers as SFRs (Special Function Registers). These SFRs are shown in Table 15-1.
Bold type indicates SFRs that are not in the standard 8051, but are included in the EZ-USB.

Table 15-1. EZ-USB Special Function Registers (SFR)

X 8x 9x Ax Bx Cx Dx Ex Fx
0 I0A 10B loCc 10D SCON1 PSW ACC B
1 SP EXIF INT2CLR IOE SBUF1

2 DPLO MPAGE INT4CLR OEA

3 DPHO OEB

4 DPL1 OEC

5 DPH1 OED

6 DPS OEE

7 PCON

8 TCON SCONO IE IP T2CON EICON EIE EIP
9 TMOD SBUFO

A TLO AUTOPTRH1 EP2468STAT EPO1STAT RCAP2L

B TLA1 AUTOPTRL1 EP24FIFOFLGS GPIFTRIG RCAP2H

C THO EP68FIFOFLGS TL2

D TH1 AUTOPTRH2 GPIFSGLDATH TH2

E CKCON AUTOPTRL2 GPIFSGLDATLX

F AUTOPTR-SETUP GPIFSGLDATLNOX

All unlabeled SFRs are reserved.
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15.3 About SFRs

Because the SFRs are directly addressable internal registers, firmware can access them quickly, without the overhead of
loading the data pointer and performing a MOVX instruction. For example, the firmware reads the EZ-USB Port B pins using
a single instruction, as shown below.

Single instruction to read port B:

mov a, I0B

In the same manner, firmware writes the value 0x55 to Port C using only one MOV instruction, as shown below.
Single instruction to read port C:

mov I0C, #55h

SFRs in rows 0 and 8 are bit-addressable; individual bits of the registers may be efficiently set, cleared, or toggled using spe-
cial bit-addressing instructions (for example, setb 10B.2 sets bit 2 of the IOB register).

I0A Port A (bit addressable) SFR 0x80
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W RIW R/W R/W R/W R/W
X X X X X X X X
10B Port B (bit addressable) SFR 0x90
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
AUTOPTRH1 Autopointer 1 Address HIGH SFR 0x9A
b7 b6 b5 b4 b3 b2 b1 b0
A15 A14 A13 A12 A1 A10 A9 A8
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
AUTOPTRL1 Autopointer 1 Address Low SFR 0x9B
b7 b6 b5 b4 b3 b2 b1 b0
A7 A6 A5 A4 A3 A2 A1 A0
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
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AUTOPTRH2 Autopointer 2 Address HIGH SFR 0x9D
b7 b6 b5 b4 b3 b2 b1 b0
A15 A14 A13 A12 A11 A10 A9 A8
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
AUTOPTRL2 Autopointer 2 Address Low SFR O0x9E
b7 b6 b5 b4 b3 b2 b1 b0
A7 A6 A5 A4 A3 A2 A1 A0
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
10C Port C (bit addressable) SFR 0xA0
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
INT2CLR Interrupt 2 Clear SFR 0xA1
b7 b6 b5 b4 b3 b2 b1 b0
X X X X X X X X
w W w w
X X X X X X X X
INT4CLR Interrupt 4 Clear SFR 0xA2
b7 b6 b5 b4 b3 b2 b1 b0
X X X X X X X X
w W w w
X X X X X X X X

Writing any value to INT2CLR or INT4CLR clears the INT2 or INT4 interrupt request bit for the INT2/INT4 interrupt currently

being serviced.

Note Writing to one of these registers has the same effect as clearing the appropriate interrupt request bit in the EZ-USB
external register space. For example, suppose the EP2 Empty Flag interrupt is asserted. The EZ-USB automatically sets bit 1

of the EP2FIFOIRQ register (in External Data memory space, at 0xE651), and asserts the INT4 interrupt request.

Using autovectoring, the EZ-USB automatically calls (vectors to) the EP2_FIFO_EMPTY 2 Interrupt Service Routine (ISR).
The first task in the ISR is to clear the interrupt request bit, EP2FIFOIRQ.1. The firmware can do this either by accessing the
EP2FIFOIRQ register (at 0xE651) and writing a ‘1’ to bit 1, or simply by writing any value to INTACLR. The first method
requires the use of the data pointer, which must be saved and restored along with the accumulator in an ISR. The second
method is much faster and does not require saving the data pointer, so it is preferred.
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EP2468STAT Endpoints 2,4,6,8 Status Flags SFR O0xAA
b7 b6 b5 b4 b3 b2 b1 b0
EP8F EPSE EP6F EP6E EP4F EP4E EP2F EP2E
R R R R R R R R
0 1 0 1 1 0 1 0

The bits in EP2468STAT correspond to Endpoint Status bits in the EZ-USB register file, as follows:

Table 15-2. SFR and EZ-USB Register File Correspondences

Bit EPSTAT SFR EZ-USB Register.Bit EZ-USB Register File address
7 EP8 Full flag EP8CS.3 EBA6

6 EP8 Empty flag EP8CS.2 E6A6

5 EP6 Full flag EP6CS.3 E6A5

4 EP6 Empty flag EP6CS.2 EBA5

3 EP4 Full flag EP4CS.3 E6A4

2 EP4 Empty flag EP4CS.2 E6A4

1 EP2 Full flag EP2CS.3 EBA3

0 EP2 Empty flag EP2CS.2 EBA3

Note The Endpoint status bits represent the Packet Status.

EP24FIFOFLGS Endpoints 2, 4 Slave FIFO Status Flags SFR 0xAB
b7 b6 b5 b4 b3 b2 b1 b0
0 EP4PF EP4EF EP4FF 0 EP2PF EP2EF EP2FF
R R R R R R R R
0 0 1 0 0 0 1 0
EP68FIFOFLGS Endpoints 6, 8 Slave FIFO Status Flags SFR 0xAC
b7 b6 b5 b4 b3 b2 b1 b0
0 EP8PF EPSEF EPSFF 0 EP6PF EP6EF EP6FF
R R R R R R R R
0 1 1 0 0 1 1 0
AUTOPTRSETUP Autopointers 1 and 2 Setup SFR OxAF
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 APTR2INC APTR1INC APTREN
R/W R/W R/W RIW R/W R/W R/W R/W
0 0 0 0 0 1 1 0

EZ-USB provides two identical autopointers. They are similar to the internal ‘DPTR’ data pointers, but with an additional fea-
ture: each can automatically increment after every memory access. Using one or both of the autopointers, EZ-USB firmware
can perform very fast block memory transfers.

The AUTOPTRSETUP register is configured as follows:

m  Set APTRnINC=0 to freeze the address pointer, APTRNINC=1 to automatically increment it for every read or write of an
XAUTODATN register. This bit defaults to “1’, enabling the auto increment feature.

m To enable the autopointer, set APTREN=1. Enabling the Autopointers has one side-effect: any code access (an instruction
fetch, for instance) from addresses 0xE67B and OxE67C return the AUTODATA values, rather than the code-memory val-
ues at these two addresses. This introduces a two-byte ‘hole’ in the code memory.

The firmware then writes a 16 bit address to AUTOPTRHN/Ln. Then, for every read or write of an XAUTODATN register, the
address pointer automatically increments (if APTRnINC=1).
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oD Port D (bit addressable) SFR 0xB0
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X

EZ-USB /O ports PORTA-PORTD appear as bit addressable SFRs. Reading a register or bit returns the logic level of the port
pin that is two CLKOUT clocks old. Writing a register bit writes the port latch. Whether or not the port latch value appears on
the 1/0O pin depends on the state of the pin’s OE (Output Enable) bit. The I/O pins may also be assigned alternate function val-

ues, in which case the IOx and OEx bit values are overridden on a bit-by-bit basis.

IOD is bit-addressable. Use Bit 2 to set PORTD - single instruction:

setb I0D.2

set bit 2 of IOD SFR

IOE Port E SFR 0xB1
b7 b6 b5 b4 b3 b2 b1 b0
D7 Dé D5 D4 D3 D2 D1 Do
R/IW R/W R/W R/IW R/W R/IW R/W R/W
X X X X X X X X

I/O port PORTE is also accessed using an SFR, but unlike the PORTA-PORTD SFRs, it is not bit-addressable.

Use OR to set bit 3:

mov a, IOE

or a,#00001000b
mov I0E, a

216

; set bit 3

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

Exhibit 2031 - Page 216 of 402



CYPRESS

e SFR
OEA Port A Output Enable SFR 0xB2
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OEB Port B Output Enable SFR 0xB3
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OEC Port C Output Enable SFR 0xB4
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OED Port D Output Enable SFR 0xB5
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
OEE Port E Output Enable SFR 0xB6
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

The bits in OEA - OEE turn on the output buffers for the five 1/0 Ports PORTA-PORTE. Set a bit to ‘1’ to turn on the output
buffer, set it to ‘0’ to turn the buffer off.

EPO1STAT Endpoint 0 and 1 Status SFR O0xBA
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 EP1INBSY EP10UTBSY EPOBSY
R R R R R R R R
0 0 0 0 0 0 0 0
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m === # CYPRESS

GPIFTRIG Endpoint 2,4,6,8 GPIF Slave SFR 0xBB
see Section 15.15 FIFO Trigger
b7 b6 b5 b4 b3 b2 b1 b0
DONE 0 0 0 0 R/W EP1 EPO
R/W R R R R R/W R/W R/W
1 0 0 0 0 X X X
GPIFSGLDATH GPIF Data HIGH (16-bit mode only) SFR 0xBD
b7 b6 b5 b4 b3 b2 b1 b0
D15 D14 D13 D12 D11 D10 D9 D8
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
GPIFSGLDATLX GPIF Data Low w/Trigger SFR 0xBE
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
GPIFSGLDATLNOX GPIF Data Low w/No Trigger SFR 0xBF
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R R R R R R R R
X X X X X X X

Most of these SFR registers are also accessible in external RAM space, at the addresses shown in Table 15-3.

Table 15-3. SFR Registers and External Ram Equivalent

SFR Register Name Hex External Ram Register Address and Name

EP2468STAT AA E6A3-E6A6 EPxCS
EP24FIFOFLGS AB

EB6A7-E6AA EPxFIFOFLGS
EP68FIFOFLGS AC
EPO1STAT BA E6AO0-E6A2 EPOCS, EP10OUTCS, EP1INCS
GPIFTRIG BB E6D4, E6DC, E6E4, EBEC EPxGPIFTRIG
GPIFSGLDATH BD E6FO XGPIFSGLDATH
GPIFSGLDATLX BE E6F1 XGPIFSGLDATLX
GPIFSGLDATLNOX BF E6F2 XGPIFSGLDATLNOX
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15.4 GPIF Waveform Memories

15.41 WAVEDATA

GPIF Waveform Descriptor Data Register

WAVEDATA

WAVEDATA GPIF Waveform Descriptor 0, 1, 2, 3 Data E400-E47F*
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X

*Accessible only when IFCFG1:0 = 10.

The four GPIF waveform descriptor tables are stored in this space. See the General Programmable Interface chapter on

page 121 for details.
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CPUCS

Z
CYPRESS

PERFORM

15.5 General Configuration Registers
CPU Control and Status Register
CPUCS CPU Control and Status E600
b7 b6 b5 b4 b3 b2 b1 b0
0 0 PORTCSTB CLKSPD1 CLKSPDO CLKINV CLKOE 8051RES
R R R/W R/W R/W R/W R/W R
0 0 0 0 0 0 1 0
Bit Name Description
5 PORTCSTB PORTC access generates RD and WR strobes.
The 100- and 128-pin EZ-USB packages have two output pins, RD and WR, that can be used to syn-
chronize data transfers on I/O PORTC. When PORTCSTB=1, this feature is enabled. Any read of
PORTC activates a RD strobe, and any write to PORTC activates a WR strobe. The RD and WR
strobes are asserted for two CLKOUT cycles; the WR strobe asserts two CLKOUT cycles after the
PORTC pins are updated.
If a design uses the 128-pin EZ-USB and connects off-chip memory to the address and data buses,
this bit should be set to zero. This is because the RD and WR pins are also the standard strobes used
to read and write off-chip memory, so normal reads/writes to 1/O Port C disrupt normal accesses to
that memory.
4:3 CLKSPD[1:0] CPU Clock Speed
CLKSPD1 CLKSPDO CPU Clock
0 0 12 MHz (Default)
0 1 24 MHz
1 0 48 MHz
1 1 Reserved
These bits set the CPU clock speed. On a hard reset, these bits default to ‘00’ (12 MHz). Firmware
may modify these bits at any time.
2 CLKINV Invert CLKOUT Signal.
0 CLKOUT signal not inverted (as shown in all timing diagrams).
1 CLKOUT signal inverted.
1 CLKOE Drive CLKOUT Pin.
0 CLKOUT pin floats.
1 CLKOUT pin driven.
0 8051RES 8051 Reset.
The USB host writes ‘1’ to this bit to reset the 8051, and ‘0’ to run the 8051. Only the USB host writes
to this bit (via the 0xAO firmware load command).
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S IFCONFIG

e
== CYPRESS m

PERFORM

15.5.2 IFCONFIG

Interface Configuration (Ports, GPIF, Slave FIFOs) Register

IFCONFIG Interface Configuration(Ports, GPIF, slave FIFOs) E601
b7 b6 b5 b4 b3 b2 b1 b0
IFCLKSRC 3048MHZ IFCLKOE IFCLKPOL ASYNC GSTATE IFCFG1 IFCFGO
R/W R/W R/W R/W R/W R/W R/W R/W
1 0 0 0 0 0 0 0
Bit Name Description
7 IFCLKSRC FIFO/GPIF Clock Source.

This bit selects the clock source for both the FIFOS and GPIF.

0 The external clock on the IFCLK pin is selected.

1 An internal 30 or 48 MHz (default) clock is used (default).

6 3048MHZ Internal FIFO/GPIF Clock Frequency

This bit selects the internal FIFO and GPIF clock frequency.

0 30 MHz (default)

1 48 MHz

5 IFCLKOE IFCLK pin output enable.

0 Tri-state

1 Drive

4 IFCLKPOL Invert the IFCLK signal.

This bit indicates that the IFCLK signal is inverted.

0 The clock has the polarity shown in all the timing diagrams in this manual.

1 The clock is inverted.

Figure 15-1. IFCLK Configuration
IFCFG.6
IFCFG.4 IFCFG.5
30 MHz 0
48 MHz 1 [ ?
IFCLK
IFCFG.7 Pin
IFCFG.4
Internal
IFCLK q 0 <
Signal 1 4Q<]_‘
3 ASYNC Slave FIFO Asynchronous Mode.

0 The Slave FIFOs operate synchronously. A clock is supplied either internally or externally
on the IFCLK pin; the FIFO control signals function as read and write enable signals for the
clock signal.

1 The Slave FIFOs operate asynchronously. No clock signal input to IFCLK is required; the
FIFO control signals function directly as read and write strobes.

(continued on next page)
EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 221

Exhibit 2031 - Page 221 of 402



IFCONFIG

CYPRESS

PERFORM

15.5.2 IFCONFIG (continued)

2 GSTATE
1:0 IFCFG[1:0]
222

Drive GSTATE [2:0] on PORTE [2:0]. When GSTATE = 1, three bits in Port E take on the signals
shown below. The GSTATE bits, which indicate GPIF states, are used for diagnostic purposes.

1/0 Pin Alternate Function

PEO GSTATE[0]

PE1 GSTATE[1]

PE2 GSTATE[2]

Select Interface Mode (Ports, GPIF, or Slave FIFO)

00 Ports

01 Reserved

10 GPIF Interface (internal master)

11 Slave FIFO Interface (external master)

These bits control the following EZ-USB interface signals, as shown below.

IFCFG[1:0] = 00 IFCFG[1:0] =10 IFCFG[1:0] = 11
(Ports) (GPIF Master) (Slave FIFO)
PD7 FD[15] FD[15]
PD6 FD[14] FD[14]
PD5 FD[13] FD[13]
PD4 FD[12] FD[12]
PD3 FD[11] FD[11]
PD2 FD[10] FD[10]
PD1 FD[9] FDI[9]
PDO FD[8] FD[8]
PB7 FDI[7] FD[7]
PB6 FDI6] FDI6]
PB5 FD[5] FD[5]
PB4 FD[4] FD[4]
PB3 FD[3] FD[3]
PB2 FD[2] FD[2]
PB1 FD[1] FD[1]
PBO FDIO] FDIO]
INTO/PAO INTO/PAO INTO/PAO
INT1/PA1 INT1/PA1 INT1/PA1
PA2 PA2 SLOE
WU2/PA3 WU2/PA3 WU2/PA3
PA4 PA4 FIFOADRO
PA5 PA5 FIFOADR1
PAG PAG PKTEND
PA7 PA7 PA7/FLAGD/SLCS
PC7:0 PCT7:0 PCT7:0
PE7:0 PE7:0 PE7:0

Note Signals shown in bold type do not change with IFCFG; they are shown for completeness.
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15.5.3 PINFLAGSxx
Slave FIFO FLAGA-FLAGD Pin Configuration Registers
PINFLAGSAB Slave FIFO FLAGA and FLAGB Pin Configuration E602
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
FLAGB3 FLAGB2 FLAGB1 FLAGBO FLAGA3 FLAGA2 FLAGA1 FLAGAO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
PINFLAGSCD Slave FIFO FLAGC and FLAGD Pin Configuration E603
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
FLAGD3 FLAGD2 FLAGD1 FLAGDO FLAGC3 FLAGC2 FLAGC1 FLAGCO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

EZ-USB has four FIFO flag output pins, FLAGA, FLAGB, FLAGC and FLAGD. These flags can be programmed to represent
various FIFO flags using four select bits for each FIFO. The PINFLAGSAB register controls the FLAGA and FLAGB signals,
and the PINFLAGSCD register controls the FLAGC and FLAGD signal. The four bit coding for all four flags is the same, as
shown in Table 15-4 on page 223. In the ‘FLAGX’ notation, ‘X’ can be A, B, C or D.

Table 15-4. FIFO Flag Pin Functions

FLAGx3 FLAGx2 FLAGXx1 FLAGx0 Pin Function
FLAGA=PF, FLAGB=FF, FLAGC=EF, FLAGD=EP2PF

0 0 0 0 (Actual FIFO is selected by FIFOADR[0,1] pins)
0 0 0 1

0 0 1 0 Reserved

0 0 1 1

0 1 0 0 EP2 PF

0 1 0 1 EP4 PF

0 1 1 0 EP6 PF

0 1 1 1 EP8 PF

1 0 0 0 EP2 EF

1 0 0 1 EP4 EF

1 0 1 0 EP6 EF

1 0 1 1 EP8 EF

1 1 0 0 EP2 FF

1 1 0 1 EP4 FF

L 1 1 0 EP6 FF

1 1 1 1 EP8 FF

Note FLAGD defaults to EP2PF (fixed flag).

(continued on next page)
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PINFLAGSxx

15.5.3

FIFOADR1 Pin

PINFLAGSxx (continued)
0

0
1
1

FIFOADRO Pin

1
0
1

Selected FIFO
EP2

C
EP4

YPRESS

EP6

EP8

FLAGD which by default is EP2PF(fixed flag).

For the default (0000) selection, the four FIFO flags are indexed as shown in the first table entry. The input pins FIFOADR1
and FIFOADRO select to which of the four FIFOs the flags correspond. These pins are decoded as follows:
0

For example, if FLAGA[3:0]=0000 and the FIFO address pins are driven to [01], then FLAGA is the EP4-Programmable Flag,

FLAGB is the EP4-Full Flag, and FLAGC is the EP4-Empty Flag, and FLAGD defaults as PA7. Set PORTACFG.7 = 1 to use
The other (non-zero) values of FLAGx[3:0] allow the designer to independently configure the four flag outputs FLAGA-FLAGD
to correspond to any flag—Programmable, Full, or Empty—from any of the four endpoint FIFOS. This allows each flag to be
assigned to any of the four FIFOS, including those not currently selected by the FIFOADDR pins. For example, external logic
could be filling the EP2IN FIFO with data while also checking the full flag for the EP40UT FIFO.
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15.5.4 FIFORESET

FIFO Reset Register

FIFORESET

FIFORESET Restore FIFOs to Default State E604
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
NAKALL 0 0 0 EP3 EP2 EP1 EPO
w w w w w w w w
X X X X X X X X

Write 0x80 to this register to NAK all transfers from the host, then write 0x82, 0x84, 0x86, or 0x88 to continue to NAKALL and
reset an individual FIFO. This will restore endpoint FIFO flags and byte counts to their default states. Write 0x00 to restore

normal operation.

Bit Name Description
7 NAKALL NAK all.

NAK all transfers from the host.
3:0 EP3:0 Endpoint.
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Breakpoint Register
BREAKPT Breakpoint Control E605
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 BREAK BPPULSE BPEN 0
R R R/W R/IW R/W
0 0 0 0 0 0 0 0
Bit Name Description
3 Break Enable Breakpoint.
The BREAK bit is set when the CPU address bus matches the address held in the bit breakpoint
address registers (0xE606/07). The BKPT pin reflects the state of this bit. Write a ‘1’ to the BREAK bit
to clear it. It is not necessary to clear the BREAK bit if the pulse mode bit (BPPULSE) is set.
2 BPPULSE Breakpoint Pulse Mode.
Set this bit to ‘1’ to pulse the BREAK bit (and BKPT pin) high for eight CLKOUT cycles when the 8051
address bus matches the address held in the breakpoint address registers. When this bit is set to ‘0’,
the BREAK bit (and BKPT pin) remains high until it is cleared by firmware.
1 BPEN Breakpoint Enable.
If this bit is ‘1’, a BREAK signal is generated whenever the 16 bit address lines match the value in the
Breakpoint Address registers (BPADDRH:L). The behavior of the BREAK bit and associated BKP pin
signal is either latched or pulsed, depending on the state of the BPPULSE bit.
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15.5.6 BPADDRX
Breakpoint Address High, Breakpoint Address Low Registers
BPADDRH Breakpoint Address High E606
b7 b6 b5 b4 b3 b2 b1 b0
A15 A14 A13 A12 A1 A10 A9 A8
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
BPADDRL Breakpoint Address Low E607
b7 b6 b5 b4 b3 b2 b1 b0
A7 A6 A5 A4 A3 A2 A1 A0
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
15:0 A[15:0] High and Low Breakpoint Address.
When the current 16 bit address (code or XDATA) matches the BPADDRH/BPADDRL address, a
breakpoint event occurs. The BPPULSE and BPEN bits in the BREAKPT register control the action
taken on a breakpoint event.
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15.5.7 UART230

230K Baud Clock (T0, T1, T2) Register

UART230 230K Baud Clock for T1 E608
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 230UART1 230UARTO
R R R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
1:0 230UARTI[1:0] Set 230K Baud Operation.
Setting these bits to ‘1’ overrides the timer inputs to the USARTSs, and USARTO0 and USART1 use the
230K baud clock rate. This mode provides the correct frequency to the USART regardless of the CPU
clock frequency (12, 24, or 48 MHz).
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Slave FIFO Interface Pins Polarity Register
FIFOPINPOLAR Slave FIFO Interface Pins Polarity E609
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 PKTEND SLOE SLRD SLWR EF FF
R R R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
5 PKTEND FIFO Packet End Polarity. This bit selects the polarity of the PKTEND FIFO input pin.
0 Selects the polarity shown in the data sheet (active low)
1 Selects active high
4 SLOE FIFO Output Enable Polarity. This bit selects the polarity of the SLOE FIFO input pin.
0 Selects the polarity shown in the data sheet (active low)
1 Selects active high
3 SLRD FIFO Read Polarity. This bit selects the polarity of the SLRD FIFO input pin.
0 Selects the polarity shown in the data sheet (active low)
1 Selects active high
2 SLWR FIFO Write Polarity. This bit selects the polarity of the SLWR FIFO input pin.
0 Selects the polarity shown in the data sheet (active low)
1 Selects active high
1 EF Empty Flag Polarity. This bit selects the polarity of the Empty Flag output pin.
0 Selects the polarity shown in the data sheet (active low)
1 Selects active high
0 FF Full Flag Polarity. This bit selects the polarity of the Full Flag output pin.
0 Selects the polarity shown in the data sheet (active low)
1 Selects active high.
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Chip Revision ID Register
REVID Chip Revision ID EG0A
b7 b6 b5 b4 b3 b2 b1 b0
RV7 RV6 RV5 RV4 RV3 RV2 RV1 RVO
R R R R R R R R
0 0 0 0 0 0 0 1
Bit Name Description
7:0 RV[7:0] Chip Revision Number.
These register bits define the silicon revision.
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Chip Revision Control Register

REVCTL

REVCTL Chip Revision Control E60B
See Section 15.15

b7 b6 b5 b4 b3 b2 b1 b0

0 0 0 0 0 0 DYN_OUT ENH_PKT

R R R R R/W R/W

0 0 0 0 0 0 0 0

Note DYN_OUT and ENH_PKT default to ‘0’ on a hard reset. Cypress highly recommends setting both bits to ‘1".

Description

Bit Name
1 DYN_OUT
0 ENH_PKT

Disable Auto-Arming at the 0-1 transition of AUTOOUT.

0

The core automatically arms the endpoints when AUTOOUT is switched from ‘0’ to ‘1. This
means that firmware must reset the endpoint (and risk losing endpoint data) when switching
between Auto-Out mode and Manual-Out mode.

The core disables auto-arming of the endpoints when AUTOOUT transitions from ‘0’ to ‘1".
This feature allows CPU intervention when switching between AUTO and Manual mode

without having to reset the endpoint.

Note When DYN_OUT = 1 and AUTOOUT = 1, the CPU is responsible for ‘priming the
pump’ by initially arming the endpoints (OUTPKTEND w/SKIP = 1 to pass packets to host).

Enhanced Packet Handling.
The CPU can neither source OUT packets nor skip IN packets; it has only the following

0

capabilities.

OUT packets: Skip or Commit

IN packets: Commit or Edit/Source
The CPU has additional capabilities:

OUT packets: Skip, Commit, or Edit/Source
IN packets: Skip, Commit, or Edit/Source
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GPIFHOLDAMOUNT
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15.5.11 GPIFHOLDAMOUNT

GPIF Hold Time Register

GPIFHOLDAMOUNT E60C
b7 b6 b5 b4 b3 b2 b1 | b0
0 0 0 0 0 0 HOLDTIME[1:0]
R R R R R RW RwW
0 0 0 0 0 0 0 0

For any transaction where the GPIF writes data onto FD[15:0], this register determines how long the data is held. Valid
choices are ‘0", /2, or ‘1’ IFCLK cycle. This register applies to any data written by the GPIF to FD[15:0], whether through a
flow state or not.

For non-flow states, the hold amount is really just a delay of the normal (non-held) presentation of FD[15:0] by the amount
specified in HOLDTIME[1:0].

For flow states in which the GPIF is the master on the bus (FLOWSTB.SLAVE = 0), the hold amount is with respect to the
activating edge (see FLOW_MASTERSTB_EDGE) of Master strobe (which is a CTL pin in this case).

For flow states in which the GPIF is the slave on the bus (FLOWSTB.SLAVE = 1), the hold amount is really just a delay of the
normal (non-held) presentation of FD[15:0] by the amount specified in HOLDTIME[1:0] in reaction to the activating edge of
master strobe (which is a RDY pin in this case). Note the hold amount is NOT directly with respect to the activating edge of
master Strobe in this case. It is with respect to when the data normally comes out in response to master strobe including any
latency to synchronize master strobe.

In all cases, the data is held for the desired amount even if the ensuing GPIF state calls for the data bus to be tri-stated. In
other words the FD[15:0] output enable is held by the same amount as the data itself.

Bit Name Description
1:0 HOLDTIME[1:0] GPIF Hold Time.
00 0 IFCLK cycles
01 Y2 IFCLK cycle
10 1 IFCLK cycle
1 Reserved
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15.6 Endpoint Configuration

Endpoint 1-OUT Configuration Register
EP10OUTCFG Endpoint 1-OUT Configuration E610
b7 b6 b5 b4 b3 b2 b1 b0
VALID 0 TYPE1 TYPEO 0 0 0 0
R/W R R/W R/W
1 0 1 0 0 0 0 0
Bit Name Description
7 VALID Activate an Endpoint. Set VALID=1 to activate an endpoint, and VALID=0 to de-activate it. All EZ-
USB endpoints default to VALID. An endpoint whose VALID bit is ‘0’ does not respond to any USB
traffic.
5:4 TYPE[1:0] Defines the Endpoint Type.
00 Invalid
01 Invalid
10 Bulk (default)
11 Interrupt
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Endpoint 1-IN Configuration Register
EP1INCFG Endpoint 1-IN Configuration E611
b7 b6 b5 b4 b3 b2 b1 b0
VALID 0 TYPE1 TYPEO 0 0 0 0
R/W R R/W R/W R R R R
1 0 1 0 0 0 0 0
Bit Name Description
7 VALID Activate an Endpoint. Set VALID=1 to activate an endpoint, and VALID=0 to de-activate it. All EZ-
USB endpoints default to VALID. An endpoint whose VALID bit is ‘0’ does not respond to any USB
traffic.
5:4 TYPE[1:0] Defines the Endpoint Type.
00 Invalid
01 Invalid
10 Bulk (default)
1 Interrupt
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15.6.3 EPxCFG
Endpoint 2, 4, 6 and 8 Configuration Registers
EP2CFG Endpoint 2 Configuration E612
b7 b6 b5 b4 b3 b2 b1 b0
VALID DIR TYPE1 TYPEO SIZE 0 BUF1 BUFO0
R/W R/W R/W R/W R/W R R/W R/W
1 0 1 0 0 0 1 0
EP4ACFG Endpoint 4 Configuration E613
b7 b6 b5 b4 b3 b2 b1 b0
VALID DIR TYPE1 TYPEO 0 0 0 0
R/W R/W R/W R/W R R R R
1 0 1 0 0 0 0 0
EP6CFG Endpoint 6 Configuration E614
b7 b6 b5 b4 b3 b2 b1 b0
VALID DIR TYPE1 TYPEO SIZE 0 BUF1 BUFO0
R/W R/W R/W R/W R/W R R/W R/W
1 1 1 0 0 0 1 0
EP8CFG Endpoint 8 Configuration E615
b7 b6 b5 b4 b3 b2 b1 b0
VALID DIR TYPE1 TYPEO 0 0 0 0
R/W R/W R/W R/W R R R
1 1 1 0 0 0 0 0
These registers configure the large, data handling EZ-USB endpoints.
Bit Name Description
7 VALID Activate an Endpoint.
0 Deactivate an endpoint. An endpoint whose VALID bit is 0 does not respond to any USB
traffic.
1 Activate an endpoint (default)
6 DIR Sets Endpoint Direction.
0 ouT
1 IN
5:4 TYPE[1:0] Defines the Endpoint Type. The TYPE bits apply to all of the large-endpoint configuration registers.
00 Invalid
01 Isochronous
10 Bulk (default)
11 Interrupt
3 SIZE Sets Size of Endpoint Buffer. Endpoints 4 and 8 can only be 512 bytes. Endpoints 2 and 6 are
selectable.
0 512 bytes
1 1024 bytes
(continued on next page)
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15.6.3 EPxCFG (continued)

1:0 BUF[1:0] Buffering Type/Amount.
00 Quad
01 Invalid
10 Double
1 Triple

Note The Valid bit is ignored when buffer space is allocated by the EZ-USB (for example, BUF[1:0] takes precedence over the Valid bit).
When you are not using all of the endpoints in the endpoint configuration, disable the unused endpoints by writing a zero into the “valid” bit of
the corresponding EPxCFG register without disturbing the default state of the other bits in the register.

For example, if the endpoint configuration 11 (see 1.17 EZ-USB Endpoint Buffers on page 30), which uses only endpoints 2 and 8, must be
used, configure the endpoints as follows.

EP2CFG = 0xDB;

SYNCDELAY;

EP8CFG = 0x92;

SYNCDELAY;

EP4CFG &= Ox7F;

SYNCDELAY;

EP6CFG &=0x7F;

SYNCDELAY;
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EPxFIFOCFG

15.6.4 EPxFIFOCFG

Endpoint 2, 4, 6 and 8/Slave FIFO Configuration Registers

EP2FIFOCFG Endpoint 2/Slave FIFO Configuration E618
see Section 15.15
EP4FIFOCFG Endpoint 4/Slave FIFO Configuration E619
see Section 15.15
EP6FIFOCFG Endpoint 6/Slave FIFO Configuration E61A
see Section 15.15
EP8FIFOCFG Endpoint 8/Slave FIFO Configuration E61B
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 INFM1 OEP1 AUTOOUT AUTOIN ZEROLENIN 0 WORDWIDE
R R/W R/W R/W R/W R/W R R/W
0 0 0 0 0 1 0 1
Bit Name Description
6 INFM1 IN Full Minus One.
When a FIFO configuration register’'s INEARLY’ or INFM bit is set to ‘1’, the FIFO flags for that end-
point become valid one sample earlier than when the FULL condition occurs. These bits take effect
only when the FIFOs are operating synchronously—according to an internally or externally supplied
clock. Having the FIFO flag indications a clock early simplifies some synchronous interfaces (applies
only to IN endpoints).
5 OEP1 OUT Empty Plus One.
When a FIFO configuration register's ‘OUTEARLY’ or OEP1 bit is set to ‘1’, the FIFO flags for that
end point become valid one sample earlier than when the EMPTY condition occurs. These bits take
effect only when the FIFOS are operating synchronously—according to an internally or externally
supplied clock. Having the FIFO flag indications a clock early simplifies some synchronous interfaces
(applies only to OUT endpoints).
4 AUTOOUT Instantaneous Connection to Endpoint FIFO. This bit applies only to OUT endpoints.

(continued on next page)

0 As soon as a buffer fills with USB data, an endpoint interrupt is asserted. The connection of
the buffer to the endpoint FIFO is under control of the firmware, rather than automatically
being connected. Using this method, the firmware can inspect the data in OUT packets, and
based on what it finds, choose to include that packet in the endpoint FIFO or not. The firm-
ware can even modify the packet data, and then commit it to the endpoint FIFO. Refer to
Enhanced Packet Handling in section Chip Revision Control Register on page 231.

1 As soon as a buffer fills with USB data, the buffer is automatically and instantaneously com-
mitted to the endpoint FIFO bypassing the CPU. The endpoint FIFO flags and buffer counts
immediately indicate the change in FIFO status. Refer to the description of the DYN_OUT
bit in section Chip Revision Control Register on page 231.

The SKIP bit (in the EPxBCL registers) chooses between skipping and committing packet data. Refer
to OUTPKTEND in section Force OUT Packet End Register on page 255.
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EPxFIFOCFG (continued)

AUTOIN

ZEROLENIN

WORDWIDE

Auto Commit to SIE. This bit applies only to IN endpoints.

EZ-USB has EPxAUTOINLEN registers that allow the firmware to configure endpoints to sizes
smaller than the physical memory sizes used to implement the endpoint buffers (512 or 1024 bytes).
For example, suppose the firmware configures the EP2 buffer to be 1024 bytes (this must match the
wMaxPacketSize value in the endpoint descriptor), and then sets up EP2 as a 760 byte endpoint by
setting EP2AUTOINLEN=760. This makes EP2 appear to be a 760 byte endpoint to the USB host,
even though EP2's physical buffer is 1024 bytes.

0 Each packet has to initially be manually committed to SIE, (prime the pump). See section
Chip Revision Control Register on page 231.

1 EZ-USB automatically packetizes and dispatches IN packets according to the packet length
value it finds in the EPXAUTOINLEN registers. In this example, the GPIF (or an external
master, if the EZ-USB is in Slave FIFO mode) could load the EP2 buffer with 950 bytes,
which the EZ-USB logic would then automatically send as two packets, of 760 and 190
bytes. Refer to Enhanced Packet Handling in section Chip Revision Control Register on
page 231.

Enable Zero length IN Packets.

0 Zero length packets are sent on PKTEND.
1 A zero length packet is sent when PKTEND is activated and there are no bytes in the cur-
rent packet.

Select Byte/Word FIFOs on PORTB/D Pins.

This bit selects byte or word FIFOS on the PORTB and PORTD pins. The WORD bit applies ‘for
IFCFG =110r 10'.

The OR of all four WORDWIDE bits is what causes PORTD to be PORTD or FD[15:8]. The individual
WORDWIDE bits indicate how data is to be passed for each individual endpoint.
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15.6.5 EP2AUTOINLENH
Endpoint 2 AUTOIN Packet Length High Register

EP2AUTOINLENH Endpoint 2 AUTOIN Packet Length High E620
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 PL10 PL9 PL8
R R R R R/W R/W R/W
0 0 0 0 0 0 1 0
Bit Name Description
2:0 PL10:8 Packet Length High.

High three bits of Packet Length.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 239
Exhibit 2031 - Page 239 of 402



EP6AUTOINLENH

15.6.6 2 EPG6AUTOINLENH

Endpoint 6 AUTOIN Packet Length High Register

EP6AUTOINLENH Endpoint 6 AUTOIN Packet Length High E624
see Section 15.15

b7 b6 b5 b4 b3 b2 b1 b0

0 0 0 0 0 PL10 PL9 PL8

R R R/W R/W R/W

0 0 0 0 0 0 1 0
Bit Name Description
2:0 PL[10:8] Packet Length High.

High three bits of Packet Length.
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EP4AUTOINLENH

Endpoint 4 AUTOIN Packet Length High Register

EP4AUTOINLENH
see Section 15.15

Endpoint 4 AUTOIN Packet Length High

EP4AUTOINLENH

E622

b7

b6

b5

b4

b3

b2

b1

b0

0

0

0

PL9

PL8

R

R/W

R/W

0

Bit

Name

Description

1:0
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15.6.8 EPBAUTOINLENH

Endpoint 8 AUTOIN Packet Length High Register

EPS8AUTOINLENH Endpoint 8 AUTOIN Packet Length High E626
see Section 15.15

b7 b6 b5 b4 b3 b2 b1 b0

0 0 0 0 0 0 PL9 PL8

R R R/W R/W

0 0 0 0 0 0 1 0
Bit Name Description
1:0 PL[9:8] Packet Length High.

High two bits of Packet Length.
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15.6.9

Endpoint 2, 4, 6, 8 AUTOIN Packet Length Low Registers

EP2AUTOINLENL
see Section 15.15

EPxAUTOINLENL

Endpoint 2 AUTOIN Packet Length Low

EPXAUTOINLENL

E621

EP4AUTOINLENL
see Section 15.15

Endpoint 4 AUTOIN Packet Length Low

E623

EP6AUTOINLENL
see Section 15.15

Endpoint 6 AUTOIN Packet Length Low

E625

EPSAUTOINLENL
see Section 15.15

Endpoint 8 AUTOIN Packet Length Low

E627

b7 b6 b5 b4 b3 b2 b1 b0
PL7 PL6 PL5 PL4 PL3 PL2 PL1 PLO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
7:0 PL[7:0] Packet Length Low. Low eight bits of packet length.

These registers can be used to set smaller packet sizes than the physical buffer size (refer to the pre-
viously described EPxCFG registers). The default packet size is 512 bytes for all endpoints. Note that
EP2 and EP6 can have maximum sizes of 1024 bytes, and EP4 and EP8 can have maximum sizes of

512 bytes, to be consistent with the endpoint structure.
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15.6.10 EPxFIFOPFH
Endpoint 2, 6/Slave FIFO Programmable Level Flag High Registers
EP2FIFOPFH Endpoint 2/Slave FIFO Programmable-Level Flag High E630
see Section 15.15 [High-Speed (480 Mbps) Mode and
Full-Speed (12 Mbps) Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0 Buffer Size
IN: PKTS[2] IN: PKTS[1] IN: PKTS[0]
DECIS PKTSTAT OUT:PFC12 OUT:PFC11 OUT:PFC10 0 PFC PFC8 1024
PFC11 PFC10 PFC9 PFC8 512
R/W R/W R/W R/W R/W R R/W R/W
1 0 0 0 1 0 0 0
EP2FIFOPFH Endpoint 2/Slave FIFO Programmable-Level Flag High E630
see Section 15.15 [Full-Speed (12 Mbps) Non-Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0 Buffer Size
DECIS PKTSTAT OUT:PFC12 OUT:PFC11 OUT:PFC10 (] PFC9 IN: PKTS[2] 64
OUT:PFC8
R/W R/W R/W R/W R/W R R/W R/W
1 0 0 0 1 0 0 0
EP6FIFOPFH Endpoint 6/Slave FIFO Programmable-Level Flag High E634
see Section 15.15 [High-Speed (480 Mbps) Mode and
Full-Speed (12 Mbps) Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0 Buffer Size
IN: PKTS[2] IN: PKTS[1] IN: PKTS[0]
DECIS PKTSTAT OUT:PFC12 OUT:PFC11 OUT:PFC10 0 PFC9 PFC8 1024
PFC11 PFC10 PFC9 PFC8 512
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 1 0 0 0
EP6FIFOPFH Endpoint 6/Slave FIFO Programmable-Level Flag High E634
see Section 15.15 [Full-Speed (12 Mbps) Non-Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0 Buffer Size
IN: PKTS[2]
DECIS PKTSTAT OUT:PFC12 OUT:PFC11 OUT:PFC10 0 PFC9 64
OUT:PFC8
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 1 0 0 0

Note Buffer size is in bytes: 64 = Full speed Bulk/Int; 1023 = Full speed I1SO, 1024 = High speed ISO/Int; 512 = All others.

These registers control the point at which the programmable flag (PF) is asserted for each of the four endpoint FIFOs. The
EPxFIFOPFH:L fields are interpreted differently for OUT and IN endpoints.

The polarity of the programmable flag pin depends on the DECIS bit. If DECIS=0, then PF goes high when the byte count is
equal to, or less than what is defined in the PF registers. If DECIS=1, (default) then PF goes high when the byte count is
equal to, or greater than what is set in the PF register. For OUT endpoints, the byte count is the total number of bytes in the
FIFO that are available to the external master. For IN endpoints, the byte count is determined by PKTSTAT bit as explained

below.

(continued on next page)

244

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D

Exhibit 2031 - Page 244 of 402



E g EPxFIFOPFH

=25 CYPRESS m

15.6.10  EPxFIFOPFH (continued)

Each FIFO’s programmable-level flag asserts when the FIFO reaches a user-defined fullness threshold. That threshold is
configured as follows:

1. For OUT packets: The threshold is stored in PFC12:0. The PF is asserted when the number of bytes in the entire FIFO is
less than/equal to (DECIS = 0) or greater than/equal to (DECIS = 1) the threshold.

2. For IN packets, with PKTSTAT = 1: The threshold is stored in PFC9:0. The PF is asserted when the number of bytes writ-
ten into the current, not-yet-committed packet in the FIFO is less than/equal to (DECIS = 0) or greater than/equal to
(DECIS = 1) the threshold.

3. For IN packets, with PKTSTAT = 0: The threshold is stored in two parts: PKTS2:0 holds the number of committed packets,
and PFC9:0 holds the number of bytes in the current, not-yet-committed packet. The PF is asserted when the FIFO is at
or less full than (DECIS = 0), or at or more full than (DECIS=1), the threshold.

By default, FLAGA is the programmable-level flag for the endpoint currently pointed to by the FIFOADR[1:0] pins. For EP2
and EP4, the default endpoint configuration is BULK, OUT, 512, 2x, and the PF pin asserts when the entire FIFO has greater
than/equal to 512 bytes. For EP6 and EPS8, the default endpoint configuration is BULK, IN, 512, 2x, and the PF pin asserts
when the entire FIFO has less than/equal to 512 bytes.

In other words, the default-configuration PFs for EP2 and EP4 assert when the FIFOs are half-full, and the default configura-
tion PFs for EP6 and EP8 assert when those FIFOs are half-empty.

In the first example below, bits 5-3 have data that is required to complete the transfer. In the second example, bits 5-3 do not
matter - those bits are don’t cares because PKTSTAT = 1:

Example 1:

Assume a Bulk IN transfer over Endpoint 2 and PKTSTAT = 0:
m EP2FIFOPFH = 0001 0000

b6 =0 (or PKTSTAT = 0): this indicates that the transfer includes packets (as defined by bits 5, 4, and 3) plus bytes
(the sum in the flag low register)

o b5b4b3 = 010 binary (or 2 decimal): this indicates the number of packets to expect during the transfer (in this case,
two packets...)

m EP2FIFOPFL = 0011 0010
o ...plus 50 bytes in the currently filling packet
(the sum of the binary bits in the EP2FIFOPFL register is 2 +16 + 32 = 50 decimal)

DECIS = 0, thus PF activates when the FIFO is at or less full than 2 PKTS + 50 bytes.

Example 2:

To perform an IN transfer of a number over the same endpoint, set PKTSTAT = 1 and write a value into the EP2FIFOPFL reg-
ister:

m EP2FIFOPFH = 0100 0000

m EP2FIFOPFL = 0100 1011 (75 bytes)

Setting PKTSTAT = 1 causes the PF decision to be based on the byte count alone, ignoring the packet count. This mode is

valuable for double-buffered endpoints, where only the byte count of the currently-filling packet is important.
DECIS = 0, thus PF is asserted when the currently filling packet is at or less than 75 bytes.

Bit Name Description

1:0 PFC[9:8] PF Threshold.
Bits 1:0 of EP2FIFOPFH are bits 9:8 of the byte count register.
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Endpoint 4, 8 Slave FIFO Programmable Level Flag High Registers
EP4FIFOPFH Endpoint 4/Slave FIFO Programmable-Level Flag HIGH E632
see Section [High-Speed (480 Mbps) Mode and
15.15 Full-Speed (12 Mbps) Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0
DECIS PKTSTAT 0 IN: PKTS[1] IN: PKTS[0] 0 0 PFC8
OUT:PFC10 OUT:PFC9
R/W R/W R R/W R/W R R R/W
1 0 0 0 1 0 0 0
EP4FIFOPFH Endpoint 4/Slave FIFO Programmable-Level Flag HIGH E632
see Section [Full-Speed (12 Mbps) Non-Iso Mode]
15.15
b7 b6 b5 b4 b3 b2 b1 b0
DECIS PKTSTAT 0 OUT:PFC10 OUT:PFC9 0 0 PFC8
R/W R/W R R/W R/W R R R/W
1 0 0 0 1 0 0 0
EP8FIFOPFH Endpoint 8/Slave FIFO Programmable-Level Flag HIGH E636
see Section [High-Speed (480 Mbps) Mode and
15.15 Full-Speed (12 Mbps) Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0
DECIS PKTSTAT 0 IN: PKTS[1] IN: PKTS[0] 0 0 PFC8
OUT:PFC10 OUT:PFC9
R/W R/W R R/W R/W R R R/W
0 0 0 0 1 0 0 0
EP8FIFOPFH Endpoint 8/Slave FIFO Programmable-Level Flag HIGH E636
see Section [Full-Speed (12 Mbps) Non-lso Mode]
15.15
b7 b6 b5 b4 b3 b2 b1 b0
DECIS PKTSTAT 0 OUT:PFC10 OUT:PFC9 0 0 PFC8
R/W R/W R R/W R/W R R R/W
0 0 0 0 1 0 0 0

Refer to the discussion for EP2FIFOPFH.

Bit Name Description
7 DECIS PF Polarity.

See EP2FIFOPFH and EP6FIFOPFH register definition.
6 PKSTAT Packet Status.

Bit4-3 PKTS1:0/PFC10:9

Bit 0 PFC8

246

See EP2FIFOPFH and EP6FIFOPFH register definition.

PF Threshold.

See EP2FIFOPFH and EP6FIFOPFH register definition.

PF Threshold.

See EP2FIFOPFH and EP6FIFOPFH register definition.
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15.6.11

EPxFIFOPFL

Endpoint 2, 4, 6, 8/Slave FIFO Programmable Level Flag Low Registers

EP2FIFOPFL Endpoint 2/Slave FIFO Prog. Flag Low E631
see Section 15.15
EP4FIFOPFL Endpoint 4/Slave FIFO Prog. Flag Low E633
see Section 15.15
EP6FIFOPFL Endpoint 6/Slave FIFO Prog. Flag Low E635
see Section 15.15
EP8FIFOPFL Endpoint 8/Slave FIFO Prog. Flag Low E637
see Section 15.15 [High-Speed (480 Mbps) Mode and
Full-Speed (12 Mbps) Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0
PFC7 PFC6 PFC5 PFC4 PFC3 PFC2 PFC1 PFCO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
EP2FIFOPFL Endpoint 2/Slave FIFO Prog. Flag Low E631
see Section 15.15
EP4FIFOPFL Endpoint 4/Slave FIFO Prog. Flag Low E633
see Section 15.15
EP6FIFOPFL Endpoint 6/Slave FIFO Prog. Flag Low E635
see Section 15.15
EP8FIFOPFL Endpoint 8/Slave FIFO Prog. Flag Low E637
see Section 15.15 [Full-Speed (12 Mbps) Non-Iso Mode]
b7 b6 b5 b4 b3 b2 b1 b0
IN: PKTS[1] IN: PKTS|[0] PFC5 PFC4 PFC3 PFC2 PFC1 PFCO
OUT:PFC7 OUT:PFC6
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
7:0 PFC[7:0] PF Threshold. This register contains the current packet bytes to be transferred when the

EPxFIFOPFH register requires data.

Note Bits 9:8 of the byte count are in bits 1:0 of EP2FIFOPFH/EP6FIFOPFH.
Note Bit 8 of the byte count is bit 0 of EP4FIFOPFH/EP8FIFOPFH.
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15.6.11.1

IN Endpoints

packet being filled. The PKTSTAT bit controls this choice.
Table 15-5. Interpretation of PF for IN Endpoints
PKTSTAT

0
1

PF applies to:
PKTS + Current packet bytes
Example 1:

Current packet bytes only

C
PKTS[] PBC[]

YPRESS

PERFORM

EPxFIFOPFH:L format
PBC[ ]

The following is an example of how you might use the first case.

For IN endpoints, the Trigger registers can apply to either the full FIFO, comprising multiple packets, or only to the current

o b5b4b3 = 2: two packets...
m!

o b6: PKTSTAT = 0 to include packets plus bytes
m  EP2FIFOPFL = 0011 0010

packet buffer to the USB interface, essentially adding 100 bytes to the ‘USB-side’ FIFO.
m  The current packet buffer is half-full.
Example 2:

Assume a Bulk IN transfer over Endpoint 2. For Bulk transfers, the EZ-USB packet buffer size is 512 bytes for high-speed
You want to notify the external logic that is filling the endpoint FIFO under two conditions:

m  Two of the three packet buffers are full (committed to sending over USB, but not yet sent).

m EP2FIFOPFH = 0001 0000

mode. Assume you have set up an EP2AUTOINLENH:L value of 100 bytes per packet, and you have configured the endpoint
for triple-buffering. This means that whenever 100 bytes are loaded into a packet buffer, the EZ-USB logic commits that
...plus 50 bytes in the currently filling packet

m EP2FIFOPFH = 1100 0000

In other words, all available IN endpoint buffer space is almost full. You accomplish this by setting:
set PKTSTAT=1, and load a packet byte count of 75:

If you want the PF to inform the outside interface (the logic that is filling the IN FIFO) whenever the current packet is 75% full,
m EP2FIFOPFHL = 0100 1011 (75 bytes)

DECIS=1, thus PF is asserted when the currently filling packet is at or greater than 75 bytes.

Setting PKTSTAT=1 causes the PF decision to be based on the byte count alone, ignoring the packet count. This mode is
valuable for double buffered endpoints, where only the byte count of the currently-filling packet is important.
248
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15.6.11.2 OUT Endpoints

For OUT endpoints, the PF flag applies to the total number of bytes in the multi-packet FIFO, with no packet count field.
Instead of representing byte counts in two segments, a packet count and a byte count for the currently emptying packet, the

byte Trigger values indicate total bytes available in the FIFO. Note the discontinuity between PFC10 and PFC9.

EPxFIFOPFL

Notice that the packet byte counts differ in the upper PFC bits because the endpoints support different FIFO sizes: The EP2
FIFO can be a maximum of 4096 bytes long, the EP6 FIFO can be a maximum of 2048 bytes long, and the EP4 and EP8
FIFOS can be a maximum of 1024 bytes long. The diagram below shows examples of the maximum FIFO sizes.

Figure 15-2. Maximum FIFO Sizes

| 512 | | 512 |
EP2 1024
| 512 | | 512 |
EP2 EP2
| 512 | | 512 |
EP4 1024
| 512 | | 512 |
(E—
| 512 | | 512 |
EP6 1024
| 512 | | 512 |
EP6 EP6
| 512 | | 512 |
EP8 1024
| 512 | | 512 |
——/
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15.6.12 EP2ISOINPKTS

Endpoint 2 ISO IN Packets per Frame Register

EP2ISOINPKTS Endpoint 2 (if ISO) IN Packets Per Frame E640
b7 b6 b5 b4 b3 b2 b1 b0
AADJ 0 0 0 0 0 INPPF1 INPPFO
R/IW R R R R R R/W R/W
0 0 0 0 0 0 0 1

The FX2LP has the capability of sending zero length isochronous data packet (ZLP) when the host issues an IN token to an
isochronous IN endpoint FIFO and the SIE does not have any data packets available. A zero length IN packet is automatically
sent in the micro-frame if the IN FIFO has no committed packets.

This feature is very useful when designing high bandwidth isochronous applications. When an isochronous IN endpoint is
configured for greater than one packet per micro-frame, there is a possibility of the core not having more than one packet
available in a micro-frame. In this case, when the host issues an IN token, the FX2LP core automatically sends a zero length
packet in response to each of the IN tokens received from the host. Hence avoiding the occurrence of a scenario where the
host may encounter a turnaround timeout error on not receiving any data when requesting more than one packet per micro-
frame.

In full-speed mode, the EZ-USB only sends one packet per frame, regardless of the EPxISOINPKTS register setting. If the IN
endpoint does not have any data packets available, the core automatically sends a zero length packet.

Bit Name Description

7 AADJ Auto Adjust.
If AADJ is set to ‘1’, the FX2LP automatically manages the data PID sequencing for high-speed, high-

bandwidth isochronous IN endpoints that require additional transactions per micro-frame.

Upon receiving the first IN token in the micro-frame, the FX2LP logic evaluates the fullness of com-
mitted packets in the IN FIFO. If the logic detects a committed short packet that contains less than
1024 bytes, no further packets beyond the short packet are sent in the micro-frame. If the IN FIFO
has no committed packets, then a single zero length packet is sent in the micro-frame.

If the IN FIFO is full of 1024 byte packets, then the number of packets sent in the micro-frame is lim-
ited by the INPPF[1:0] setting.

In both high-speed and full-speed modes, the EZ-USB sends a zero length IN packet if the IN FIFO
has no committed packets.

If AADJ is set to ‘0, for IN transactions within the micro-frame, the FX2LP always starts with a data
PID corresponding to the number of packets per micro-frame specified in INPPF[1:0]. For example, if
INPPF[1:0]=10 (two packets per micro-frame), the FX2LP returns a data PID of DATA1 for the first IN
transaction in the micro-frame, even if the data packet is short, or no data is available to be sent for
the next IN transaction in the micro-frame.

In full-speed mode, the EZ-USB only sends one packet per frame, regardless of the EPxISOINPKTS
register setting.

1:0 INPPF[1:0] IN Packets per Frame.

If EP2 is an ISOCHRONOUS IN endpoint, these bits determine the number of packets to be sent per
micro-frame (high-speed mode). Allowed values are 1, 2, or 3.
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15.6.13 EP4ISOINPKTS

Endpoint 4 ISO IN Packets per Frame Register

EP4ISOINPKTS Endpoint 4 (if ISO) IN Packets Per Frame E641
b7 b6 b5 b4 b3 b2 b1 b0
AADJ 0 0 0 0 0 INPPF1 INPPFO
R/W R R R R R R R
0 0 0 0 0 0 0 1

EP4 is not high-bandwidth ISO capable and is only allowed to send up to one packet per micro-frame in high-speed mode,
and one packet per frame in full speed mode.

In both high-speed and full-speed modes, EZ-USB sends a zero length IN packet if the IN FIFO has no committed packets.

Bit Name Description

7 AADJ Auto Adjust.
If AADJ is set to ‘1’ and the IN FIFO has no committed packets, then a single zero length packet is
sent in the micro-frame.

1:0 INPPF[1:0] IN Packets per Frame.
If EP4 is an ISOCHRONOUS IN endpoint, these bits determine the number of packets to be sent per
micro-frame (high-speed mode). INPPF1:0 is hardcoded to ‘01’
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15.6.14 EPGISOINPKTS
Endpoint 6 ISO IN Packets per Frame Register
EP6ISOINPKTS Endpoint 6 (if ISO) IN Packets Per Frame E642
b7 b6 b5 b4 b3 b2 b1 b0
AADJ 0 0 0 0 0 INPPF1 INPPFO
R/W R R R R/W R/W
0 0 0 0 0 0 0 1

The FX2LP has the capability of sending zero length isochronous data packet (ZLP) when the host issues an IN token to an
isochronous IN endpoint FIFO and the SIE does not have any data packets available. A zero length IN packet is automatically
sent in the micro-frame if the IN FIFO has no committed packets.

This feature is very useful when designing high bandwidth isochronous applications. When an isochronous IN endpoint is
configured for greater than one packet per micro-frame, there is a possibility of the core not having more than one packet
available in a micro-frame. In this case, when the host issues an IN token, the FX2LP core automatically sends a zero length
packet in response to each of the IN tokens received from the host. Hence avoiding the occurrence of a scenario where the
host may encounter a turnaround time-out error on not receiving any data when requesting more than one packet per micro-
frame.

In full-speed mode, the EZ-USB only sends one packet per frame, regardless of the EPxISOINPKTS register setting. If the IN
endpoint does not have any data packets available, the core automatically sends a zero length packet.

Bit Name Description

7 AADJ Auto Adjust.

If AADJ is set to ‘1’, the FX2LP automatically manages the data PID sequencing for high-speed, high-
bandwidth isochronous IN endpoints that require additional transactions per micro-frame.

Upon receiving the first IN token in the micro-frame, the FX2LP logic evaluates the fullness of com-
mitted packets in the IN FIFO. If the logic detects a committed short packet that contains less than
1024 bytes, no further packets beyond the short packet are sent in the micro-frame. If the IN FIFO
has no committed packets, then a single zero length packet is sent in the microframe. If the IN FIFO
is full of 1024-byte packets, then the number of packets sent in the micro-frame is limited by the
INPPF[1:0] setting.

In both high-speed and full-speed modes, the EZ-USB sends a zero length IN packet if the IN FIFO
has no committed packets.

If AADJ is set to ‘0, for IN transactions within the micro-frame, the FX2LP always starts with a data
PID corresponding to the number of packets per micro-frame specified in INPPF1:0. For example, if
INPPF[1:0]=10 (two packets per micro-frame), the FX2LP returns a data PID of DATA1 for the first IN
transaction in the micro-frame, even if the data packet is short, or no data is available to be sent for
the next IN transaction in the micro-frame.

In full-speed mode, the EZ-USB only sends one packet per frame, regardless of the EPxISOINPKTS
register setting.

1:0 INPPF[1:0] IN Packets per Frame

If EP6 is an ISOCHRONOUS IN endpoint, these bits determine the number of packets to be sent per
micro-frame (high-speed mode). Allowed values are ‘1’ or 2’
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15.6.15 EPS8ISOINPKTS

Endpoint 8 ISO IN Packets per Frame Register

EP8ISOINPKTS Endpoint 8 (if ISO) IN Packets Per Frame E643
b7 b6 b5 b4 b3 b2 b1 b0
AADJ 0 0 0 0 0 INPPF1 INPPFO
R/W R R R R R
0 0 0 0 0 0 0 1

EP8 is not high bandwidth ISO capable and is only allowed to send up to one packet per micro-frame in high-speed mode,
and one packet per frame in full speed mode.

In both high-speed and full-speed modes, EZ-USB sends a zero length IN packet if the IN FIFO has no committed packets.

Bit Name Description

7 AADJ Auto Adjust.
If AADJ is set to ‘1’ and the IN FIFO has no committed packets, then a single zero length packet is
sent in the micro-frame.

1:0 INPPF[1:0] IN Packets per Frame.
If EP8 is an ISOCHRONOUS IN endpoint, these bits determine the number of packets to be sent per
micro-frame (high-speed mode). INPPF[1:0] is hardcoded to ‘01°.
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Force IN Packet End Register

INPKTEND Force IN Packet End E648
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
SKIP 0 0 0 EP3 EP2 EP1 EPO
w W w W W w W w
X X X X X X X X
Bit Name Description
7 SKIP Skip Packet.
When ENH_PKT (REVCTL.0) is set to ‘1", setting this bit to a ‘1’ causes the IN packet to be skipped.
Clearing this bit to ‘0’ automatically dispatches an IN buffer.
3:0 EP[3:0] Endpoint Number. Duplicates the function of the PKTEND pin. This feature is used only for IN
transfers.
By writing the desired endpoint number (2, 4, 6 or 8), EZ-USB logic automatically dispatches an IN
buffer, for example, it commits the packet to the USB logic, and writes the accumulated byte count to
the endpoint’s byte count register, thus arming the IN transfer.
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15.6.17 OUTPKTEND

Force OUT Packet End Register

OUTPKTEND Force OUT Packet End E649
see Section 15.15

b7 b6 b5 b4 b3 b2 b1 b0

SKIP 0 0 0 EP3 EP2 EP1 EPO

W w W w w W w W

X X X X X X X X
Bit Name Description
7 SKIP Skip Packet.

When ENH_PKT (REVCTL.0) is set to ‘1’, setting this bit to a ‘1’ causes the OUT packet to be
skipped. Clearing this bit to ‘0’ automatically dispatches an OUT buffer.

3:0 EP[3:0] Endpoint Number.
Replaces the function of EPxBCL.7=1 (Skip). This feature is for OUT transfers. By writing the desired

endpoint number (2, 4, 6, or 8), EZ-USB logic automatically skips or commits an OUT packet
(depends on the SKIP bit settings).

Note This register has no effect if REVCTL.0 = 0.
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15.7 Interrupts

15.7.1 EPXFIFOIE
Endpoint 2, 4, 6, 8 Slave FIFO Flag Interrupt Enable Registers
EP2FIFOIE EP2 Slave FIFO Flag Interrupt Enable (INT4) E650
see Section 15.15
EP4FIFOIE EP4 Slave FIFO Flag Interrupt Enable (INT4) E652
see Section 15.15
EP6FIFOIE EP6 Slave FIFO Flag Interrupt Enable (INT4) E654
see Section 15.15
EPSFIFOIE EP8 Slave FIFO Flag Interrupt Enable (INT4) E656
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 EDGEPF PF EF FF
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

The Interrupt registers control all the EZ-USB Interrupt Enables (IE) and Interrupt requests (IRQ). Interrupt enables and
request bits for endpoint FIFO: Programmable Flag (PF), Empty Flag (EF), and Full Flag (FF).

To enable any of these interrupts, INTSETUP.1 (INT4SRC) and INTSETUP.0 must be ‘1’

Bit Name Description
3 EDGEPF Firing Edge Programmable Flag.
0 The interrupt fires on the rising edge of the programmable flag.
1 The interrupt fires on the falling edge of the programmable flag.
Note In order for the CPU to vector to the appropriate interrupt service routine, PF must be setto a ‘1’
and INTSETUP.0=1 (AV4EN) and INTSETUP.1=1 (INT4SRC). Refer to section INT 2 and INT 4
Setup Register on page 274
2 PF Programmable Flag.
0 The programmable flag interrupt is disabled.
1 The programmable flag interrupt is enabled on INT4.
1 EF Empty Flag.
0 The empty flag interrupt is disabled.
1 The empty flag interrupt is enabled on INT4.
0 FF Full Flag.
0 The full flag interrupt is disabled.
1 The full flag interrupt is enabled on INT4.
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15.7.2 EPxFIFOIRQ
Endpoint 2, 4, 6, 8 Slave FIFO Flag Interrupt Request Registers
EP2FIFOIRQ EP2 Slave FIFO Flag Interrupt Request (INT4) E651
see Section 15.15
EP4FIFOIRQ EP4 Slave FIFO Flag Interrupt Request (INT4) E653
see Section 15.15
EP6FIFOIRQ EP6 Slave FIFO Flag Interrupt Request (INT4) E655
see Section 15.15
EP8FIFOIRQ EP8 Slave FIFO Flag Interrupt Request (INT4) E657
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 PF EF FF
R R R R R R/W R/W R/W
0 0 0 0 0 0 0 0

These are the Interrupt enables and request bits for endpoint FIFO: Programmable Flag (PF), Empty Flag (EF), and Full Flag

(FF).

Bit Name Description

2 PF Programmable Flag.
EZ-USB sets PF to ‘1’ to indicate a ‘programmable flag’ interrupt request. The interrupt source is
available in the interrupt vector register IVEC4.

1 EF Empty Flag.
EZ-USB sets EF to ‘1’ to indicate an ‘empty flag’ interrupt request. The interrupt source is available in
the interrupt vector register IVEC4.

0 FF Full Flag.
EZ-USB sets FF to ‘1’ to indicate a ‘full flag’ interrupt request. The interrupt source is available in the
interrupt vector register IVEC4.
Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a 1’ in the bit position of the IRQ you want to clear) directly to the IRQ register.
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15.7.3 IBNIE
IN-BULK-NAK Interrupt Enable Register
IBNIE IN-BULK-NAK Interrupt Enable (INT2) E658
b7 b6 b5 b4 b3 b2 b1 b0
0 0 EP8 EP6 EP4 EP2 EP1 EPO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
5:0 EP[8,6,4,2,1,0] Endpoint Specific Interrupt Enable.
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These interrupts occur when the host sends an IN token to a Bulk-IN endpoint which has not been
loaded with data and armed for USB transfer. In this case the EZ-USB SIE automatically NAKs the IN
token and sets the IBNIRQ bit for the endpoint.

Set IE=1 to enable the interrupt, and IE=0 to disable it.
An IRQ bit is set to ‘1" to indicate an interrupt request. The interrupt source is available in the interrupt
vector register IVEC2. Note The firmware clears an IRQ bit by writing a ‘1’ to it.

Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.
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15.7.4 IBNIRQ

IN-BULK-NAK Interrupt Request Register

IBNIRQ IN-BULK-NAK Interrupt Request (INT2) E659
b7 b6 b5 b4 b3 b2 b1 b0
0 0 EP8 EP6 EP4 EP2 EP1 EPO
R R R/W R/W R/W R/W R/W R/W
0 0 X X X X X X
Bit Name Description
5:0 EP[8,6,4,2,1,0] Endpoint Specific Interrupt Enable.

These interrupts occur when the host sends an IN token to a Bulk-IN endpoint which has not been
loaded with data and armed for USB transfer. In this case the EZ-USB SIE automatically NAKs the IN
token and sets the IBNIRQ bit for the endpoint.

Set IE = 1 to enable the interrupt, and IE = 0 to disable it.
An IRQ bit is set to ‘1’ to indicate an interrupt request. The interrupt source is available in the interrupt
vector register IVEC2. Note The firmware clears an IRQ bit by writing a ‘1’ to it.

Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 259

Exhibit 2031 - Page 259 of 402



NAKIE o

=3 Crpmass
15.7.5 NAKIE

Endpoint Ping-NAK/IBN Interrupt Enable Register

NAKIE Endpoint Ping-NAK/IBN Interrupt Enable (INT2) E65A
b7 b6 b5 b4 b3 b2 b1 b0
EP8 EP6 EP4 EP2 EP1 EPO 0 IBN
R/IW R/W R/W R/IW R/W R/IW R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
Bit7-2 EP[8,6,4,2,1,0] Ping-NAK INT Enable.

These registers are active only during high-speed (480 Mbps) operation.

USB 2.0 improves the USB 1.1 bus bandwidth utilization by implementing a PING-NAK mechanism
for OUT transfers. When the host wishes to send OUT data to an endpoint, it first sends a PING token
to see if the endpoint is ready, that is, it has an empty buffer. If a buffer is not available, the SIE
returns a NAK handshake. PING-NAK transactions continue to occur until an OUT buffer is available,
at which time the FX2LP SIE answers a PING with an ACK handshake. Then the host sends the OUT
data to the endpoint.

The OUT Ping NAK interrupt indicates that the host is trying to send OUT data, but the SIE
responded with a NAK because no endpoint buffer memory is available. The firmware may wish to
use this interrupt to free up an OUT endpoint buffer.

Bit 0 IBN IBN INT Enable.

This bit is automatically set when any of the IN bulk endpoints responds to an IN token with a NAK.
This interrupt occurs when the host sends an IN token to a bulk IN endpoint which has not yet been
armed. Individual enables and requests (per endpoint) are controlled by the IBNIE and IBNIRQ regis-
ters. Write a ‘1’ to this bit to clear the interrupt request.

The IBN INT only fires on a 0-to-1 transition of an ‘OR’ condition of all IBN sources that are enabled.
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Endpoint Ping-NAK/IBN Interrupt Request Register
NAKIRQ Endpoint Ping-NAK/IBN Interrupt Request (INT2) E65B
b7 b6 b5 b4 b3 b2 b1 b0
EP8 EP6 EP4 EP2 EP1 EPO 0 IBN
R/W R/W R/W R/W R/W R/W R/W
X X X X X X 0 X
Bit Name Description
7:2 EP[8,6,4,2,1,0] Ping-NAK INT Request.
These registers are active only during high-speed (480 Mbps) operation.
USB 2.0 improves the USB 1.1 bus bandwidth utilization by implementing a PING-NAK mechanism
for OUT transfers. When the host wishes to send OUT data to an endpoint, it first sends a PING token
to see if the endpoint is ready, that is, it has an empty buffer. If a buffer is not available, the SIE
returns a NAK handshake. PING-NAK transactions continue to occur until an OUT buffer is available,
at which time the FX2LP SIE answers a PING with an ACK handshake. Then the host sends the OUT
data to the endpoint.
The OUT Ping NAK interrupt indicates that the host is trying to send OUT data, but the SIE
responded with a NAK because no endpoint buffer memory is available. The firmware may wish to
use this interrupt to free up an OUT endpoint buffer.
0 IBN IBN INT Request.

This bit is automatically set when any of the IN bulk endpoints responds to an IN token with a NAK.
This interrupt occurs when the host sends an IN token to a bulk IN endpoint which has not yet been
armed. Individual enables and requests (per endpoint) are controlled by the IBNIE and IBNIRQ regis-

ters. Write a ‘1’ to this bit to clear the interrupt request.

The IBN INT only fires on a 0-to-1 transition of an ‘OR’ condition of all IBN sources that are enabled.

Note The firmware clears an IRQ bit by writing a ‘1’ to it.

Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value

(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.
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USB Interrupt Enable Register
USBIE USB Interrupt Enables (INT2) E65C
b7 b6 b5 b4 b3 b2 b1 b0
0 EPOACK HSGRANT URES SUSP SUTOK SOF SUDAV
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
6 EPOACK EndPoint 0 Acknowledge.
Status stage completed.
5 HSGRANT Grant High-Speed Access.
The FX2LP SIE sets this bit when it has been granted high-speed (480 Mbps) access to USB.
4 URES USB Reset Interrupt Request.
The USB signals a bus reset by driving both D+ and D- low for at least 10 milliseconds. When the
USB core detects the onset of USB bus reset, it activates the URES interrupt request. The USB core
sets this bit to ‘1’ when it detects a USB bus reset. Write a ‘1’ to this bit to clear the interrupt request.
3 SUSP Suspend Interrupt Request.
If the EZ-USB detects 3 ms of no bus activity, it activates the SUSP (Suspend) interrupt request. The
USB core sets this bit to ‘1’ when it detects USB SUSPEND signaling (no bus activity for 3 ms). Write
a ‘1’ to this bit to clear the interrupt request.
2 SUTOK Setup Token.
The USB core sets this bit to ‘1’ when it receives a SETUP token. Write a ‘1’ to this bit to clear the
interrupt request.
1 SOF Start of Frame.
The USB core sets this bit to ‘1’ when it receives a SOF packet. Write a ‘1’ to this bit to clear the inter-
rupt request.
0 SUDAV SETUP Data Available Interrupt Request.
The USB core sets this bit to ‘1’ when it has transferred the eight data bytes from an endpoint zero
SETUP packet into internal registers (at SETUPDAT). Write a ‘1’ to this bit to clear the interrupt
request.
Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.
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USB Interrupt Request Register
USBIRQ USB Interrupt Requests (INT2) E65D
b7 b6 b5 b4 b3 b2 b1 b0
0 EPOACK HSGRANT URES SUSP SUTOK SOF SUDAV
R R/W R/W R/W R/W R/W R/W R/W
0 X X X X X X X
Bit Name Description
6 EPOACK EndPoint 0 Acknowledge.
Status stage completed.
5 HSGRANT Grant High-Speed Access.
The FX2LP SIE sets this bit when it has been granted high-speed (480 Mbps) access to USB.
4 URES USB Reset Interrupt Request.
The USB signals a bus reset by driving both D+ and D- low for at least 10 milliseconds. When the
USB core detects the onset of USB bus reset, it activates the URES interrupt request. The USB core
sets this bit to ‘1’ when it detects a USB bus reset. Write a ‘1’ to this bit to clear the interrupt request.
3 SUSP Suspend Interrupt Request.
If the EZ-USB detects 3 ms of no bus activity, it activates the SUSP (Suspend) interrupt request. The
USB core sets this bit to ‘1’ when it detects USB SUSPEND signaling (no bus activity for 3 ms). Write
a ‘1’ to this bit to clear the interrupt request.
2 SUTOK Setup Token.
The USB core sets this bit to ‘1’ when it receives a SETUP token. Write a ‘1’ to this bit to clear the
interrupt request.
1 SOF Start of Frame.
The USB core sets this bit to ‘1’ when it receives a SOF packet. Write a ‘1’ to this bit to clear the inter-
rupt request.
0 SUDAV SETUP Data Available Interrupt Request.
The USB core sets this bit to ‘1’ when it has transferred the eight data bytes from an endpoint zero
SETUP packet into internal registers (at SETUPDAT). Write a ‘1’ to this bit to clear the interrupt
request.
Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.
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15.7.9 EPIE
Endpoint Interrupt Enable Register
EPIE Endpoint Interrupt Enables (INT2) E65E
b7 b6 b5 b4 b3 b2 b1 b0
EP8 EP6 EP4 EP2 EP10UT EP1IN EPOOUT EPOIN
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

These Endpoint interrupt enable/request registers indicate the pending interrupts for each bulk endpoint. For IN endpoints,
the interrupt asserts when the host takes a packet from the endpoint; for OUT endpoints, the interrupt asserts when the host

supplies a packet to the endpoint.

The IRQ bits function independently of the Interrupt Enable (IE) bits, so interrupt requests are held whether or not the inter-
rupts are enabled.

Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writing back the IRQ regis-
ter. This clears all pending interrupts. Instead, simply write the bit mask value (with a “1’ in the bit position of the IRQ you want

to clear) directly to the IRQ register.
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15.7.10 EPIRQ

Endpoint Interrupt Request Register

EPIRQ Endpoint Interrupt Requests (INT2) E65F
b7 b6 b5 b4 b3 b2 b1 b0
EP8 EP6 EP4 EP2 EP10UT EP1IN EPOOUT EPOIN
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

These Endpoint interrupt enable/request registers indicate the pending interrupts for each bulk endpoint. For IN endpoints,
the interrupt asserts when the host takes a packet from the endpoint; for OUT endpoints, the interrupt asserts when the host
supplies a packet to the endpoint.

The IRQ bits function independently of the Interrupt Enable (IE) bits, so interrupt requests are held whether or not the inter-
rupts are enabled.

Note Do not clear an IRQ bit by reading an IRQ register, OR’ing its contents with a bit mask, and writing back the IRQ regis-
ter. This clears all pending interrupts. Instead, simply write the bit mask value (with a ‘1’ in the bit position of the IRQ you want
to clear) directly to the IRQ register.
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GPIF Interrupt Enable Register
GPIFIE GPIF Interrupt Enable (INT4) E660
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 GPIFWF GPIFDONE
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

Bit Name Description

1 GPIFWF FIFO Read/Write Waveform.
GPIF-to-firmware ‘hook’ in waveform, when waveform descriptor is programmed to assert the
GPIFWEF interrupt.

0 GPIFDONE GPIF Idle State.
0 Transaction in progress.
1 Transaction Done (GPIF is idle, hence GPIF is ready for next transaction). Fires IRQ4 if

enabled.

Note The firmware clears an interrupt request bit by writing a ‘1’ to it.
Note Do not clear an IRQ Bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a 1’ in the bit position of the IRQ you want to clear) directly to the IRQ register.
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15.7.12 GPIFIRQ

GPIF Interrupt Request Register

GPIFIRQ GPIF Interrupt Request (INT4) E661
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 GPIFWF GPIFDONE
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 X X
Bit Name Description
1 GPIFWF FIFO Read/Write Waveform.
GPIF-to-firmware ‘hook’ in waveform, when waveform descriptor is programmed to assert the
GPIFWF interrupt.
0 GPIFDONE GPIF Idle State.
0 Transaction in progress.
1 Transaction Done (GPIF is idle, hence GPIF is ready for next transaction). Fires IRQ4 if
enabled.
Note The firmware clears an interrupt request bit by writing a ‘1’ to it.
Note Do not clear an IRQ Bit by reading an IRQ register, OR'’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a 1’ in the bit position of the IRQ you want to clear) directly to the IRQ register.
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15.7.13 USBERRIE

USB Error Interrupt Enable Register
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USBERRIE USB Error Interrupt Enables (INT2) E662
b7 b6 b5 b4 b3 b2 b1 b0
ISOEP8 ISOEP6 ISOEP4 ISOEP2 0 0 0 ERRLIMIT
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
7:4 ISOEP[8,6,4,2] ISO Error Packet.
The ISO EP Flag is set when ISO OUT data PIDs arrive out of sequence (applies to high speed only)
and an ISO OUT packet was dropped because no buffer space was available for an OUT packet (in
either full or high-speed modes).
0 ERRLIMIT Error Limit.
ERRLIMIT counts USB bus errors — CRC, bit stuff, and so on, and triggers the interrupt when the
programmed limit (0-15) is reached.
The firmware clears an interrupt request bit by writing a ‘1’ to it.
Note Do not clear an IRQ Bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.
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USB Error Interrupt Request Register

USBERRIE

USBERRIRQ USB Error Interrupt Request (INT2) E663
b7 b6 b5 b4 b3 b2 b1 b0
ISOEP8 ISOEP6 ISOEP4 ISOEP2 0 0 0 ERRLIMIT
R/W R/W R/W R/W R R R R/W
0 0 0 0 0 0 0 X
Bit Name Description
7:4 ISOEP[8,6,4,2] ISO Error Packet.
The ISO EP Flag is set when ISO OUT data PIDs arrive out of sequence (applies to high speed only)
and an ISO OUT packet was dropped because no buffer space was available for an OUT packet (in
either full or high-speed modes).
0 ERRLIMIT Error Limit.
ERRLIMIT counts USB bus errors — CRC, bit stuff, and so on, and triggers the interrupt when the
programmed limit (0-15) is reached.
The firmware clears an interrupt request bit by writing a ‘1’ to it.
Note Do not clear an IRQ Bit by reading an IRQ register, OR’ing its contents with a bit mask, and writ-
ing back the IRQ register. This clears all pending interrupts. Instead, simply write the bit mask value
(with a “1” in the bit position of the IRQ you want to clear) directly to the IRQ register.
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15.7.15 ERRCNTLIM

USB Error Counter Limit Register

PERFORM

ERRCNTLIM USB Error Counter and Limit E664
b7 b6 b5 b4 b3 b2 b1 b0
EC3 EC2 EC1 ECO LIMIT3 LIMIT2 LIMIT1 LIMITO
R R R R R/W R/W R/W R/W
X X X X 0 1 0 0
Bit Name Description
74 EC[3:0] USB Error Count.
Error count has a maximum value of ‘15",
3:0 LIMIT[3:0] Error Count Limit.
USB bus error count and limit. The firmware can enable the interrupt to cause an interrupt when the
limit is reached. The default limit count is ‘4’.
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15.7.16 CLRERRCNT

Clear Error Count Register

CLRERRCNT Clear Error Count EC3:0 E665
b7 b6 b5 b4 b3 b2 b1 b0
X X X X X X X X
w w
X X X X X X X X

Write any value to this register to clear the EC (Error Count) bits in the ERRCNTLIM register.
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INT 2 (USB) Autovector Register
INT2IVEC INTERRUPT 2 (USB) Autovector E666
b7 b6 b5 b4 b3 b2 b1 b0
0 12v4 12v3 12v2 12v1 12V0 0 0
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
6:2 12V[4:0] INT 2 Autovector.
To save the code and processing time required to sort out which USB interrupt occurred, the USB
core provides a second level of interrupt vectoring, called Autovectoring. When the CPU takes a USB
interrupt, it pushes the program counter onto its stack, and then executes a jump to address 43,
where it expects to find a jump instruction to the INT2 service routine.
12V indicates the source of an interrupt from the USB Core. When the USB core generates an INT2
(USB) interrupt request, it updates INT2IVEC to indicate the source of the interrupt. The interrupt
sources are encoded on 12V[4:0].
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15.7.18 INT4IVEC

INT 4 (slave FIFOs and GPIF) Autovector Register

INT4IVEC Interrupt 4 (slave FIFOs and GPIF) Autovector E667
b7 b6 b5 b4 b3 b2 b1 b0
1 0 14V3 14v2 14v1 14V0 0 0
R R R R R R R R
1 0 0 0 0 0 0 0
Bit Name Description
5:2 14V[3:0] INT 4 Autovector.
To save the code and processing time required to sort out which FIFO interrupt occurred, the USB
core provides a second level of interrupt vectoring, called Autovectoring. When the CPU takes a USB
interrupt, it pushes the program counter onto its stack, and then executes a jump to address 53,
where it expects to find a jump instruction to the INT4 service routine.
14V indicates the source of an interrupt from the USB Core. When the USB core generates an INT4
(FIFO/GPIF) interrupt request, it updates INT4IVEC to indicate the source of the interrupt. The inter-
rupt sources are encoded on 14V[3:0].
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INT 2 and INT 4 Setup Register
INTSETUP INT 2 and INT 4 Setup E668
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 AV2EN 0 INT4SRC AV4EN
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
3 AV2EN INT2 Autovector Enable.
To streamline the code that deals with the USB interrupts, this bit enables autovectoring on INT2.
1 INT4SRC INT 4 Source.
0 INT4 is supplied by the pin (default)
1 INT4 is supplied internally from FIFO/GPIF sources
0 AV4EN INT4 Autovector Enable.
To streamline the 8051 code that deals with the FIFO interrupts, this bit enables autovectoring on
INT4.
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15.8 Input/Output Registers

15.8.1 PORTACFG

I/0 PORTA Alternate Configuration Register

PORTACFG 1/0 PORTA Alternate Configuration E670
b7 b6 b5 b4 b3 b2 b1 b0
FLAGD SLCS 0 0 0 0 INT1 INTO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

The PORTXCFG register selects alternate functions for the PORTX pins.

Bit Name Description
7 FLAGD FlagD Alternate Configuration.

If IFCFG[1:0] = 11, setting this bit to '1" configures the PA7 pin as FLAGD, a programmable FIFO flag.
6 SLCS SLCS Alternate Configuration.

If IFCFG[1:0] = 11, setting this bit to '1' configures the PA7 pin as SLCS, the slave FIFO chip select.
1:0 INT[1:0] Interrupts Enabled for Alternate Configuration.

Setting these bits to '1' configures these PORTA pins as the INT1 or INTO pins.

Note Bits PORTACFG.7 and PORTACFG.6 both affect pin PA7. If both bits are set, FLAGD takes precedence.
Note Bit 3 is the WU2EN bit in the Wakeup register.
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15.8.2 PORTCCFG
/0 PORTC Alternate Configuration Register
PORTCCFG 1/0 PORTC Alternate Configuration E671
b7 b6 b5 b4 b3 b2 b1 b0
GPIFA7 GPIFA6 GPIFA5 GPIFA4 GPIFA3 GPIFA2 GPIFA1 GPIFAO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
7:0 GPIFA[7:0] Enable GPIF Address Pins.
0 Configure this as Port C.
1 Configure this port to output the lower address of enabled GPIF address pins. Additional bit
set in PORTECFG, bit 7.
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I/0 PORTE Alternate Configuration Register
PORTECFG 1/0 PORTE Alternate Configuration E672
b7 b6 b5 b4 b3 b2 b1 b0
GPIFA8 T2EX INT6 RXD10UT RXDOOUT T20UT T10UT TOOUT
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

Bit Name Description

7 GPIFA8 Enable GPIF Address Pin. GPIF address bit 8 pin.
0 Configure this as Port E.
1 Configure this port to output the high address of enabled GPIF address pins.

6 T2EX Timer 2 Counter.
Timer/Counter 2 Capture/Reload Input.

5 INT6 INT6 Interrupt Request.
1 Configure this Port E pin as INT6.

4 RXD10OUT Mode 0: USART1 Synchronous Data Output.

3 RXDOOUT Mode 0: USARTO Synchronous Data Output.

2:0 T20UT, T10UT, TOOUT Serial Data.
Serial mode 0 provides synchronous, half duplex serial communication. For Serial Port 0, serial data
output occurs on the RXDOOUT pin, serial data is received on the RXDO pin, and the TXDO pin pro-
vides the shift clock for both transmit and receive. Mode 0: Clock Output Modes 1-3: Serial Port 0
Data Output.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 277

Exhibit 2031 - Page 277 of 402



12CS

Z
CYPRESS

PERFORM

15.8.4 12CS
I’C Bus Control and Status Register
12CS IC Bus E678
Control and Status
b7 b6 b5 b4 b3 b2 b1 b0
START STOP LASTRD ID1 IDO BERR ACK DONE
R/W R/W R/W R R R R R
0 0 0 X X 0 0 0

For additional information refer to “Registers” on page 190 of the Input/Output chapter.

Bit Name Description
7 START Signal START Condition.

1 The next write to I2DAT generates a ‘start’ condition followed by the byte of data written to

I2DAT. The START bit is automatically cleared to ‘0’ after the ACK interval.
6 STOP Signal STOP Condition.

1 After the ACK interval, a ‘stop’ condition is generated. STOP may be set by firmware at any
time before, during, or after the 9 bit data transaction. STOP is automatically cleared after
the ‘stop’ condition is generated. Data should not be written to 12CS or 12DAT unless the
STOP bitis 0.

An interrupt request is available to signal that the stop condition is complete; see ‘STOPIE’.

5 LASTRD Last Data Read.

An 12C master reads data by floating the SDA line and issuing clock pulses on the SCL line. After

every eight bits, the master drives SDA low for one clock to indicate ACK. To signal the last byte of a

multi-byte transfer, the master floats SDA at ACK time to instruct the slave to stop sending.

When LASTRD = 1 at ACK time, the EZ-USB floats the SDA line. The LASTRD bit may be set at any

time before or during the data transfer; it is automatically cleared after the ACK interval.

Note Setting LASTRD does not automatically generate a ‘stop’ condition. At the end of a read trans-

fer, the STOP bit should also be set.

4:3 ID[1:0] Boot EEPROM ID.

(continued on next page)

278

These bits are set by the boot loader to indicate whether an 8-bit address or 16-bit address EEPROM
at slave address 000 or 001 was detected at power-on. Normally, they are used for debug purposes

only.
00
01
10
11

No EEPROM found

8-bit EEPROM found at slave address 000
16-bit EEPROM found at slave address 001
Not used
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15.8.4 12CS (continued)

2 BERR

1 ACK

0 DONE

Bus Error.

This bit indicates a bus error. BERR=1 indicates that there was bus contention during the preceding
transfer, which results when an outside device drives the bus when it should not, or when another bus
master wins arbitration and takes control of the bus.

When a bus error is detected, the EZ-USB immediately cancels its current transfer, floats the SCL
and SDA lines, then sets DONE and BERR. BERR remains set until it is updated at the next ACK
interval. The 12C master will not drive SCL till BERR is reset. If the bus error causes the master to
detect bus contention and slave to be stuck in the middle of a transfer. Then there is no in-built con-
tention resolution method to workaround this deadlock. If there is a possibility of this condition then
the design must implement a method of resetting the slave or clocking the slave till the next ACK.

DONE is set with BERR only when bus contention occurs during a transfer. If BERR is set and the
bus is still busy when firmware attempts to restart a transfer, that second transfer is cancelled but the
DONE flag is not set. If contention is expected, EZ-USB firmware should incorporate a timeout to test
for this condition. See Steps 1 and 3 of sections 13.5.3 Sending Data and 13.5.4 Receiving Data on
page 191.

Acknowledge Bit.

During the ninth clock of a write transfer, the slave indicates reception of the byte by driving SDA low
to acknowledge the byte it just received. The EZ-USB floats SDA during this time, samples the SDA
line, and updates the ACK bit with the complement of the detected value: ACK=1 indicates that the
slave acknowledged the transfer, and ACK=0 indicates the slave did not. The USB core updates the
ACK bit and at the same time it sets DONE=1.

The ACK bit is only meaningful after a write transfer. After a read transfer, its state should be ignored.

Transfer DONE.

The EZ-USB sets this bit whenever it completes a byte transfer. The EZ-USB also generates an
interrupt request when it sets the DONE bit. The DONE bit is automatically cleared when the I2DAT
register is read or written, and the interrupt request bit is automatically cleared by reading or writing
the 12CS or I12DAT registers (or by clearing EXIF.5 to 0).
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15.8.5 I12CDAT
I?)C Bus Data Register
12DAT I>)C Bus Data E679
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X

For additional information refer to “Registers” on page 190 of the Input/Output chapter.

Bit Name Description
7:0 Data Data Bits.
Eight bits of data; writing or reading this register triggers a bus transaction.
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15.8.6 12CTL
I)C Bus Control Register
12CTL I-C Bus Control E67A
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 STOPIE 400KHZ
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0

For additional information refer to “Registers” on page 190 of the Input/Output chapter.

Bit Name

Description

1 STOPIE

0 400KHZ

Stop Interrupt Enable Bit.
Setting this bit enables the STOP bit interrupt request, which is activated when the STOP bit makes a
1-to-0 transition.

High-Speed I12C Bus.

For 12C peripherals that support it, the 12C bus can run at 400 kHz.
0 The 12C bus operates at approximately 100 kHz.

1 The 12C bus operates at approximately 400 kHz.
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15.8.7 XAUTODATX
AUTOPOINTERSs 1 and 2 MOVX Access Registers
XAUTODAT1 AUTOPTR1 MOVX Access E67B
XAUTODAT2 AUTOPTR2 MOVX Access E67C
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 Data AUTODATAX.
Data read or written to the XAUTODATX register accesses the memory addressed by the AUTOP
RHn/Ln registers, and optionally increments the address after the read or write.
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15.9 ECC Control and Data Registers

15.9.1 ECC Features

The EZ-USB can calculate Error Correcting Codes (ECCs) on data that passes across its GPIF or Slave FIFO interfaces.
There are two ECC configurations: Two ECCs, each calculated over 256 bytes (SmartMedia Standard); and one ECC calcu-
lated over 512 bytes.

The ECC can correct any one-bit error or detect any two-bit error.

Note To use the ECC logic, the GPIF or Slave FIFO interface must be configured for byte-wide operation.

15.9.2 ECC Implementation
The two ECC configurations are selected by the ECCM bit.

ECCM =0 Two 3-byte ECCs, each calculated over a 256-byte block of data. This configuration conforms to the
SmartMedia™ Standard.

Write any value to ECCRESET, then pass data across the GPIF or Slave FIFO interface. The ECC
for the first 256 bytes of data are calculated and stored in ECC1. The ECC for the next 256 bytes are
stored in ECC2. After the second ECC is calculated, the values in the ECCx registers does not
change until ECCRESET is written again, even if more data is subsequently passed across the inter-
face.

ECCM =1 One 3-byte ECC calculated over a 512-byte block of data.
Write any value to ECCREST then pass data across the GPIF or Slave FIFO interface. The ECC for
the first 512 bytes of data are calculated and stored in ECC1; ECC2 is unused. After the ECC is cal-
culated, the value in ECC1 does not change until ECCRESET is written again, even if more data is
subsequently passed across the interface.
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15.9.3 ECC Check/Correct

The following code demonstrates the ECC correction algorithms for 256-byte and 512-byte ECCs. In the 256-byte example,
the calculated_ecc|] array contains the contents of the appropriate ECCx registers; in the 512-byte example, the ECC1 regis-
ters are read directly.

//

// ECC Check/Correct for 256-byte ECC.

//

// Enter with 256 bytes of received data in data[], 3 bytes of received ECC in

// received ecc[], and the ECC calculated by the EZ-USB in calculated ecc[].

//

UINT8 received ecc[3];

UINT8 checkECC (void) {
UINT8 a,b,c,x,vy;

a = received ecc[0] " calculated ecc[0];// Calculated ecc = received ecc?
b = received ecc[l] " calculated ecc[l];
c = received ecc[2] ” calculated ecc[2];
if ((a | b | ¢) == 0) return (ECC_OK);// If so, no error; return.
if ((((a”(a>>1)) & 0x55) == 0x55) && // Does each pair of parity bits contain
(( (" (b>>1)) & 0x55) == 0x55) && // one error and one match?
(((c”(c>>1)) & 0x54) == 0x54)) {
x = (a & 0x80); // If so, there's a one-bit error in datal].
if (a & 0x20) x |= 0x40; // Find which byte is in error...
if (a & 0x08) x |= 0x20;
if (a & 0x02) x |= 0x10;
if (b & 0x80) x |= 0x08;
if (b & 0x20) x |= 0x04;
if (b & 0x08) x |= 0x02;
if (b & 0x02) x |= 0x01;
y = 0; // and which bit...
if (¢ & 0x80) y |= 0x04;
if (¢ & 0x20) y |= 0x02;
if (¢ & 0x08) y |= 0x01;
datal[x] "= (1 << y); // and correct it.
return (ECC_DATA FIXED); // Return with one bit fixed.
}
y = OxFF; // If each pair didn't contain one error
if ((a | b) ==0) y = c; // and one match, check to see if only
if ((a | ¢) == 0) y = b; // one bit is in error (which would mean
if ((b | ¢c) == 0) y = a; // that the received ecc is erroneous).
if ((y & (y-1)) == { // 1f so...
received ecc[0] = calculated_ecc[O];// Replace the received ecc with our
received ecc[1l] = calculated ecc[1];// calculated ecc.
received ecc[2] = calculated ecc[2];
return (ECC_ECC_FIXED) ; // Return with received ecc fixed.
}
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return (ECC_ERROR) ; // Uncorrectable error in data or received ecc;
// return with data[] and received ecc[]
// unchanged.

//
// ECC Check/Correct for 512-byte ECC.

//
// Enter with 512 bytes of received data in data[], 3 bytes of received ECC in
// received eccl].

//

UINT8 received ecc[3];

UINT8 checkECC (void) {
UINT8 a,b,c,y;

UINT1l6 x;

a = received ecc[0] ” ecclBO; // Calculated ecc = received ecc?

b = received ecc[l] " ecclBl;

c = received ecc[2] * ecclB2;

if ((a | b | ¢) == 0) return (ECC_OK);// If so, no error; return.

if ((((a”(a>>1)) & 0x55) == 0x55) &&// Does each pair of parity bits contain
(((b® (b>>1)) & 0x55) == 0x55) &&// one error and one match?
(((c™(c>>1)) & 0x55) == 0x55)) {
x = (a & 0x80); // If so, there's a one-bit error in datal].
if (a & 0x20) x |= 0x40; // Find which byte is in error...
if (a & 0x08) x |= 0x20;
if (a & 0x02) x |= 0x10;
if (b & 0x80) x |= 0x08;
if (b & 0x20) x |= 0x04;
if (b & 0x08) x |= 0x02;
if (b & 0x02) x |= 0x01;
if (c & 0x02) x |= 0x100;
y = 0; // ... and which bit...

if (c & 0x80) y |= 0x04;
if (c & 0x20) y |= 0x02;
if (c & 0x08) y |= 0x01;

data[x] "= (1 << vy);// ... and correct it.

return (ECC_DATA FIXED);// Return with one bit fixed.

y = OxFF; // If each pair didn't contain one error
if ((a | b) == 0) y = c¢;// and one match, check to see if only
if ((a | ¢) == 0) y = Db;// one bit is in error (which would mean
if ((b | ¢) == 0) y = a;// that the received ecc is erroneous).
if ((y & (y-1)) == 0) {// If so...
received ecc[0] = ecclB0O;// Replace the received ecc with our
received ecc[l] = ecclBl;// calculated ecc.
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received ecc[2] = ecclB2;

return (ECC_ECC_FIXED);// Return with received ecc fixed.
}

return (ECC_ERROR); // Uncorrectable error in data or received ecc;

// return with data[] and received ecc[]
// unchanged.
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ECC Configuration Register
ECCCFG ECC Configuration E628
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 0 ECCM
R R R R R R/W
0 0 0 0 0 0 0 0
Bit Name Description
Bit 0 ECCM Select ECC Block Size.
ECCM selects the ECC block size mode.
0 The ECC logic operates on two blocks of 256 bytes each.
1 The ECC calculator operates on one block of 512 bytes.
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15.9.5 ECCRESET
ECC Reset Register
ECCRESET ECC Reset E629
b7 b6 b5 b4 b3 b2 b1 b0
X X X X X X X X
W W W W W
0 0 0 0 0 0 0 0
Writing any value to this register resets the ECC logic. After ECCRESET is written, ECC is calculated on the next 512 bytes
passed across the GPIF or Slave FIFO interface.
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15.9.6 ECC1BO
ECC 1 Byte 0 Register

ECC1B0 ECC 1 Byte 0 E62A

b7 b6 b5 b4 b3 b2 b1 b0

LINE15 LINE14 LINE13 LINE12 LINE11 LINE10 LINE9 LINES

R R R R R R R R

0 0 0 0 0 0 0 0
Bit Name Description
7:0 LINE[15:8] Bits 8-15 of the line parity. See the SmartMedia Specification.
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15.9.7 ECC1B1
ECC 1 Byte 1 Register
ECC1B1 ECC 1 Byte 1 E62B
b7 b6 b5 b4 b3 b2 b1 b0
LINE7 LINE6 LINE5 LINE4 LINE3 LINE2 LINE1 LINEO
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
7:0 LINE[7:0] Bits 0-7 of the line parity. See the SmartMedia Specification.
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ECC 1 Byte 2 Register

ECC1B2 ECC 1 Byte 2 E62C

b7 b6 b5 b4 b3 b2 b1 b0

COL5 coL4 CcoL3 CoL2 CcoL1 COoLo LINE17 LINE16

R R R R R R R R

0 0 0 0 0 0 0 0
Bit Name Description
7:2 COL[5:0] 6-bit column parity. See the SmartMedia Specification.
1:0 LINE[17:16] If ECCM = 0, these bits are set to ‘11’ per the SmartMedia Specification. If ECCM = 1, these bits hold

bits 16 and 17 of the line parity.
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ECC 2 Byte 0 Register
ECC2B0 ECC 2 Byte 0 E62D
b7 b6 b5 b4 b3 b2 b1 b0
LINE15 LINE14 LINE13 LINE12 LINE11 LINE10 LINE9 LINES
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
7:0 LINE[15:8] Bits 8-15 of the line parity. See the SmartMedia Specification.
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15.9.10 ECC2B1

ECC 2 Byte 1 Register

ECC2B1 ECC 2 Byte 1 E62E
b7 b6 b5 b4 b3 b2 b1 b0
LINE7 LINE6 LINES LINE4 LINE3 LINE2 LINE1 LINEO
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
7:0 LINE[7:0] Bits 0-7 of the line parity. See the SmartMedia Specification.
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ECC 2 Byte 2 Register
ECC2B2 ECC 2 Byte 2 E62F
b7 b6 b5 b4 b3 b2 b1 b0

COL5 coL4 CcoL3 COL2 coL1 CcOoLo 1 1

R R R R R R R R

0 0 0 0 0 0 0 0

Bit Name Description
7;2 COL[5:0] This is the 6-bit column parity. See the SmartMedia Specification.
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15.10 UDMA CRC Registers

15.10.1 UDMACRCXx

UDMA CRC Registers

UDMACRCH E67D
see Section 15.15
b7 b6 b5 b4 | b3 b2 b1 b0
CRCI[15:8]
RW RW RW RW RW RW RW RW
0 1 0 0 1 0 1 0
UDMACRCL E67E
see Section 15.15
b7 b6 b5 b4 | b3 b2 b1 b0
CRC[7:0]
RW RW RW RW RW RW RW RW
1 0 1 1 1 0 1 0

These two registers are strictly for debug purposes. The CRC represented by these registers is calculated based on the rules
defined in the ATAPI specification for UDMA transfers. It is calculated automatically by the GPIF as data is transferred on
FD[15:0].

These registers return the live calculation of the CRC at any point in the transfer, but are reset to the seed value of 0x4ABA
upon the GPIF entering the IDLE state. These registers are writable, therefore, the currently calculated CRC including the
seed value can be overwritten at any time.
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15.10.2 UDMACRCQUALIFIER
UDMA Qualifier Register
UDMACRCQUALIFIER E67F
b7 b6 b5 b4 b3 b2 b1 | b0
QENABLE 0 0 0 QSTATE QSIGNAL[2:0]
RW R R R RW RW RW RW
0 0 0 0 0 0 0 0

This register only applies to UDMA IN transactions that are host terminated. Otherwise, this register can be completely
ignored.

This register covers a very specific and potentially nonexistent (from a typical system implementation standpoint*) UDMA
CRC situation. However rare the situation may be, it is still allowed by the ATAPI specification and thus must be considered
and solved by this register.

The ATAPI specification says that if the host (in this case the GPIF) terminates a UDMA IN transaction, that the device (e.g.,
the disk drive) is allowed to send up to three more words after the host deactivates the HDMARDY signal. These ‘dribble’
words may not be of interest to the host and thus may be discarded. However, CRC must still be calculated on them since the
host and the device must compare and match the CRC at the end of the transaction to consider the transfer error-free.

The GPIF normally only calculates CRC on words that are written into the FIFO (and not discarded). This poses a problem
since, in this case, some words are discarded but still must be included in the CRC calculation. This register gives a way to
have the GPIF calculate CRC on the extra discarded words as well.

The user would program this register in the following way. The QENABLE bit would be set to ‘1. The QSIGNAL[2:0] field
would be programmed to select the CTL pin that coincides with the UDMA STOP signal. The QSTATE bit would be pro-
grammed to be ‘0’. This instructs the GPIF to calculate CRC on any DSTROBE edges from the device when STOP=0, which
solves the problem.

Bit Name Description

7 QENABLE This bit enables the CRC qualifier feature, and thus the other bits in this register.

3 QSTATE This bit determines what state the CRC qualifier signal (selected by QSIGNAL[2:0] below) must be in
to allow CRC to be calculated on words being written into the GPIF.

2:0 QSIGNAL[2:0] These bits select which of the CTL[5:0] pins is the CRC qualifier signal.

Note A typical UDMA system has the device, instead of the host, terminate UDMA IN transfers thus completely avoiding this situation.
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USB Control and Status Register
USBCS USB Control and Status E680
b7 b6 b5 b4 b3 b2 b1 b0
HSM 0 0 0 DISCON NOSYNSOF RENUM SIGRSUME
R R R/W R/W R/W R/W
0 0 0 0 0 0 0

Bit Name Description

7 HSM High-Speed Mode.
If HSM = 1, the FX2LP SIE is operating in High-Speed Mode, 480 bits/s. Zero-to-one transition of this
bit causes a HSGRANT interrupt request.

3 DISCON Signal a Disconnect on the DISCON Pin.
DISCON is one of the EZ-USB control bits in the USBCS (USB Control and Status) register that con-
trol the ReNumeration process. Setting this bit to ‘1’ causes a disconnect from the USB bus by
removing the internal 1.5K pull up resistor from the D+. A boot EEPROM may be used to default this
bit to ‘1" at startup time. This bit also resets several registers. See the Resets chapter on page 83 for
details.

2 NOSYNSOF Disable Synthesizing Missing SOFs.
1 Disable synthesizing missing SOFs.

1 RENUM Renumerate.
This bit controls whether USB device requests are handled by firmware or automatically by the EZ-
USB. When RENUM=0, the USB core handles all device requests. When RENUM=1, the firmware
handles all device requests except Set_Address. Set RENUM=1 during a bus disconnect to transfer
USB control to the firmware. The EZ-USB automatically sets RENUM=1 under two conditions.
B Completion of a ‘C2’ boot load
B When external memory is used (EA=1) and no boot EEPROM is used

0 SIGRSUME Signal Remote Device Resume.
Set SIGRSUME=1 to drive the ‘K’ state onto the USB bus. This should be done only by a device that
is capable of remote wakeup, and then only during the SUSPEND state. To signal RESUME, set
SIGRSUME=1, wait 10-15 ms, then set SIGRSUME=0.
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15.11.2 SUSPEND

Enter Suspend State Register

SUSPEND Put Chip into SUSPEND State E681
b7 b6 b5 b4 b3 b2 b1 b0
X X X X X X X X
w w w w W w W
X X X X X X X X
Bit Name Description
7:0 Suspend Enable Suspend Regardless of Bus State.
Write any value to this register to prepare the chip for standby without having to wait for a bus sus-
pend.
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15.11.3 WAKEUPCS
Wakeup Control and Status Register
WAKEUPCS Wakeup Control and Status E682
b7 b6 b5 b4 b3 b2 b1 b0
wu2 wu WU2POL WUPOL 0 DPEN WU2EN WUEN
R/W R/W R/W R/W R R/W R/W R/W
X X 0 0 0 1 0 1

EZ-USB has two pins that can be activated by external logic to take EZ-USB out of standby. These pins are called WAKEUP

and WU2.
Bit Name Description
7 wu2 Wakeup Initiated from WU2 Pin.
The EZ-USB sets this status bit to ‘1’ when wakeup was initiated by the WU2 pin. Write a ‘1’ to this bit
to clear it.
6 wu Wakeup Initiated from WU Pin.
The EZ-USB sets this bit to ‘1’ when wakeup was initiated by the WU pin. Write a ‘1’ to this bit to clear
it.
5 WUuU2POL Polarity of the WU2 Pin.
0 Active low
1 Active high
4 WUPOL Polarity of the WU Pin.
0 Active low
1 Active high
2 DPEN Enable/Disable DPLUS Wakeup.
Activity on the USB DPLUS signal normally initiates a USB wakeup sequence.
0 Disable
1 Enable
1 WU2EN Enable WU2 Wakeup.
1 Enable wakeup from WU2 pin
0 WUEN Enable WU Wakeup.
1 Enable wakeup from the WAKEUP pin
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Data Toggle Control Register
TOGCTL Data Toggle Control E683
b7 b6 b5 b4 b3 b2 b1 b0
Q S R 10 EP3 EP2 EP1 EPO
R R R R/W R/W R/W R/W R/W
0 0 0 0 0 0 0
Bit Name Description
7 Q Data Toggle Value.
0 Indicates DATAO and
1 Indicates DATAA1, for the endpoint selected by the 10 and EP3:0 bits. Write the endpoint
select bits (10 and EP3:0), before reading this value.
6 S Set Data Toggle to DATAA1.
After selecting the desired endpoint by writing the endpoint select bits (10 and EP3:0), set S=1 to set
the data toggle to DATA1. Do not change the endpoint selection bits while this bit is being written.
5 R Set Data Toggle to DATAQ.
1 Set the data toggle to DATAO. Do not change the endpoint selection bits while this bit is
being written.
4 10 Select IN or OUT Endpoint. Set this bit to select an endpoint direction prior to setting its ‘R’ or ‘'S’ bit.
0 Selects an OUT endpoint
1 Selects an IN endpoint
3:0 EP[3:0] Select Endpoint.
Set these bits to select an endpoint prior to setting its ‘R’ or ‘S’ bit. Valid values are 0, 1, 2, 4, 6, and 8.
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15.11.5 USBFRAMEH

USB Frame Count High Register

USBFRAMEH USB Frame Count High E684
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 FC10 FC9 FC8
R R R R R R
0 0 0 0 0 X X X
Bit Name Description
2:0 FC[10:8] High Bits for USB Frame Count.

Every millisecond the host sends a SOF token indicating ‘Start Of Frame,’ along with an 11 bit incre-
menting frame count. The EZ-USB copies the frame count into these registers at every SOF. One use
of the frame count is to respond to the USB SYNC_FRAME Request. If the USB core detects a miss-
ing or garbled SOF, it generates an internal SOF and increments USBFRAMEL-USBRAMEH.
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15.11.6 USBFRAMEL

USB Frame Count Low Register
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USBFRAMEL USB Frame Count Low E685
b7 b6 b5 b4 b3 b2 b1 b0
FC7 FC6 FC5 FC4 FC3 FC2 FC1 FCoO
R R R R R R R R
X X X X X X X X
Bit Name Description
7:0 FC[7:0] Low Byte for USB Frame Count.
Every millisecond the host sends a SOF token indicating ‘Start Of Frame,’ along with an 11 bit incre-
menting frame count. The EZ-USB copies the frame count into these registers at every SOF. One use
of the frame count is to respond to the USB SYNC_FRAME Request. If the USB core detects a miss-
ing or garbled SOF, it generates an internal SOF and increments USBFRAMEL-USBRAMEH.
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USB Microframe Count Register

MICROFRAME

MICROFRAME USB Microframe Count, 0-7 E686
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 MF2 MF1 MFO
R R R R R R R R
0 0 0 0 0 X X X
Bit Name Description
2:0 MF[2:0] Last Occurring Microframe.

MICROFRAME contains a count 0-7 which indicates which of the eight 125-uys microframes last
occurred. This register is active only when FX2LP is operating at high speed (480 Mbps).
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FNADDR

15.11.8 FNADDR

USB Function Address Register

FNADDR USB Function Address E687
b7 b6 b5 b4 b3 b2 b1 b0
0 FA6 FAS5 FA4 FA3 FA2 FA1 FAO
R R R R R R R R
0 X X X X X X X
Bit Name Description
6:0 FA[6:0] USB Function Address.
During the USB enumeration process, the host sends a device a unique 7 bit address, which the USB
core copies into this register. There is normally no reason for the CPU to know its USB device
address because the USB Core automatically responds only to its assigned address.
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15.12 Endpoints

EPOBCH

15.12.1 EPOBCH
Endpoint 0 (Byte Count High) Register
EPOBCH Endpoint 0 Byte Count High E68A
b7 b6 b5 b4 b3 b2 b1 b0
(BC15) (BC14) (BC13) (BC12) (8C11) (BC10) (BC9) (BC8)
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 BC[15:8] High Order Byte Count.

Even though the EPO buffer is only 64 bytes, the EPO byte count is expanded to 16 bits to allow using
the SUDPTR with a custom length, instead of USB-dictated length (from Setup Data Packet and
number of requested bytes). The byte count bits in parentheses apply only when SDPAUTO

(SUDPTRCTL.0) = 0.

The SIE normally determines how many bytes to send over EPO in response to a device request by
taking the smaller of (a) the wLength field in the SETUP packet, and (b) the number of bytes available

for transfer (byte count).
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EPOBCL

15.12.2 EPOBCL

Endpoint 0 Control and Status (Byte Count Low) Register

/

e

CYPRESS

PERFORM

EPOBCL Endpoint 0 Byte Count Low E68B
b7 b6 b5 b4 b3 b2 b1 b0
(BC7) BC6 BC5 BC4 BC3 BC2 BC1 BCO
R/W RIW R/W R/W R/W R/W RIW R/W
X X X X X X X X
Bit Name Description
7:0 BC[7:0] Low Order Byte Count.
Even though the EPO buffer is only 64 bytes, the EPO byte count is expanded to 16 bits to allow using
the SUDPTR with a custom length, instead of USB-dictated length (from Setup Data Packet and
number of requested bytes). The byte count bits in parentheses apply only when SDPAUTO
(SUDPTRCTL.0) = 0.
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EP10UTBC

Endpoint 1 OUT Byte Count Register

Endpoint 1 OUT Byte Count

EP10OUTBC

E68D

b7

b6

b5

b4

b3

b2

b1

b0

0

BC6

BC5

BC4

BC3

BC2

BC1

BCO

R/W

R/W

R/W

R/W

R/W

R/W

R/W

R/W

0

X

X

Bit Name

Description

6:0 BC[6:0]

Endpoint 1 OUT Byte Count.
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EP1INBC

15.12.4 EP1INBC

¥ CYPRESS
Endpoint 1 IN Byte Count Register
EP1INBC Endpoint 1 IN Byte Count E68F
b7 b6 b5 b4 b3 b2 b1 b0
0 BC6 BC5 BC4 BC3 BC2 BC1 BCO
R/W R/W R/W R/W R/W R/W R/W R/W
0 X X X X X X X
Bit Name Description
6:0 BC[6:0] Endpoint 1 IN Byte Count.
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15.12.5 EP2BCH

Endpoint 2 Byte Count High Register

EP2BCH

EP2BCH Endpoint 2 Byte Count High E690
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 BC10 BC9 BC8
R/W R/IW R/W R/W R/IW R/W R/IW R/W
0 0 0 0 0 X X X
Bit Name Description
2:0 BC[10:8] Endpoint 2 Byte Count High.
EP2 can be maximum of either 512 or 1024 bytes. These are the high 3 bits of the byte count.
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15.12.6 EP6BCH

Endpoint 6 Byte Count High Register

EP6BCH Endpoint 6 Byte Count High E698
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 BC10 BC9 BC8
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 X X X
Bit Name Description
2:0 BC[10:8] Endpoint 6 Byte Count High.
EP6 can be maximum of either 512 or 1024 bytes. These are the high 3 bits of the byte count.
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15.12.7 EP4BCH

Endpoint 4 Byte Count High Register

EP4BCH

EP4BCH Endpoint 4 Byte Count High E694
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 BC9 BC8
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 X X
Bit Name Description
1:0 BC[9:8] Endpoint 4 Byte Count High.
EP4 can be 512 bytes only. These are the high 2 bits of the byte count.
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15.12.8 EP8BCH

Endpoint 8 Byte Count High Register

EP8BCH Endpoint 8 Byte Count High E69C
see Section 15.15

b7 b6 b5 b4 b3 b2 b1 b0

0 0 0 0 0 0 BC9 BC8

R/W R/W R/W R/W R/W R/W R/W R/W

0 0 0 0 0 0 X X
Bit Name Description
1:0 BC[9:8] Endpoint 8 Byte Count High.

EP8 can be 512 bytes only. These are the high 2 bits of the byte count.
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15.12.9 EPxBCL

Endpoint 2, 4, 6, 8 Byte Count Low Registers

EP2BCL Endpoint 2 Byte Count Low E691
see Section 15.15
EP4BCL Endpoint 4 Byte Count Low E695
see Section 15.15
EP6BCL Endpoint 6 Byte Count Low E699
see Section 15.15
EP8BCL Endpoint 8 Byte Count Low E69D
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
BC7/SKIP BC6 BC5 BC4 BC3 BC2 BC1 BCO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 BC[7:0] Byte Count.
Low byte count for Endpoints 2, 4, 6, and 8.
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15.12.10 EPOCS

Endpoint 0 Control and Status Register

EPOCS Endpoint 0 Control and Status E6A0
b7 b6 b5 b4 b3 b2 b1 b0
HSNAK 0 0 0 0 0 BUSY STALL
R/IW R/W R/W R/IW R/W R/IW R R/W
1 0 0 0 0 0 0 0

Bit Name Description

7 HSNAK Hand Shake w/NAK.
The STATUS stage consists of an empty data packet with the opposite direction of the data stage, or
an IN if there was no data stage. This empty data packet gives the device a chance to ACK, NAK, or
STALL the entire CONTROL transfer. Write a ‘1’ to the NAK (handshake NAK) bit to clear it and
instruct the USB core to ACK the STATUS stage. The HSNAK bit holds off completing the CONTROL
transfer until the device has had time to respond to a request.Clear the HSNAK bit (by writing ‘1’ to it)
to instruct the USB core to ACK the status stage of the transfer.

1 BUSY EPO Buffer Busy.
BUSY is a read only bit that is automatically cleared when a SETUP token arrives. The BUSY bit is
set by writing a byte count to EPOBCL.

0 STALL EPO Stalled.
STALL is a read/write bit that is automatically cleared when a SETUP token arrives. The STALL bit is
set by writing a ‘1’ to the register bit.
While STALL=1, the USB core sends the STALL PID for any IN or OUT token. This can occur in
either the data or handshake phase of the CONTROL transfer.
Note To indicate an endpoint stall on endpoint zero, set both the STALL and HSNAK bits. Setting the
STALL bit alone causes endpoint zero to NAK forever because the host keeps the control transfer
pending.
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15.12.11 EP10UTCS

EP10UTCS

EP10OUTCS

Endpoint 1 OUT Control and Status Register

Endpoint 1 OUT Control and Status E6A1

b7

b6

b5 b4 b3 b2 b1 b0

0

0 0 0 0 BUSY STALL

R/W

R/W

R/W R/W R/W R/W R R/W

0

0 0 0 0 0 0

Bit Name

Description

1 BUSY

0 STALL

OUT Endpoint Busy.

The BUSY bit indicates the status of the endpoint's OUT Buffer EP1OUTBUF. The USB core sets
BUSY=0 when the host data is available in the OUT buffer. The firmware sets BUSY=1 by loading the
endpoint’s byte count register.

When BUSY=1, endpoint RAM data is invalid—the endpoint buffer has been emptied by the firmware
and is waiting for new OUT data from the host, or it is the process of being loaded over the USB.
BUSY=0 when the USB OUT transfer is complete and endpoint RAM data in EP1OUTBUF is avail-
able for the firmware to read. USB OUT tokens for the endpoint are NAK’d while BUSY=1 (the firm-
ware is still reading data from the OUT endpoint).

A 1-t0-0 transition of BUSY (indicating that the firmware can access the buffer) generates an interrupt
request for the OUT endpoint. After the firmware reads the data from the OUT endpoint buffer, it
loads the endpoint’s byte count register with any value to re-arm the endpoint, which automatically
sets BUSY=1. This enables the OUT transfer of data from the host in response to the next OUT
token. The CPU should never read endpoint data while BUSY=1.

OUT Endpoint Stalled.

Each bulk endpoint (IN or OUT) has a STALL bit in its Control and Status register (bit 0). If the CPU
sets this bit, any requests to the endpoint return a STALL handshake rather than ACK or NAK. The
Get Status-Endpoint Request returns the STALL state for the endpoint indicated in byte four of the
request. Note that bit seven of the endpoint number EP (byte 4) specifies direction.
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15.12.12 EP1INCS

EP1INCS

Endpoint 1 IN Control and Status

Endpoint 1 IN Control and Status Register

E6A2

b7

b6

b5

b4

b3

b2

b1

b0

0

0

0

BUSY

STALL

R/W

R/W

R/W

R/W

R/W

R/W

R/W

0

Bit Name

Description

1 BUSY

0 STALL

316

IN Endpoint Busy.

The BUSY bit indicates the status of the endpoint’s IN Buffer EP1INBUF. The USB core sets
BUSY=0 when the endpoint’s IN buffer is empty and ready for loading by the firmware. The firmware
sets BUSY=1 by loading the endpoint’s byte count register.

When BUSY=1, the firmware should not write data to an IN endpoint buffer, because the endpoint
FIFO could be in the act of transferring data to the host over the USB. BUSY=0 when the USB IN
transfer is complete and endpoint RAM data is available for firmware access. USB IN tokens for the
endpoint are NAK’'d while BUSY=0 (the firmware is still loading data into the endpoint buffer).

A 1-to-0 transition of BUSY (indicating that the firmware can access the buffer) generates an interrupt
request for the IN endpoint. After the firmware writes the data to be transferred to the IN endpoint
buffer, it loads the endpoint’s byte count register with the number of bytes to transfer, which automat-
ically sets BUSY=1. This enables the IN transfer of data to the host in response to the next IN token.
Again, the CPU should never load endpoint data while BUSY=1.

The firmware writes a ‘1’ to an IN endpoint busy bit to disarm a previously armed endpoint. (This sets
BUSY=0.) The firmware should do this only after a USB bus reset, or when the host selects a new
interface or alternate setting that uses the endpoint. This prevents stale data from a previous setting
from being accepted by the host’s first IN transfer that uses the new setting.

IN Endpoint Stalled.

Each bulk endpoint (IN or OUT) has a STALL bit in its Control and Status register (bit 0). If the CPU
sets this bit, any requests to the endpoint return a STALL handshake rather than ACK or NAK. The
Get Status-Endpoint Request returns the STALL state for the endpoint indicated in byte four of the
request. Note that bit seven of the endpoint number EP (byte 4) specifies direction.
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15.12.13 EP2CS

Endpoint 2 Control and Status Register

EP2CS Endpoint 2 Control and Status E6A3
b7 b6 b5 b4 b3 b2 b1 b0
0 NPAK2 NPAK1 NPAKO FULL EMPTY 0 STALL
R R R R R R R R/IW
0 0 1 0 1 0 0 0
Bit Name Description
6:4 NPAK][2:0] Number of Packets in FIFO.

The number of packets in the FIFO. 0-4 Packets.
3 FULL Endpoint FIFO Full.
1 Indicates that the Endpoint FIFO is full.
2 EMPTY Endpoint FIFO Empty.
1 Indicates that the Endpoint FIFO is empty.
0 STALL Endpoint STALL.
1 Stall an endpoint
0 Clear a stall
When the stall bit is ‘1,’ the USB core returns a STALL handshake for all requests to the endpoint.
This notifies the host that something unexpected has happened.
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Endpoint 4 Control and Status Register

EP4CS Endpoint 4 Control and Status E6A4
b7 b6 b5 b4 b3 b2 b1 b0
0 0 NPAK1 NPAKO FULL EMPTY 0 STALL
R R R R R R R R/W
0 0 1 0 1 0 0 0
Bit Name Description
5:4 NPAK]J1:0] Number of Packets in FIFO.
The number of packets in the FIFO. 0-2 Packets.
3 FULL Endpoint FIFO Full.
1 Indicates that the Endpoint FIFO is full.
2 EMPTY Endpoint FIFO Empty.
1 Indicates that the Endpoint FIFO is empty.
0 STALL Endpoint STALL.
1 Stall an endpoint
0 Clear a stall
When the stall bit is *1,” the USB core returns a STALL handshake for all requests to the endpoint.
This notifies the host that something unexpected has happened.
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15.12.15 EP6CS

Endpoint 6 Control and Status Register

EP6CS Endpoint 6 Control and Status E6AS5
b7 b6 b5 b4 b3 b2 b1 b0
0 NPAK2 NPAK1 NPAKO FULL EMPTY 0 STALL
R R R R R R R R/IW
0 0 0 0 0 1 0 0
Bit Name Description
6:4 NPAK][2:0] Number of Packets in FIFO.

The number of packets in the FIFO. 0-4 Packets.
3 FULL Endpoint FIFO Full.
1 Indicates that the Endpoint FIFO is full.
2 EMPTY Endpoint FIFO Empty.
1 Indicates that the Endpoint FIFO is empty.
0 STALL Endpoint STALL.
1 Stall an endpoint
0 Clear a stall
When the stall bit is ‘1,’ the USB core returns a STALL handshake for all requests to the endpoint.
This notifies the host that something unexpected has happened.
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15.12.16 EP8CS
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Endpoint 8 Control and Status Register

EP8CS Endpoint 8 Control and Status E6A6
b7 b6 b5 b4 b3 b2 b1 b0
0 0 NPAK1 NPAKO FULL EMPTY 0 STALL
R R R R R R R R/W
0 0 0 0 0 1 0 0
Bit Name Description
5:4 NPAK]J1:0] Number of Packets in FIFO.
The number of packets in the FIFO. 0-2 Packets.
3 FULL Endpoint FIFO Full.
1 Indicates that the Endpoint FIFO is full.
2 EMPTY Endpoint FIFO Empty.
1 Indicates that the Endpoint FIFO is empty.
0 STALL Endpoint STALL.
1 Stall an endpoint
0 Clear a stall
When the stall bit is *1,” the USB core returns a STALL handshake for all requests to the endpoint.
This notifies the host that something unexpected has happened.
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15.12.17 EP2FIFOFLGS

Endpoint 2 Slave FIFO Flags Register

EP2FIFOFLGS Endpoint 2 Slave FIFO Flags E6A7
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 PF EF FF
R R R R R R R R
0 0 0 0 0 0 1 0
Bit Name Description
2 PF Programmable Flag.

State of the EP2 Programmable Flag.

1 EF Empty Flag.
State of the EP2 Empty Flag.

0 FF Full Flag.
State of the EP2 Full Flag.

Note FIFOPINPOLAR settings do not affect the behavior of these bits.
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15.12.18 EP4FIFOFLGS

Endpoint 4 Slave FIFO Flags Register

EP4FIFOFLGS Endpoint 4 Slave FIFO Flags E6A8
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 PF EF FF
R R R R R
0 0 0 0 0 0 1 0
Bit Name Description
2 PF Programmable Flag.
State of the EP4 Programmable Flag.
1 EF Empty Flag.
State of the EP4 Empty Flag.
0 FF Full Flag.
State of the EP4 Full Flag.
Note FIFOPINPOLAR settings do not affect the behavior of these bits.
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15.12.19 EP6FIFOFLGS

Endpoint 6 Slave FIFO Flags Register

EP6FIFOFLGS Endpoint 6 Slave FIFO Flags E6A9
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 PF EF FF
R R R R R R R R
0 0 0 0 0 1 1 0
Bit Name Description
2 PF Programmable Flag.

State of the EP6 Programmable Flag.
Note The default value is different from EP2FIFOFLGS.PF and EP4FIFOFLGS.PF.

1 EF Empty Flag.
State of the EP6 Empty Flag.

0 FF Full Flag.
State of the EP6 Full Flag.

Note FIFOPINPOLAR settings do not affect the behavior of these bits.
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15.12.20 EP8FIFOFLGS

Endpoint 8 Slave FIFO Flags Register

EP8FIFOFLGS Endpoint 8 Slave FIFO Flags E6AA
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 PF EF FF
R R R R R
0 0 0 0 0 1 1 0
Bit Name Description
2 PF Programmable Flag.

State of the EP8 Programmable Flag.
Note The default value is different from EP2FIFOFLGS.PF and EP4FIFOFLGS.PF.

1 EF Empty Flag.
State of the EP8 Empty Flag.

0 FF Full Flag.
State of the EP8 Full Flag.

Note FIFOPINPOLAR settings do not affect the behavior of these bits.
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15.12.21 EP2FIFOBCH

Endpoint 2 Slave FIFO Total Byte Count High Register

EP2FIFOBCH

EP2FIFOBCH Endpoint 2 Slave FIFO Total Byte Count High E6AB

b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 BC12 BC11 BC10 BC9 BC8
R R R R R R R R
0 0 0 0 0 0 0 0

Bit Name Description

4:0 BC[12:8] Byte Count High

Total number of bytes in Endpoint FIFO. Maximum of 4096 bytes.
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15.12.22 EP6FIFOBCH

Endpoint 6 Slave FIFO Total Byte Count High Register

EP6FIFOBCH Endpoint 6 Slave FIFO Total Byte Count High E6AF
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 BC11 BC10 BC9 BC8
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
3:0 BC[11:8] Byte Count High.
Total number of bytes in Endpoint FIFO. Maximum of 2048 bytes.
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15.12.23 EP4FIFOBCH

Endpoint 4 Slave FIFO Total Byte Count High Register

EP4FIFOBCH Endpoint 4 Slave FIFO Total Byte Count High E6AD
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 BC10 BC9 BC8
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
2:0 BC[10:8] Byte Count High.

Total number of bytes in Endpoint FIFO. Maximum of 1024 bytes.
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15.12.24 EPSFIFOBCH

Endpoint 8 Slave FIFO Total Byte Count High Register

EP8FIFOBCH Endpoint 8 Slave FIFO Total Byte Count High E6B1
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 BC10 BC9 BC8
R R R R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
2:0 BC[10:8] Byte Count High.
Total number of bytes in Endpoint FIFO. Maximum of 1024 bytes.
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15.12.25 EPxFIFOBCL

Endpoint 2, 4, 6, 8 Slave FIFO Byte Count Low Registers

EPxFIFOBCL

EP2FIFOBCL Endpoint 2 Slave FIFO Total Byte Count Low E6AC
EP4FIFOBCL Endpoint 4 Slave FIFO Total Byte Count Low EG6AE
EP6FIFOBCL Endpoint 6 Slave FIFO Total Byte Count Low E6B0
EP8FIFOBCL Endpoint 8 Slave FIFO Total Byte Count Low E6B2

b7 b6 b5 b4 b3 b2 b1 b0

BC7 BC6 BC5 BC4 BC3 BC2 BC1 BCO

R R R R R R R R

0 0 0 0 0 0 0 0
Bit Name Description
7:0 BC[7:0] Byte Count High.

Low byte for number of bytes in Endpoint FIFO.
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15.12.26 SUDPTRXx

Setup Data Pointer High and Low Address Registers

SUDPTRH Setup Data Pointer High Address Byte E6B3
b7 b6 b5 b4 b3 b2 b1 b0
A15 A14 A13 A12 A1 A10 A9 A8
R/W R/W RIW R/W R/W R/W R/W RIW
X X X X X X X X
SUDPTRL Setup Data Pointer Low Address Byte E6B4
b7 b6 b5 b4 b3 b2 b1 b0
A7 A6 A5 A4 A3 A2 A1 A0
R/W R/W R/W R/W R/W R/W R/W R
X X X X X X X 0
Bit Name Description

15:0 A[15:0]

330

Setup Data Pointer.
This buffer is used as a target or source by the Setup Data Pointer and it must be WORD (2-byte)
aligned. This 16-bit pointer, SUDPTRH:L provides hardware assistance for handling CONTROL IN

transfers.

When the firmware loads SUDPTRL, the SIE automatically responds to IN commands with the appro-
priate data. If SDPAUTO=1, the length field is taken from the packet or descriptor. If SDPAUTO=0,
SUDPTRL triggers a send to the host and the length is taken from the EPOBCH and EPOBCL bytes.
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15.12.27 SUDPTRCTL

Setup Data Pointer Auto Register

SUDPTRCTL

SUDPTRCTL Setup Data Pointer AUTO Mode E6B5
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 0 SDPAUTO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 1
Bit Name Description
0 SDPAUTO Setup Data Pointer Auto Mode.
To send a block of data using the Setup Data Pointer, the block’s starting address is loaded into
SUDPTRH:L. The block length must previously have been set; the method for accomplishing this
depends on the state of the SDPAUTO bit.
0 Manual Mode. Used for general purpose block transfers. Firmware writes the block length
to EPOBCH:L.
1 Auto Mode. Used for sending Device, Configuration, String, Device Qualifier, and Other
Speed Configuration descriptors only. The block length is automatically read from the length
field of the descriptor itself; no explicit loading of EPOBCH:L is necessary.
Writing to SUDPTRL starts the transfer; the EZ-USB automatically sends the entire block, packetizing
as necessary.
Note When SDPAUTO = 0, writing to EPOBCH:L only sets the block length; it does not arm the trans-
fer (the transfer is armed by writing to SUDPTRL). Therefore, before performing an EPO transfer
which does not use the Setup Data Pointer (such as, one which is meant to be armed by writing to
EPOBCL), SDPAUTO must be set to ‘1’
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15.12.28 SETUPDAT

Setup Data - Eight Bytes Registers

SETUPDAT 8 Bytes of Setup Data E6B8-E6BF
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R R R R R R R R
X X X X

The setup data bytes are defined as follows:

SETUPDATI0] = bmRequestType
SETUPDATI[1] = bmRequest
SETUPDATI[2:3] = wValue
SETUPDATI[4:5] = windex
SETUPDATI[6:7] = wLength

This buffer contains the eight bytes of SETUP packet data from the most recently received CONTROL transfer.
The data in SETUPBUF is valid when the SUDAV (Setup Data Available) interrupt request bit is set.
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GPIFWFSELECT

15.13 General Programmable Interface

15.13.1

GPIF Waveform Selector Register

GPIFWFSELECT

GPIFWFSELECT Waveform Selector E6CO
b7 b6 b5 b4 b3 b2 b1 b0
SINGLEWR1 SINGLEWRO SINGLERD1 SINGLERDO FIFOWR1 FIFOWRO FIFORD1 FIFORDO
R/W R/W R/W R/W R/W R/W R/W R/W
1 1 1 0 0 1 0 0
Bit Name Description
7:6 SINGLEWR][1:0] Single Write Waveform Index.
Index to the Waveform program to run when a ‘Single Write’ is triggered by the firmware.
5:4 SINGLERDI[1:0] Single Read Waveform Index.
Index to the Waveform program to run when a ‘Single Read’ is triggered by the firmware.
3:2 FIFOWR([1:0] FIFO Write Waveform Index.
Index to the Waveform program to run when a ‘FIFO Write’ is triggered by the firmware.
1:0 FIFORDI[1:0] FIFO Read Waveform Index.
Index to the Waveform program to run when a ‘FIFO Read’ is triggered by the firmware.
Select waveform 0 [00], 1 [01], 2 [10] or 3 [11].
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15.13.2 GPIFIDLECS

GPIF Done and Idle Drive Mode Register
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GPIFIDLECS GPIF Done, GPIF Idle Drive Mode E6C1
b7 b6 b5 b4 b3 b2 b1 b0
DONE 0 0 0 0 0 0 IDLEDRV
R/W R/W R/W R/W R/W R/W R/W R/W
1 0 0 0 0 0 0 0
Bit Name Description
7 DONE GPIF Idle State.
0 Transaction in progress.
1 Transaction Done (GPIF is idle, hence GPIF is ready for next transaction). Fires IRQ4 if
enabled.
0 IDLEDRV Set Data Bus when GPIF Idle.
When the GPIF is idle:
0 Tri-state the Data Bus.
1 Drive the Data Bus.
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15.13.3 GPIFIDLECTL

CTL Output in Idle Register

GPIFIDLECTL CTL Output States in Idle E6C2
b7 b6 b5 b4 b3 b2 b1 b0
0/‘CTLOE3 0/CTLOE2 CTLS/ CTL4/ CTL3 CTL2 CTL1 CTLO
CTLOE1 CTLOEO
R/W R/W R/W R/W R/W R/W R/W R/W
1 1 1 1 1 1 1 1
Bit Name Description
7:4 CTLOE[3:0] CTL Output Enables.
5:0 CTL[5:0] CTL Output States.

See GPIFCTLCFG register on page 336.
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15.13.4 GPIFCTLCFG

CTL Output Drive Type Register
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GPIFCTLCFG CTL Output Drive Type E6C3
b7 b6 b5 b4 b3 b2 b1 b0
TRICTL 0 CTL5 CTL4 CTL3 CTL2 CTL1 CTLO
R/W R/W RIW R/W R/W R/W R/W RIW
0 0 0 0 0 0 0 0
Bit Name Description
7 TRICTL Number Active Outputs/Tri-stating.
5:0 CTL[5:0] CTL Output Drive Type

The GPIF Control pins (CTL[5:0]) have several output modes:

B CTL[3:0] can act as CMOS outputs (optionally tri-statable) or open-drain outputs.

B CTL[5:4] can act as CMOS outputs or open-drain outputs. If CTL[3:0] are configured to be tri-stat-

able, CTL[5:4] are not available.

(GPIIE%.‘I’L';G.,) GPIFCTLCFG[5:0] CTL[3:0] CTL[5:4]
0 0 CMOS, Not Tri-statable CMOS, Not Tri-statable
0 1 Open-Drain Open-Drain
1 X CMOS, Tri-statable Not Available

During the IDLE State, the state of CTL[5:0] depends on register bits:

TRICTL (GPIFCTLCFG.7)
GPIFCTLCFG[5:0]
GPIFIDLECTL[5:0]

The combination of these bits defines CTL5:0 during IDLE as follows:
B [|f TRICTL is 0, GPIFIDLECTL[5:0] directly represent the output states of CTL5:0 during the IDLE
State. The GPIFCTLCFG[5:0] bits determine whether the CTL5:0 outputs are CMOS or open-
drain: If GRIFCTLCFG.x = 0, CTLx is CMOS; if GPIFCTLCFG.x = 1, CTLx is open drain.

B If TRICTL is 1, GPIFIDLECTL][7:4] are the output enables for the CTL[3:0] signals, and GPI-
FIDLECTL[3:0] are the output values for CTL[3:0]. CTL4 and CTL5 are unavailable in this mode.

(continued on next page)
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15.13.4  GPIFCTLCFG (continued)

GPIFCTLCFG

TRICTL Control Output Output State Output Enable

CTLO GPIFIDLECTL.0
CTL1 GPIFIDLECTL.1
CTL2 GPIFIDLECTL.2 NA

0 (CTL Outputs are always
CTL3 GPIFIDLECTL 3 enabled when TRICTL = 0)
CTL4 GPIFIDLECTL.4
CTL5 GPIFIDLECTL.5
CTLO GPIFIDLECTL.O0 GPIFIDLECTL.4
CTL1 GPIFIDLECTL.1 GPIFIDLECTL.5
CTL2 GPIFIDLECTL.2 GPIFIDLECTL.6

! CTL3 GPIFIDLECTL.3 GPIFIDLECTL.7
CTL4 N/A
CTL5 (CTL4 and CTL5 are not available when TRICTL = 1)
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15.13.5 GPIFADRH

GPIF Address High Register

GPIFADRH GPIF Address High E6C4
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 0 GPIFA8
R/W RIW R/W RIW R/W R/W RIW R/W
0 0 0 0 0 0 0 0
Bit Name Description
0 GPIFAS8 High Bit of GPIF Address.
See GPIFADRL register on page 339.
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15.13.6 GPIFADRL

GPIF Address Low Register

GPIFADRL

GPIFADRL GPIF Address Low E6C5
see Section 15.15

b7 b6 b5 b4 b3 b2 b1 b0

GPIFA7 GPIFA6 GPIFA5 GPIFA4 GPIFA3 GPIFA2 GPIFA1 GPIFAO
R/W R/W R/W R/W R/W R/W R/W R/W

0 0 0 0 0 0 0 0
Bit Name Description
7:0 GPIFA[7:0] Lower eight bits of GPIF Address.

Data written to this register immediately appears as the bus address on the ADR[7:0] pins.
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15.13.7 FLOWSTATE

GPIF Flow State Register
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FLOWSTATE E6C6
b7 b6 b5 b4 b3 b2 b1 | b0
FSE 0 0 0 0 FS[2:0]
RW R R R R RW RW RW
0 0 0 0 0 0 0 0

Any one (and only one) of the seven GPIF states in a waveform can be programmed to be the flow state. This register defines
which state, if any, in the next invoked GPIF waveform will be the flow state.

Bit Name Description

7 FSE Global Flow State Enable.
Global enable for the flow state. When it is disabled all flow state registers are don’t care and the next
waveform invocation does not cause a flow state to be used.

2:0 FS[2:0] Flow State Selection.
Defines which GPIF state is the flow state. Valid values are 0-6.
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15.13.8 FLOWLOGIC

GPIF Flow State Logic Register

FLOWLOGIC E6C7
b7 [ b6 b5 b4 b3 b2 b1 b0
LFUNCI[1:0] TERMA[2:0] TERMB[2:0]
RW RW RW RW RW RW RW RW
0 0 0 0 0 0 0 0

The bit definitions for this register are analogous to the bit definitions in the RDY LOGIC opcode in a waveform descriptor.
Except, instead of controlling the branching for a decision point, it controls the freezing or flowing of data on the bus in a flow
state.

The user defines the states of CTL[5:0] for when the flow logic equals ‘0’ and ‘1’ (see FLOWEQO_CTL and FLOWEQ1_CTL).
This is useful in activating or deactivating protocol ready signals to hold off an external master (where the GPIF is acting like
a slave) in response to internal FIFO flags warning of an impending underflow or overflow situation.

In the case where the GPIF is the master, the user also defines whether Master strobe (a CTL pin in this case; see FLOW-
STB) toggles (reads or writes data on the bus) when the flow logic evaluates to a ‘1’ or a ‘0’. This is useful for the GPIF to con-
sider protocol ready signals from the slave as well as FIFO flags to decide when to clock data out of or into the FIFOs and
when to freeze the data flow instead.

It should be noted that this flow logic does not replace the decision point logic defined in a waveform descriptor. The decision
point logic in a waveform descriptor is still used to decide when to branch out of the flow state. The decision point logic can
use an entirely different pair of ready signals than the flow logic in making its decisions.

Bit Name Description
7:6 LFUNC[1:0] Flow State Logic Function.
00 A AND B
01 AORB
10 A XORB
11 IAAND B
Since the flow logic decision can be based on the output being a ‘1’ or a ‘0’, NAND, NOR, XNOR and
I(!A AND B) operations can be achieved as well. Note that !(!A AND B) is the same as (A OR B).
5:3 TERMA[2:0] Flow State Logic Function Arguments.
2:0 TERMBJ2:0] 0 RDYI[O0]
1 RDY[1]
2 RDY[2]
3 RDYI[3]
4 RDY[4]
5 RDY][5] or TC-Expiration (depending on GPIF_READYCFG.5)
6 FIFO Flag (PF, EF, or FF depending on GPIF_EPxFLGSEL)
7 8051 RDY (GPIF_READYCFG.7)
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15.13.9 FLOWEQxCTL

GPIF Flow Logic CTL Output Drive Registers

FLOWEQOCTL E6C8
b7 b6 b5 b4 b3 b2 b1 b0
CTLOE3 CTLOE2 CTLOE1/CTL5 | CTLOEO/CTL4 CTL3 CTL2 CTL1 CTLO
RwW RW RwW RW RW RwW RW RwW
0 0 0 0 0 0 0 0
FLOWEQ1CTL E6C9
b7 b6 b5 b4 b3 b2 b1 b0
CTLOE3 CTLOE2 CTLOE1/CTL5 | CTLOEO/CTL4 CTL3 CTL2 CTL1 CTLO
RwW RW RwW RW RW RwW RW RwW
0 0 0 0 0 0 0 0

FLOWEQOCTL defines the state of the CTL5:0 pins when the output of the flow logic equals zero; FLOWEQ1CTL defines the
state when the logic output equals one. During a flow state, the CTL opcode in the waveform descriptor is completely ignored
and the behavior of the CTL[5:0] pins are defined by these two registers instead.

Bit Name Description

CTLOEXx If TRICTL = 1, CTL5:4 are unused and CTLOES3:0 specifies whether the corresponding CTL3:0 out-
put signals are tri-stated.
0 Tri-state CTLx
1 Drive CTLx

CTLx Specifies the state to set each CTLx signal to during this entire State.

(continued on next page)

342

1 High level
If the CTLx bit in the GPIFCTLCFG register is set to ‘1’, the output driver is an open drain.
If the CTLx bit in the GPIFCTLCFG register is set to ‘0’, the output driver is driven to CMOS levels.

0 Low level
Defined by FLOWEQxCTL and these bits, instead:

TRICTL (GPIFCTLCFG.7), as described in section 10.2.3.1 Control Output Modes on page 124.
GPIFCTLCFG[5:0].

The combination of these bits defines CTL5:0 during a Flow State as follows:

B If TRICTL is ‘0’, FLOWEQxCTL[5:0] directly represent the output states of CTL5:0 during the
Flow State. The GPIFCTLCFG[5:0] bits determine whether the CTL5:0 outputs are CMOS or
open drain: If GPIFCTLCFG.x = 0, CTLx is CMOS; if GPIFCTLCFG.x = 1, CTLx is open drain.

B If TRICTL is ‘1", FLOWEQxCTL[7:4] are the output enables for the CTL[3:0] signals, and
FLOWEQxCTL[3:0] are the output values for CTL[3:0]. CTL4 and CTL5 are unavailable in this
mode.
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FLOWEQxCTL

15.13.9 FLOWEQxCTL (continued)
Drive Type
TRICTL %?,’t';'&' Output State (0 = CMOS, Output Enable
1 = Open-Drain)

CTLO FLOWEQxXCTL.0 GPIFCTLCFG.0
cTL1 FLOWEQxXCTL.1 GPIFCTLCFG.0

. CTL2 FLOWEQxXCTL.2 GPIFCTLCFG.0 :‘é?l_ Outputs are always
CTL3 FLOWEQxXCTL.3 GPIFCTLCFG.0 enabled when TRIGTL = 0)
CTL4 FLOWEQxXCTL.4 GPIFCTLCFG.0
CTL5 FLOWEQxXCTL.5 GPIFCTLCFG.0
CTLO FLOWEQxXCTL.0 NA FLOWEQxCTL.4
cTL1 FLOWEQxCTL.1 (CTL Outputs are always | FLOWEQXCTL.5

1 CTL2 FLOWEQxCTL.2 hos ;L:t:‘t:;:z e FLOWEQXCTL.6
CTL3 FLOWEQxCTL.3 FLOWEQxXCTL.7
CTL4 N/A
CTL5 (CTL4 and CTL5 are not available when TRICTL = 1)
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15.13.10 FLOWSTB

GPIF Flow Master Strobe Register
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FLOWSTB E6CB
b7 b6 b5 b4 b3 b2 b1 b0
SLAVE RDYASYNC CTLTOGL SUSTAIN 0 MSTBI[2:0]
RwW RW RwW RW R RwW RW RwW
0 0 1 0 0 0 0 0

Based on suggested FLOW_LOGIC settings.

This register defines the Master strobe that causes data to be read or written during a flow state.

For transactions where GPIF is the slave on the bus, the Master strobe is one of the RDY[5:0] pins. This includes external
masters that can either write data into GPIF (for example, UDMA IN) or read data out of GPIF.

For transactions where GPIF is the master on the bus, the Master strobe is one of the CTL[5:0] pins. This includes cases
where the GPIF writes data out to a slave (for example, UDMA OUT) or reads data from a slave.

Bit

Name

Description

2:0

344

SLAVE

RDYASYNC

CTLTOGL

SUSTAIN

MSTB[2:0]

0 GPIF is the master of the bus transaction. This means that one of the CTL[5:0] pins is the
Master strobe and the particular one is selected by MSTB[2:0].

1 GPIF is the slave of the bus transaction. This means that one of the RDY[5:0] pins is the
Master strobe and the particular one is selected by MSTB[2:0].

If SLAVE is ‘0’ then this bit is ignored, otherwise:

0 Master strobe (which is a RDY pin in this case) is synchronous to IFCLK.
1 Master strobe (which is a RDY pin in this case) is asynchronous to IFCLK.

If SLAVE is ‘1’ then this bit is ignored. Otherwise, this bit defines which state of the flow logic (see
FLOWLOGIC) causes Master strobe (which is a CTL pin in this case) to toggle. For example, if this bit
is set to ‘1", then if the output of the flow logic equals ‘1’ then Master strobe toggles causing data to
flow on the bus. If in the same example the output of the flow logic equals ‘0’ then Master strobe
freezes causing data flow to halt on the bus.

If SLAVE is ‘1’ then this bit is ignored. Upon exiting a flow state in which SLAVE is ‘0’, Master strobe
(which is a CTL pin in this case) normally goes back to adhering to the CTL opcodes defined in the
waveform descriptor.

If SLAVE is ‘0’ then these bits select which CTL[5:0] pin is the Master strobe. If SLAVE is ‘1’ then
these bits select which RDY[5:0] pin is the Master strobe.
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15.13.11 FLOWHOLDOFF

GPIF Flow Holdoff Register

FLOWHOLDOFF

FLOWHOLDOFF E6CA
b7 b6 | b5 b4 b3 b2 b1 | b0
HOPERIODI[3:0] HOSTATE HOCTL[2:0]
RW RW RW RW RW RW RW RW
0 0 0 1 0 0 1 0

For flow state transactions that meet the following criteria:
1. The interface is asynchronous.
GPIF is acting like a slave (FLOWSTB.SLAVE = 1), and thus Master strobe is a RDY pin.

1
2. Data is being written into the GPIF.
3. The rate at which data is being written in exceeds 96 MB/s for a word wide data bus or 48 MB/s for a byte wide data bus.

Bit Name Description

7:4 HOPERIOD[3:0] Defines how many IFCLK cycles to assert not ready (HOCTL) to the external master in order to allow
the synchronization interface to catch up.

3 HOSTATE Defines what the state of the HOCTL signal should be in to assert not ready.

2:0 HOCTL[2:0] Defines which of the six CTL[5:0] pins is the HOCTL signal that asserts not ready to the external mas-
ter when the synchronization detects a potential overflow coming. It should coincide with the CTL[5:0]
pin that is picked as the ‘not ready’ signal for the (macro-level) endpoint FIFO overflow protection.
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15.13.12 FLOWSTBEDGE

GPIF Flow Master Strobe Edge Register
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FLOWSTBEDGE E6CC
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 FALLING RISING
R R R R R R/W RwW
0 0 0 0 0 0 0 1

This register defines whether the Master strobe (see FLOWSTB) causes data to read or write on the falling edge, the rising
edge, or both (double edge).

Bit Name Description
1 FALLING 0 Data is not transferred on the falling edge of Master strobe
1 Data is transferred on the falling edge of Master strobe
0 RISING 0 Data is not transferred on the rising edge of Master strobe
1 Data is transferred on the rising edge of Master strobe
To cause data to transfer on both edges of Master strobe, set both bits to ‘1"
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15.13.13 FLOWSTBHPERIOD

GPIF Flow Master Strobe Half Period Register

FLOWSTBHPERIOD

FLOWSTBHPERIOD E6CD
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 Do
RW RwW RW RwW RwW RW RwW RW
0 0 0 0 0 0 1 0

If the flow state is such that the GPIF is the master on the bus (FLOWSTB.SLAVE = 0) then Master strobe is one of the
CTL[5:0] pins (see FLOWSTB). While in the flow state, if the flow logic (see FLOWLOGIC) evaluates in such a way that Mas-

ter strobe toggles (see FLOWSTB.CTLTOGL), then this register defines the frequency at which it toggles.

More precisely, this register defines the half period of the Master strobe toggling frequency. Furthermore, to give the user a
high degree of resolution this Master strobe, half period is defined in terms of half IFCLK periods. Therefore, if IFCLK is run-
ning at 48 MHz, this gives a resolution of 10.4 ns.

Bit Name

Description

7:0 D[7:0]
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Master Strobe Half-Period.

Number of half IFCLK periods that define the half period of Master strobe (if it is a CTL pin). The value
must be at least ‘2’, meaning that the minimum half period for Master strobe is one full IFCLK cycle.
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15.13.14 GPIFHOLDAMOUNT

GPIF Hold Amount Register

GPIFHOLDAMOUNT E60C
b7 b6 b5 b4 b3 b2 b1 | b0
0 0 0 0 0 0 HOLDTIME[1:0]
R R R R R RW RwW
0 0 0 0 0 0 0 0

For any transaction where the GPIF writes data onto FD[15:0], this register determines how long the data is held. Valid
choices are 0, ¥z or 1 IFCLK cycle. This register applies to any data written by the GPIF to FD[15:0], whether through a flow
state or not.

For non-flow states, the hold amount is really just a delay of the normal (non-held) presentation of FD[15:0] by the amount
specified in HOLDTIME[1:0].

For flow states in which the GPIF is the master on the bus (FLOWSTB.SLAVE = 0), the hold amount is with respect to the
activating edge (see FLOW_MASTERSTB_EDGE) of Master strobe (which is a CTL pin in this case).

For flow states in which the GPIF is the slave on the bus (FLOWSTB.SLAVE = 1), the hold amount is really just a delay of the
normal (non-held) presentation of FD[15:0] by the amount specified in HOLDTIME[1:0] in reaction to the activating edge of
Master strobe (which is a RDY pin in this case). Note that the hold amount is NOT ‘directly with respect to’ the activating edge
of Master strobe in this case; it is with respect to when the data normally comes out in response to Master strobe including
any latency to synchronize Master strobe.

In all cases, the data is held for the desired amount even if the ensuing GPIF state calls for the data bus to be tri-stated. In
other words the FD[15:0] output enable is held by the same amount as the data itself.

Bit Name Description
1:0 HOLDTIME[1:0] GPIF Hold Time.
00 0 IFCLK cycles
01 % IFCLK cycle
10 1 IFCLK cycle
1 Reserved
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15.13.15 GPIFTCBx

GPIF Transaction Count Byte Registers

GPIFTCB3 GPIF Transaction Count Byte 3 E6CE
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
TC31 TC30 TC29 TC28 TC27 TC26 TC25 TC24
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
GPIFTCB2 GPIF Transaction Count Byte 2 E6CF
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
TC23 TC22 TC21 TC20 TC19 TC18 TC17 TC16
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
GPIFTCB1 GPIF Transaction Count Byte 1 E6DO0
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
TC15 TC14 TC13 TC12 TC11 TC10 TC9 TC8
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
GPIFTCBO GPIF Transaction Count Byte 0 E6D1
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
TC7 TC6 TC5 TC4 TC3 TC2 TC1 TCO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 1
Bit Name Description
31:0 TC31:0 GPIF Transaction Count.

Note Registers GPIFTCB3, GPIFTCB2, GPIFTCB1, and GPIFTCBO represent the live update of GPIF transactions.
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15.13.16 EPxGPIFFLGSEL

Endpoint 2, 4, 6, 8 GPIF Flag Select Registers

EP2GPIFFLGSEL Endpoint 2 GPIF Flag Select E6D2
see Section 15.15
EP4GPIFFLGSEL Endpoint 4 GPIF Flag Select E6DA
see Section 15.15
EP6GPIFFLGSEL Endpoint 6 GPIF Flag Select E6E2
see Section 15.15
EP8GPIFFLGSEL Endpoint 8 GPIF Flag Select E6EA
see Section 15.15
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 FS1 FSO
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
1:0 FS[1:0] GPIF Flag Select.
00 Programmable
01 Empty
10 Full
11 Reserved
Only one FIFO flag at a time may be made available to the GPIF as a control input. The FS1:FSO0 bits
select which flag is made available.
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15.13.17 EPxGPIFPFSTOP

Endpoint 2, 4, 6, and 8 GPIF Stop Transaction Registers

EP2GPIFPFSTOP Endpoint 2 GPIF Stop Transaction E6D3
EP4GPIFPFSTOP Endpoint 4 GPIF Stop Transaction E6DB
EP6GPIFPFSTOP Endpoint 6 GPIF Stop Transaction E6E3
EP8GPIFPFSTOP Endpoint 8 GPIF Stop Transaction EG6EB
b7 b6 b5 b4 b3 b2 b1 b0
0 0 0 0 0 0 0 FIFO[2,4,6,8]FLAG
R/W R/W R/W R/W R/W R/W R/W R/W
0 0 0 0 0 0 0 0
Bit Name Description
0 EP[2,4,6,8]PF Stop on Endpoint Programmable Flag.
1 GPIF transitions to ‘DONE’ state when the flag selected by EPxGPIFFLGSEL is asserted.
0 When transaction count has been met.
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15.13.18 EPxGPIFTRIG

Endpoint 2, 4, 6, and 8 Slave FIFO GPIF Trigger Registers

EP2GPIFTRIG
see Section 15.15

EP4GPIFTRIG
see Section 15.15
EP6GPIFTRIG
see Section 15.15

EP8GPIFTRIG
see Section 15.15

Endpoint 2 Slave FIFO GPIF Trigger E6D4

Endpoint 4 Slave FIFO GPIF Trigger E6DC

Endpoint 6 Slave FIFO GPIF Trigger E6E4

Endpoint 8 Slave FIFO GPIF Trigger E6EC

b7

b6

b5

b4

b3

b2

b1

b0

X

X

X

X

W

S| x

W

S| x

X

X

X

X

X

X

Write OxFF to this register to initiate a GPIF write. Read from this register to initiate a GPIF read.
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15.13.19 XGPIFSGLDATH

GPIF Data High (16 Bit Mode) Register

XGPIFSGLDATH GPIF Data HIGH (16 Bit Mode) E6FO0

b7 b6 b5 b4 b3 b2 b1 b0

D15 D14 D13 D12 D11 D10 D9 D8

R/W R/W R/W R/W R/W R/W R/W R/W

X X X X X X X X
Bit Name Description
7:0 D[15:8] GPIF Data High.
Contains the data written to or read from the FD[15:8] (PORTD) pins using the GPIF waveform.
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XGPIFSGLDATL

15.13.20 XGPIFSGLDATL

Read/Write GPIF Data Low and Trigger Transaction Register

XGPIFSGLDATLX Read/Write GPIF Data Low and Trigger Transaction E6F1
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 D[7:0] GPIF Data Low /Trigger GPIF Transaction.
Contains the data written to or read from the FD[7:0] (PORTB) pins. Reading or writing low-byte trig-
gers a GPIF transaction.
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15.13.21 XGPIFSGLDATLNOX

Read GPIF Data Low, No Transaction Trigger Register

XGPIFSGLDATLNOX

XGPIFSGLDATLNOX Read GPIF Data Low, No Transaction Trigger E6F2
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R R R R R R R R
X X X X X X X X
Bit Name Description
7:0 D[7:0] GPIF Data Low / Do Not Trigger GPIF Transaction.
Contains the data written to or read from the FD[7:0] (PORTB) pins. Read or write low byte does not
trigger GPIF transaction.
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15.13.22 GPIFREADYCFG

GPIF RDY Pin Configuration Register

GPIFREADYCFG GPIF RDY Pin Configuration E6F3
b7 b6 b5 b4 b3 b2 b1 b0
INTRDY SAS TCXRDY5 0 0 0 0 0
R/IW R/W R/W R R R R R
0 0 0 0 0 0 0 0
Bit Name Description
7 INTRDY Force Ready Condition.
Internal RDY. Functions as a sixth RDY input, controlled by the firmware instead of a RDY pin.
6 SAS RDY Signal Connection to GPIF Input Logic.
Synchronous/Asynchronous RDY signals. This bit controls how the RDY signals connect to the GPIF
input logic.
If the internal IFCLK is used to clock the GPIF, the RDY signals can make transitions in an asynchro-
nous manner, i.e. not referenced to the internal clock. Setting SAS=0 causes the RDY inputs to pass
through two flip-flops for synchronization purposes.
If the RDY signals are synchronized to IFCLK, and obey the setup and hold times with respect to this
clock, the user can set SAS=1, which causes the RDY signals to pass through a single flip flop.
5 TCXRDY5 TC Expiration Replaces RDY5.

356

To use the transaction count expiration signal as a ready input to a waveform, set this bit to ‘1". Set-
ting this bit takes the place of the pin RDY5 in the decision point of the waveform. The default value of
the bit is zero (in other words, the RDY5 from the pin prevails).
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15.13.23 GPIFREADYSTAT

GPIF RDY Pin Status Register

GPIFREADYSTAT

GPIFREADYSTAT GPIF RDY Pin Status E6F4
b7 b6 b5 b4 b3 b2 b1 b0
0 0 RDY5 RDY4 RDY3 RDY2 RDY1 RDYO
R R R R R R R R
0 0 X X X X X X

Bit Name Description

Bit 5-0 RDY5:0 Current State of Ready Pins.

RDYx. Instantaneous states of the RDY pins. The current state of the RDY[5:0] pins, sampled at each
rising edge of the GPIF clock.
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GPIFABORT

=¥ CYPRESS
15.13.24 GPIFABORT
Abort GPIF Cycles Register
GPIFABORT Abort GPIF E6F5
b7 b6 b5 b4 b3 b2 b1 b0
X X X X X X X X
W W
X X X X X X X
Write OxFF to immediately abort a GPIF transaction and transition to the Idle State.
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15.14 Endpoint Buffers

EPOBUF

15.14.1 EPOBUF
EPO IN-OUT Buffer Register
EPOBUF EPO IN/OUT Buffer E740-E77F
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 D[7:0] EPO Data.
EPO Data buffer (IN/OUT). 64 bytes.
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EP1OUTBUF

15.14.2 EP10OUTBUF

CYPRESS

=7
Endpoint 1-OUT Buffer Register
EP10UTBUF EP1-OUT Buffer E780-E7BF
b7 b6 b5 b4 b3 b2 b1 bo
D7 D6 D5 D4 D3 D2 D1 DO
RIW RIW RIW RIW RIW RIW RIW RIW
X X X X X X
Name Description
D[7:0] EP1-Out Data.
EP1-Out Data buffer. 64 bytes.
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EP1INBUF

15.14.3 EP1INBUF
Endpoint 1-IN Buffer Register
EP1INBUF EP1-IN Buffer E7CO0-E7FF
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W RIW R/W R/W
X X X X X X X X
Bit Name Description
7:0 D[7:0] EP1-IN Buffer.
EP1-IN Data buffer. 64 bytes.
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EP2FIFOBUF

15.14.4 EP2FIFOBUF

=2 CYPRESS
Endpoint 2/Slave FIFO Buffer Register
EP2FIFOBUF 512/1024-byte EP2/Slave FIFO Buffer F000-F3FF
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 D[7:]0 EP2 Data.
512/1024-byte EP2 buffer.
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15.14.5 EP4FIFOBUF

EP4FIFOBUF

512-byte Endpoint 4/Slave FIFO Buffer Register

EP4FIFOBUF

512-byte EP4/Slave FIFO Buffer F400-F5FF

b7 b6 b5 b4 b3 b2 b1 b0

D7 D6 D5 D4 D3 D2 D1 DO

R/W R/W R/W R/W R/W RIW R/W R/W

X X X X X X X X

Bit Name Description
7:0 D[7:0] EP4 Data.
512 byte EP4 buffer.
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EP6FIFOBUF

15.14.6 EPG6FIFOBUF

CYPRESS

512/1024-byte Endpoint 6/Slave FIFO Buffer Register
EP6FIFOBUF 512/1024-byte EP6/Slave FIFO Buffer F800-FBFF
b7 b6 b5 b4 b3 b2 b1 b0
D7 D6 D5 D4 D3 D2 D1 DO
R/W R/W R/W R/W R/W R/W R/W R/W
X X X X X X X X
Bit Name Description
7:0 D[7:0] EP6 Data.
512/1024 byte EP6 buffer.
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15.14.7 EPSFIFOBUF

EP8FIFOBUF

512-byte Endpoint 8/Slave FIFO Buffer Register

EP8FIFOBUF

512-byte EP8/Slave FIFO Buffer FC00-FDFF

b7 b6 b5 b4 b3 b2 b1 b0

D7 D6 D5 D4 D3 D2 D1 DO

R/W R/W R/W R/W R/W RIW R/W R/W

X X X X X X X X

Bit Name Description
7:0 D[7:0] EP8 Data.
512 byte EP8 buffer.
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15.15 Synchronization Delay

Under certain conditions, some read and write accesses to EZ-USB registers must be separated by a synchronization delay.
The delay is necessary only under the following conditions:

m  Between a write to any register in the 0OXE600-OxEGFF range and a write to one of the registers in Table 15-6.
m Between a write to one of the registers in Table 15-6 and a read from any register in the OXE600-OXEGFF range.

Table 15-6. Registers that Require a Synchronization Delay:

FIFORESET FIFOPINPOLAR ECCCFG
INPKTEND EPxBCH:L ECCRESET
EPxFIFOPFH:L EPXAUTOINLENH:L ECC1B0
EPxFIFOCFG EPxGPIFFLGSEL ECC1B1
PINFLAGSAB PINFLAGSCD ECC1B2
EPxFIFOIE EPxFIFOIRQ ECC2B0
GPIFIE GPIFIRQ ECC2B1
UDMACRCH:L GPIFADRH:L ECC2B2
GPIFTRIG EPxGPIFTRIG

OUTPKTEND REVCTL

GPIFTCB3 GPIFTCB2

GPIFTCB1 GPIFTCBO

The minimum delay length is a function of the IFCLK and CLKOUT (CPU Clock) frequencies, and is determined by the equa-
tion:

Note Equation 1
[nlmeans “round n upward”

MmmmmSwwa%gm(TUcwks={ljx(IHXKPamd +0]

CLKOUT Period

The required delay length is smallest when the CPU is running at its slowest speed (12 MHz, 83.2 ns/cycle) and IFCLK is run-
ning at its fastest speed (48 MHz, 20.8 ns/cycle). Under those conditions, the minimum required delay is:

{1.5x(§2—'§+ 1” = [1.5x(1.25)] = [1.8757 = 2 CPU Cycles Equation 2

The longest delay is required when the CPU is running at its fastest speed (48MHz, 20.8 ns/cycle) and IFCLK is running
much slower (e.g., 5.2 MHz, 192 ns/cycle):

{1.5 x (% + 1)] = [1.5%(10.23)] = [153] = 16 CPU Cycles Equation 3
The most typical EZ-USB configuration, IFCLK and CLKOUT both running at 48 MHz, requires a minimum delay of:
1.5 (% + 1) = [15x%(2)] = [3] = 3 CPU Cycles Equation 4
20.8
The Frameworks firmware supplied with the EZ-USB Development Kit includes a macro, called SYNCDELAY, which imple-

ments the synchronization delay. The macro is in the file fx2sdly.h.

These delay cycles are in addition to the two clocks used by the MOVX instruction.
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Appendix A. Descriptors for Full-Speed Mode

Table A-1 through Table A-25 show the descriptor data built into the EZ-USB logic. The tables are presented in the order that
the bytes are stored.

Table A-1. Default USB Device Descriptor

Offset Field Description Value
0 bLength Length of this Descriptor = 18 bytes 12h
1 bDescriptorType Descriptor Type = Device 01h
2 bcdUSB (L) USB Specification Version 2.00 (L) 00h
3 bcdUSB (H) USB Specification Version 2.00 (H) 02h
4 bDeviceClass Device Class (FF is Vendor Specific) FFh
5 bDeviceSubClass Device Sub-class (FF is Vendor Specific) FFh
6 bDeviceProtocol Device Protocol (FF is Vendor Specific) FFh
7 bMaxPacketSize0 Maximum Packet Size for EPO = 64 bytes 40h
8 idVendor (L) Vendor ID (L)  Cypress Semi = 04B4H B4h
9 idVendor (H) Vendor ID (H) 04h
10 idProduct (L) Product ID (L) FX2LP = 8613H, FX1 = 6473H 13h
11 idProduct (H) Product ID (H) 86h
12 bcdDevice (L) Device Release Number (BCD,L) (see individual data sheet) xxh
13 bcdDevice (H) Device Release Number (BCD,H) (see individual data sheet) xxh
14 iManufacturer Manufacturer Index String = None 00h
15 iProduct Product Index String = None 00h
16 iSerialNumber Serial number Index String = None 00h
17 bNumConfigurations Number of Configurations in this Interface = 1 01h

The Device Descriptor specifies a MaxPacketSize of 64 bytes for endpoint 0, contains Cypress Semiconductor Vendor, Prod-
uct and Release Number IDs, and uses no string indices. Release Number IDs (XX and YY) are found in individual Cypress
Semiconductor data sheets. The EZ-USB logic returns this information response to a Get_Descriptor/Device host request.
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Descriptors for Full-Speed Mode

Table A-2. Device Qualifier

CYPRESS

PERFORM

Offset Field Description Value
0 bLength Length of this Descriptor = 10 bytes 0Ah
1 bDescriptorType Descriptor Type = Device Qualifier 06h
2 bcdUSB (L) USB Specification Version 2.00 (L) 00h
3 bcdUSB (H) USB Specification Version 2.00 (H) 02h
4 bDeviceClass Device Class (FF is Vendor Specific) FFh
5 bDeviceSubClass Device Sub-class (FF is Vendor Specific) FFh
6 bDeviceProtocol Device Protocol (FF is Vendor Specific) FFh
7 bMaxPacketSize0 Maximum Packet Size for other speed = 64 bytes 40h
8 bNumConfigurations Number of other Configurations = 1 01h
9 bReserved Must be set to zero 00h

Table A-3. USB Default Configuration Descriptor

Offset Field Description Value
0 bLength Length of this Descriptor = 9 bytes 09h
1 bDescriptorType Descriptor Type = Configuration 02h
2 wTotalLength (L) Total Length (L) Including Interface and Endpoint Descriptors (171 total) ABh
3 wTotalLength (H) Total Length (H) 00h
4 bNumlInterfaces Number of Interfaces in this Configuration 01h
5 bConfigurationValue Configuration Value Used by Set_Configuration Request to Select this interface 01h
6 iConfiguration Index of String Describing this Configuration = None 00h
7 bmAttributes Attributes - Bus Powered, No Wakeup 80h
8 MaxPower Maximum Power - 100 mA 32h

The configuration descriptor includes a total length field (offset 2-3) that encompasses all interface and endpoint descriptors
that follow the configuration descriptor. This configuration describes a single interface (offset 4). The host selects this configu-
ration by issuing a Set_Configuration requests specifying configuration #1 (offset 5).

Table A-4. USB Default Interface 0, Alternate Setting 0

Offset Field Description Value
0 bLength Length of the Interface Descriptor 09h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 0 00h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0) = 0 00h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
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Table A-5. USB Default Interface 0, Alternate Setting 1

Descriptors for Full-Speed Mode

Offset Field Description Value
0 bLength Length of this Interface Descriptor 0%h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 1 01h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0) = 6 06h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
Table A-6. Endpoint Descriptor (EP1 out)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint direction (1 is in) and address = OUT1 01h
3 bmAttributes XFR Type = Bulk 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for ISO) 00h
Table A-7. Endpoint Descriptor (EP1 in)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN1 81h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table A-8. Endpoint Descriptor (EP2)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT2 02h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
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Descriptors for Full-Speed Mode

Table A-9. Endpoint Descriptor (EP4)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT4 04h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table A-10. Endpoint Descriptor (EP6)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN6 86h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table A-11. Endpoint Descriptor (EP8)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN8 88h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table A-12. Interface Descriptor (Alt. Setting 2)
Offset Field Description Value
0 bLength Length of the Interface Descriptor 09h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 2 02h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0) = 6 06h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
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Table A-13. Endpoint Descriptor (EP1 out)

Descriptors for Full-Speed Mode

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT1 01h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 0Ah
Table A-14. Endpoint Descriptor (EP1 in)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN1 81h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 0Ah
Table A-15. Endpoint Descriptor (EP2)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT2 02h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 0Ah
Table A-16. Endpoint Descriptor (EP4)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT4 04h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
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Descriptors for Full-Speed Mode

Table A-17. Endpoint Descriptor (EP6)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN6 86h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 0Ah

Table A-18. Endpoint Descriptor (EP8)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN8 88h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h

Table A-19. Interface Descriptor (Alt. Setting 3)

Offset Field Description Value
0 bLength Length of the Interface Descriptor 09h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 3 03h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0) = 6 06h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
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Table A-20. Endpoint Descriptor (EP1 out)

Descriptors for Full-Speed Mode

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT1 01h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 0Ah
Table A-21. Endpoint Descriptor (EP1 in)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN1 81h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 0Ah
Table A-22. Endpoint Descriptor (EP2)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT2 02h
3 bmAttributes XFR Type = ISO, No Synchronization, Data endpoint 01h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
Table A-23. Endpoint Descriptor (EP4)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT4 04h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
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Descriptors for Full-Speed Mode

Table A-24. Endpoint Descriptor (EP6)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN6 86h
3 bmAttributes XFR Type = I1SO, No Synchronization, Data Endpoint 01h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h

Table A-25. Endpoint Descriptor (EP8)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN8 88h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
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Appendix B. Descriptors for High-Speed Mode

Table B-1 through Table B-25 show the descriptor data built into the FX2LP logic. The tables are presented in the order that
the bytes are stored.

Table B-1. Device Descriptor

Offset Field Description Value
0 bLength Length of this Descriptor = 18 bytes 12h
1 bDescriptorType Descriptor Type = Device 01h
2 bcdUSB (L) USB Specification Version 2.00 (L) 00h
3 bcdUSB (H) USB Specification Version 2.00 (H) 02h
4 bDeviceClass Device Class (FF is Vendor-Specific) FFh
5 bDeviceSubClass Device Sub-class (FF is Vendor-Specific) FFh
6 bDeviceProtocol Device Protocol (FF is Vendor-Specific) FFh
7 bMaxPacketSize0 Maximum Packet Size for EPO = 63 bytes 40h
8 idVendor (L) Vendor ID (L)  Cypress Semi = 04B4H B4h
9 idVendor (H) Vendor ID (H) 04h
10 idProduct (L) Product ID (L) FX2LP = 8613H 13h
11 idProduct (H) Product ID (H) 86h
12 bcdDevice (L) Device Release Number (BCD,L) (see individual data sheet) xxh
13 bcdDevice (H) Device Release Number (BCD,H) (see individual data sheet) xxh
14 iManufacturer Manufacturer Index String = None 00h
15 iProduct Product Index String = None 00h
16 iSerialNumber Serial Number Index String = None 00h
17 bNumConfigurations Number of Configurations in this Interface = 1 01h

The Device Descriptor specifies a MaxPacketSize of 64 bytes for endpoint 0, contains Cypress Semiconductor Vendor, Prod-
uct and Release Number IDs, and uses no string indices. Release Number IDs (XX and YY) are found in individual Cypress
Semiconductor data sheets. The FX2LP logic returns this information response to a Get_Descriptor/Device host request.

Table B-2. Device Qualifier

Offset Field Description Value
0 bLength Length of this Descriptor = 10 bytes 0Ah
1 bDescriptorType Descriptor Type = Device Qualifier 06h
2 bcdUSB (L) USB Specification Version 2.00 (L) 00h
3 bcdUSB (H) USB Specification Version 2.00 (H) 02h
4 bDeviceClass Device Class (FF is vendor specific) FFh
5 bDeviceSubClass Device Sub-class (FF is vendor specific) FFh
6 bDeviceProtocol Device Protocol (FF is vendor specific) FFh
7 bMaxPacketSize0 Maximum Packet Size for other speed = 64 bytes 40h
8 bNumConfigurations Number of other Configurations = 1 01h
9 bReserved Must be set to Zero 00h
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Table B-3. Configuration Descriptor

Offset Field Description Value
0 bLength Length of this Descriptor = 9 bytes 0%h
1 bDescriptorType Descriptor Type = Configuration 02h
2 wTotalLength (L) Total length (L) including Interface and Endpoint descriptors (171 total) ABh
3 wTotalLength (H) Total Length (H) 00h
4 bNumlinterfaces Number of Interfaces in this Configuration 01h
5 bConfigurationValue Configuration value used by Set_Configuration Request to select this interface 01h
6 iConfiguration Index of String Describing this Configuration = None 00h
7 bmAttributes Attributes - Bus Powered, No Wakeup 80h
8 MaxPower Maximum Power - 100 mA 32h

Table B-4. Interface Descriptor (Alt. Setting 0)

Offset Field Description Value
0 bLength Length of the Interface Descriptor 09h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 0 00h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0) = 0 00h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h

Table B-5. Interface Descriptor (Alt. Setting 1)

Offset Field Description Value
0 bLength Length of the Interface Descriptor 0%h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 1 01h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0O) = 6 06h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
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Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT1 01h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-7. Endpoint Descriptor (EP1 in)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN1 81h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-8. Endpoint Descriptor (EP2)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT2 02h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-9. Endpoint Descriptor (EP4)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT4 04h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
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Table B-10. Endpoint Descriptor (EP6)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN6 86h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-11. Endpoint Descriptor (EP8)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN8 88h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-12. Interface Descriptor (Alt. Setting 2)
Offset Field Description Value
0 bLength Length of the Interface Descriptor 0%h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 2 02h
4 bNumEndpoints Number of endpoints in this interface (not counting EPO) = 6 06h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
Table B-13. Endpoint Descriptor (EP1 out)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT1 01h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
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Table B-14. Endpoint Descriptor (EP1 in)
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Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN1 81h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
Table B-15. Endpoint Descriptor (EP2)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT2 02h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
Table B-16. Endpoint Descriptor (EP4)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT4 04h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-17. Endpoint Descriptor (EP6)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN6 86h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
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Table B-18. Endpoint Descriptor (EP8)

Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN8 88h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-19. Interface Descriptor (Alt. Setting 3)
Offset Field Description Value
0 bLength Length of the Interface Descriptor 0%h
1 bDescriptorType Descriptor Type = Interface 04h
2 binterfaceNumber Zero based index of this interface = 0 00h
3 bAlternateSetting Alternate Setting Value = 3 03h
4 bNumEndpoints Number of endpoints in this interface (not counting EP0O) = 6 06h
5 binterfaceClass Interface Class = Vendor Specific FFh
6 binterfaceSubClass Interface Sub-class = Vendor Specific FFh
7 binterfaceProtocol Interface Protocol = Vendor Specific FFh
8 ilnterface Index to string descriptor for this interface = None 00h
Table B-20. Endpoint Descriptor (EP1 out)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT1 01h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
Table B-21. Endpoint Descriptor (EP1 in)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN1 81h
3 bmAttributes XFR Type = INT 03h
4 wMaxPacketSize (L) Maximum Packet Size = 64 bytes 40h
5 WMaxPacketSize (H) Maximum Packet Size - High 00h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
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Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT2 02h
3 bmAttributes XFR Type = I1SO, No Synchronization, Data endpoint 01h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
Table B-23. Endpoint Descriptor (EP4)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = OUT4 04h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
Table B-24. Endpoint Descriptor (EP6)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN6 86h
3 bmAttributes XFR Type = ISO, No Synchronization, Data endpoint 01h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 01h
Table B-25. Endpoint Descriptor (EP8)
Offset Field Description Value
0 bLength Length of this Endpoint Descriptor 07h
1 bDescriptorType Descriptor Type = Endpoint 05h
2 bEndpointAddress Endpoint Direction (1 is in) and address = IN8 88h
3 bmAttributes XFR Type = BULK 02h
4 wMaxPacketSize (L) Maximum Packet Size = 512 bytes 00h
5 WMaxPacketSize (H) Maximum Packet Size - High 02h
6 binterval Polling Interval in Milliseconds (1 for iso) 00h
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Appendix C. Device Register Summary

The following table is a summary of all the device registers.

In the ‘b7-b0’ columns, bit positions that contain a ‘0’ or a ‘1’ cannot be written to and, when read, always return the value
shown (‘0’ or ‘1°). Bit positions that contain ‘-’ are available but unused.

The ‘Default’ column shows each register’s hard reset value (X’ indicates ‘undefined’).

The ‘Access’ column indicates each register’s read or write, or both accessibility.

EZ-USB® Technical Reference Manual, Document # 001-13670 Rev. *D 383

Exhibit 2031 - Page 383 of 402



. A9Y 0/9€1-100 # JUswndo( ‘lenuely Sdualsjay [edlUydd] @FGSN-Z3 8¢
qgu | 00000000 | Pd Yus N0 uAp 0 0 0 0 0 0 |0U0D UOISINGY dIyD)| 1LOA3Y| L | 9093
10000000
Jaquinu uoisiral diy S| VASY oM LM 48 €M M SN on LN uoisinay diyo)| ainad| + | voea
G1°Gl Uo)Oag 29S|
ybiy aAnoe=] ‘MO| 8AOE=0| G4qqqd | 00000000 EE| 43 HMIS ayi1s 3018 ANILNd 0 0 Ayejod suid soepBIU| 014 dABIS HV10dNIdO4Id| |+ | 6093
*a)el 3009
NdO Aue 1o pifea aje1 €T LHVN 300j0
0} sjndul Jawi} SapLusA0 ‘|, JI|  qgquuu | 00000000 | 0LYVNOET | LL¥VYNOET 0 0 0 0 0 0 2ouaJaal pajelaush Ajleussiul pneq Y0ET ogzLyvn| L | 8093
MY XXXXXXXX ov A% [4% £y Y SY 9v LY 7 Ssauppy julodyealg Jyaavdg| L | 2093
MY XXXXXXXX 8V 6Y oLY LY 454 €LY LV SIY H ssaippy julodyeaig Hydavdgl L | 9093
4qqquu | 00000000 0 N3dg 3SINdd9 | Mvadd 0 0 0 0 |0u0D Julodseaig 1dyvIydal L | 093
uoljelado |ewuou 0S|
91 0} 00XQ 93M UBY} “Jaquuinu 044
UM PD,HO TTVIVN SlIm usy) ‘siay
-suel) ||B MYN O} 08X0 S}lUIM ‘San|eA| G1'G| uoI}0ag 99s
}ineyap 0} spunod sAq pue sbeyy jog M XXXXXXXX 0d3 1d3 zd3 €d3 0 0 0 TIVIVN 9Je)s }neyep 0} SO4Id di0jsey 13s3y04id| L | v093
448d3 (LLLL ‘44943
0bbL ‘d4pdT 1L0LL 'dd 2d3 :00})
43843 :110} ‘43943
‘0101 ‘43Pd3 1100} ‘43 2d3 1000},
4d 8d3 11110 ‘4d9d3
‘0110 '4d¥d3 11010 '4d 2d3 10010
JMRW_JM_ F. _F NF_ m_@ m m_ﬁ_yw uoneinBy G1'G] UOI}Oag 89S
£q Pa10818S 014 10} 4d 000 MY 00000000 | 009V14 109V14 | 209vi1d | €09Vv1d | 0aovid 1aOV14 | 2d9V1d | €a9vild | -uoD uld dOV14 Pue DOV 14 Odlid dAelS| doSOVIdNId| L | €093
‘PEI4Q4I4d0D gV =X uoneln G1'G| uol}0ag 99s|
SIoUM [0 EXOVTd| MY 00000000 | OVOV1d LVYOV14 ZYOV14 £VOV14 099V14 199V Zg9v14 €g9V14  [Byuo) uid g9V 14 pue vOV 14 Ol dAe|S) avsSOV1dNId| | | 2093
(1o)sBW 1X0) OI- OAE[S L}
”n__n_o 10l ‘panssal :|Q|
‘spod :00 :[0: 119404l
[¢:0]3.L40d
uo [¢:0]131VLSO oAup:L :J1VLSO
apow snou|
o1youAs ul sjesado sQ |4 9Ae|S=0)
{9poW SNOUOIYDUASE)
ursjesado SO|4 OAE|S=]| :ONASY|
(uid 3704 uo) Asej
-0d 390J0 41d9/04I4 :10dNW 194
(uid 3704 uo) 8|qeus ind
-INO %0010 41d9/04Id :FOM 1041
ZHI 8v=1 ‘ZHIN 0£=0 :bauj %009
d1d9/0414 [eusa] :ZHINBOE|
|eulajul:l
(uid 37094I) [BUIBIXS:( :92INOS [QeEIE!
30010 J1dO/04Id :o¥SHTIO4I| MY 0000000} | 09404l 19404l 31V1SO ONASY | 10dX1041 | 30M104I | ZHWSY0E | O¥SMTO4I |dAels ‘J1dD ‘SHod) uoneinByuog aoepsjuj OI4ANOO4If L | 1093
1508 19581 0} L =53 1508|
uid 1NOMTD 8AUp 0} L =30M1D)
|eu
-Bis LNOMTO HaAUI 0} | =ANIM1D
X=11 ‘8¥=0L ‘¥2-10 ‘ZL=00
:paads 300[0 | 508=0:LAdSHTI
S9q0J}S|
#4M PUe #ay ajessusab J140d|
0} Sajum/speal 1L =g1SI.180d| 4999994 | 01000000 | S3¥LG08 | 3IOM1D ANIMIO | 0adSHM1D | LadsSy10 |91S0180d 0 0 SNjelS pue |04u09 NdO sondol L | 0093
NOILLYYNOIINOD TVHINID
paniasall gzl | 08%3
10313S4MIdD)
Aq 0} pajuiod / pajeroossy| MY XXXXXXXX 0Q 1a za £a j2¢} sa 9d .a ejep ¢ ‘Z ‘| ‘0 J0yduosaq uLojeABM HIdO Viva3anvm| 8zl | oova
S3IIOWBIA WI0JBABRM J1dD
S8JoN SS920Y Jnejeq 09 1q 29 €d ¥d sq 94 24 uonduasaq| aweN| azis | XaH
siayng pue sieisibey @4SN-z3 "L-O dlqeL
Arewwng J9)sibay
rroiill e Arewwng Ja)siBay a01Aa(]
SSHHdAD F&= : :

i —

Exhibit 2031 - Page 384 of 402



G8¢e

A. "ASY 029€L-100 # Juswno0Q ‘[enuejy soualsley |edluydsl @9sSnN-Z3

G1'G] UONo3g 2as|

MA 00000000 071d 11d Z21d €1d 1d G1d 91d 21d 7 yibuaT Jex0ed NIOLNY 8 julodpul INTINIOLNVY8dT| L 1293
G1°G| UoIOAS 23S
qq 01000000 81d 61d 0 0 0 0 0 0 H wbua 1e30ed NIOLNY 8 Jutodpus HN3INIOLNV8dT| | 9293
G1'Gl UoNoag 8ds|
MA 00000000 071d 11d Z21d €1d 1d G1d 91d 21d 7 yibuaT Jex0ed NIOLNY 9 Julodpul INTINIOLNYOdT| L G293
G1°G| UOORS 23S
NIOLNV| Qqqgtiu 01000000 81d 61d 0L7d 0 0 0 0 0 H wbua 1e30ed NIOLNY 9 Jutodpus HN3IINIOLNVOdT| | 293
10} pasn Ajuo siajsibal asay ‘G| UOI}09g 29S|
's9)Aq Xew g|G aAeY Ued g‘vd3 BUom 19508, uiodbu G1'Gl uondeg
‘s31Aq XeW 120} oney Ued 9z gl MY 00000000 01d Ld 21d €1d vid gid 91d 27d 1 ybua je30ed NIOLNY  Julodpus INTINIOLNYYdE| L | €293
“(YHOGXd3 W) GL'GL UoNoag 9as|
joxoed \c.w>w 10} 3unod SjAg)  qguLLL 01000000 81d 61d 0 0 0 0 0 0 H wbua 1e30ed NIOLNY ¥ Jutodpus HNIINIOLNVYdE| | 2293
€ Speo| 1508 ‘0=NIOLNY UBUAN G1°G| UORoog 605
"1=NIOLNY usym sjexoed yibua| 5 d .
-siU) 0JuI E)Ep O414-NI SOpIAIPp IS MY 00000000 071d 11d Z21d €1d vd G1d 97d 21d 1 YibuaT 19%9ed NIOLNYV ¢ julodpus, INTINIOLNVYed3| L 1293
4 4 “Sjox0ed N| Jo GL'G] UoROag 9as|
19s Ueo 'sjexoed 81Aq ZLG sINNeea|  qagiLL 01000000 81d 61d 0L7d 0 0 0 0 0 H wbua 1e30ed NIOLNY Z Jutodpus HN3INIOLNVZdT| | 0293
8:G1a4 se
ad sainbyuod 8109 ‘|L=s)q JAIM|
-Q¥OM 4noy 8y} Jo Aue §| - NI LM
uo pd ug| 018z
puss=| :9|gesip=0 :NINI10¥3Z|
add=ad
‘[2:0lq4=8d 1= ‘[51:8]a4=Ad
‘[2:0l04=8d :1=3AIMAHOM|
Juno2 83Aq Bunum Aq joxoed
NI ue sayojedsip 1.G08--0=NIOLNV]
NITINIOLNY|
-Xd3 Buisn ejep O-414-NI sayojed
-sip/seznexoed 31S--L =NIOLNY|
0414 LNO 3y} 0} ejep Juwod) panssall 0193
0} 41 sap1oap E%..?Soomu_ v LG} Uonoss 298|
N0 s ed sawooaq Ajeonewoine| #4999 _| 10100000 |3AIMAHOM 0 NINITO¥3Z| NIOLNY | LNOOLNV [ 1430 LANI 0 uoge.nByuod Ol aAels / g julodpul 94004d148d3[ |+ | al93
1o30ed 1 NO PIlEA--L=LNOOLNY] G1'Gl uonoag a9s|
Apes| quqgqqas 10100000 |3AIMAHOM 0 NIN31043Z| NIOLNY | LNOOLNVY 1d30 LINANI 0 uoneinbyuod O4l4 aAejs / 9 Jurodpusy 9400414943 | V193
3)Aq auo aAnoe sbej=| ‘|ewiou=Q) 15} Uonoag 998
: d B y
(1 snid Bey ALAW=0) k30| qugqqqas | 40100000 [3amarom| o |NiNTionzz| nioinv [ inooinv | ia30 LINANI 0 uoReINBYU0D 01 SABIS / ¥ JuIodpuST 540041473l 1 | 6103
3)Aq auo aAnoe sbejy=| ‘|ewiou=Q G1'G| uol}oag 29S|
(1 snuiw Bey 77N4 ul) LINANIE 949999as 10100000 |3AIMAHOM 0 NIN31043Z| NIOLNY | LNOOLNVY 1d30 LINANI 0 uoneinbyuod O4l4 dAejs / z Jurodpusy 9400414¢d3| | 8193
panesall g
(821040 Ajuo paus
F4Ng 81qnop z1S) NI MINg Hneyed|  1qgaq 00000111 0 0 0 0 03dAL L3dAL dida alva uopeinbyuog g Jurodpusy 9408d3| | G193
paJa)
-4Nng 3|gnop 21 NI ¥INg “Hnejdaj d9499qqqq | 0L000LLL 04Ng 14Ng 0 EVAS 03dAL LAdAL =1le} dlvA uoneinByuoy g jurodpuly 9409d3| | 7193
(8910y0 Ajuo paisayng
9|gnop z1.G) 1NO MING Inejeq| 414qqqq 00000101 0 0 0 0 03dAL L3dAL dida alva uopeinbyuoy ¢ Jurodpusy 940vd3| | €193
paJayng
9|qnop 1S LNO M1Ng Hnejed| 9949qqqq | 0L000L0L 04Ng 14Ng 0 EVASY 03dAL LAdAL =1le} dlvA uoneinByuoy g jurodpul 940¢d3| | 293
79 NI M1Ng neyag|  41qgiq 00000101 0 0 0 0 03dAL L3dAL 0 alva uoeinbyuo Ni-| Jurodpus 940NILd3| L 1193
9 LNO M1Ng Hnejeq|  Jiqauq 0000010} 0 0 0 0 03dAL LAdAL 0 dlvA uonenByuod 1 NO-1 Jutodpul 940LN0Ld3| | 0193
sohq
¥201 11=3ZIS ‘selkq Z1§ :0=3ZIS
edu}=| | ‘8|gnop=0},
‘[eBaj|i=10 ‘Penb=00 :0:14Ng
NI:L=1Ip|
-LNO:0=4p "INI=LL ‘W1Ng=01. NOILVHYNOIINOD LNIOdANT
‘'0SI=10 ‘[ebal|l = [0013dAL
panesall ¢
qQuiliu 00000000 [03NILATOH|LINILATOH 0 0 0 0 0 0 (ViNan 4oy) Wil pIoH 91SIN LINNOWVYATOH4HIdO| | 0093
YINAN
S3JON SS90y }nejaq 09 1q [4:] €q va <Sq 99 9 uonduosag dweN| azis | xaH

Aewwng Ja)sibay ad1neQq

WidOo4¥3d

SSHUdA

J

'||mi|||Ill'

(penupuoo) sisyng pue sislsiBoy @ESN-z3 “1-O SlgeL

Exhibit 2031 - Page 385 of 402



Q. A9Y 0/9€1-100 # IUSWNJ0( ‘|enuey 92UaI9jaY [edluydsl @9SN-Z3 98¢
qquulq 10000000 0d4ddNI L4ddNI 0 0 0 0 0 ravy (z-1) sweyy sad soxoed NI (OS] #1) 943 SIMANIOSIOodSE| | Zv93
Juq 10000000 | 0dddNI L dddNI 0 0 0 0 0 ravy (1) swey Jad sjaxoed NI (OSI4) #d3 SIMANIOSIPEI| | 193
aweyy Jad g=| ||
‘awely Jad z=0| ‘eweuy Jad =10
‘[eB311=00 :0:bdddNI]  ggLug 10000000 0d4ddNI L4ddNI 0 0 0 0 0 ravy (€-1) sweyy sad soxoed NI (OSI 1) 2d3 SIMANIOSIZdT| | 0v93
panesal| @
904d:LNO | 224d:1LNO 1 bel4 G1'Gl uonoag a9s Sd
M 00000000 004d 104d 204d €04d ¥0dd G0d4d [0lSIMd NI [ [LIS13d NI a|qewwelbold OI4 dAejs / g Julodpus 14d04148d3| | /€93
1 6ey G1'Gl Uo)oas 235 ‘S'H
MY 00000000 004d 104d 204d €04d ¥04d S04d 904d 204d a|qewwesbold 0414 dAels / g julodpul 14d04dI14843| L 2€93
H bej4 G1'Gl uonoag a9s Sd
¥Z0l wnuwixepnj qiiqqiqq 00010000 804d 0 0 694d:LNO |0LO4d:LNO 0 1V1SIMd SI103d a|qewweibold Ol4 dAejs / g Julodpus H4dOd148d3| | 9€93
604d:1N0O |0L04dLNO H Bey4 G1'Gl Uonosg 89S 'S'H
20} wnwixe\| 94q9giqq | 00010000 804d 0 0 [0S NI | [L]SLMd “NI 0 1VIS.IMd S103d a|qewwesbold 0414 dAels / g julodpul H4dO4dI48d3| | 9€93
994d1N0O | £24d1NO 1 bel4 G1'Gl uonoag ads Sd
M 00000000 004d 104d 204d €04d ¥0dd G0d4d [0ISIMd:NI | [LISIMd:NI a|qewweibold 014 dAels / 9 Julodpus 14d04149d3] | G€93
1 6ey G1'Gl Uo)oas 23s| 'S'H
MY 00000000 004d 104d 204d €04d ¥04d S04d 904d 204d a|qewwesbold 0414 dAejs / 9 julodpul 14d0d14943| L S€93
804d:LNO H bej4 G1'Gl uonoag a9s Sd
-z oBed o _siaisiBoy ybin|_9#99999 | 00010000 | [EISIMdINI | 694d 0 0104d:NO | 1104diLNO |ZLO4dilNO | IVISIMd | SI03a ajqewweiboid Odid 9Ae|S / 9 Julodpuy Hd4dOd149d43| | | ¥€93
Be|4 [ore ojqewweltold Ol 804d 604d 0104d 1104d
aAB|S/9 ‘Z Julodpud, 0} Jajal Ua)s| 0124d'LNO | L124dLNO |Z1.04dLNO H Bey4 G1'Gl uoiaag aas| ‘'S'H
a1 sy} Jnoge sjiejop sje|dwioo Jo4| qa4qqgqaq | 00010000 804d 604d 0 [0JSLMLINI | [LISIMINI | [ZISIMGINT | 1VLSINd S103d a|qewwesbold 0414 dAels / 9 julodpul H4dOd14943| | €93
904d:LNO | 224d:1LNO 1 bel4 G1'Gl uonoag aas Sd
MA 00000000 004d 104d 204d €04d ¥0dd G0d4d [0lSIMd NI [ [LIS13d NI a|qewweibold OI4 dAejs / ¢ Julodpus 14dO4dIdvd3a) | £€93
1 6ey G1'Gl Uo)oas 23S ‘S'H
MY 00000000 004d 104d 204d €04d ¥04d S04d 904d 204d a|qewwesbold 0414 dAels / # julodpul 14dOdIdvd3d| L £€93
H bej4 G1'Gl uonoag ads Sd
¥Z0l wnuwixepnj qiiqqiqq 00010001 804d 0 0 694d:LNO |0LO4d:LNO 0 1V1SIMd SI103d a|qewweibold OI4 dAejs / ¢ Julodpus H4dOdIdvd3| | 2€93
604d:1NO |0L04dLNO H Bey4 G1'Gl Uonosg 89S ‘'S'H
20} Wnwixe\| 94q9giqq | 00010004 804d 0 0 [0S NI | [L]SLMd “NI 0 1VIS.IMd S103d a|qewwesbold 0414 dAels / # julodpul H4dOdIdvd3a| L 2€93
994d1N0O | £94d1LNO 1 bel4 G1'Gl uonoag ads Sd
MA 00000000 004d 104d 204d €04d ¥0dd G0d4d [0ISIMd:NI | [LISIMd:NI a|qewweibold OI4 dAejs / Z Julodpus 14d0dIded3a| | 1€93
1 6ey G1'Gl Uo)oas 23s| ‘S'H
MY 00000000 004d 104d 204d €04d ¥04d S04d 904d 204d a|qewwesboid 0414 dAels / Z julodpul 14dodIded3d| L vmom_
804dLNO H Bel4 G1'G| uoI}0ag 99s| S
qa499999d | 0001000} | [ZISIM:NI 694d 0 0L04d:LNO | 1104dLNO |2104d'LNO | 1VLSIMd SI103d a|qewweibold 014 dAejs / Z Julodpus H4dOdlded3| | 0€£93
804d 604d 0104d 1104d
* uooag 0} Isjal ‘Ja)s| 0124d'LNO | L124dLNO |2L.04dLNO H Bey4 G1'Gl uoiaag aas| ‘'S'H
a1 sy} Jnoge sjiejep sje|dwioo Jo4| qa4qqqaq | 0001000k 804d 604d 0 [0JSLMLNI | [LISIMNI | [ZISIMINT | 1VLSINd S103d a|qewwesbold 0414 dAejs / Z julodpul H4dOodId2d3| L 0£93
Ayed
uwinjod 9-9 dy} st sty :[0:61109) o 00000000 0 0 0700 17100 2100 €700 7700 G100 z 9kg 2003 292003 | 4293
Aed aui| sy jo siq
1yB1e Jomol oy} st siyL :[0:2]13NIT o 00000000 03NIT L3N Z3aNIT €3NI #3INIT S3INN 93N Z3NIT | a}kg 2003 182003| | | 3293
Ayued aull ayj 4o sy
610 puooss dyy sisIyL :[8:G1LINIT o 00000000 83NIT 63NIT O0L3NIT LLANIT C¢L3ANIT €LANIT 7L3ANIT GLANIT 0 &g 2003 092003 | aco3d
Ayued aulj 8y} Jo syq
omj Jaddn ayy st siyL ”_ort_m_z_m
Jle
uwn|od g 9 au} st siyL :[0:5]709) o 00000000 9L3NIT ZL3ANIT 0700 170D 2100 €100 #7100 S100 Z 9kg 1003 291003 | | o293
Aued auj| ay jo|
suqybie Jomoj auy sisiy L [0:213NIT o 00000000 03NIT L3ANIT Z3aNIT €3NIT 73NIT G3NIT 93NIT Z3NIT | 9kg 1003 191003 L d¢93
Aed aui| sy} jo siq
14610 puodas sy} sisIyL [8:G1L] ANIT o 00000000 83NIT 63NIT 0L3NIN LLANIT ZL3INN €LINN 713NN SL3INIT 09}Ag 1003 091003 | | Vveo3d
uol}e|no|ed 229 8y} sjasal ) L1a)s|
-ba1 uonoe ue si siy| 113534 003 M 00000000 X X X X X X X X 1983y 003 13S34003| | 6293
‘apow
9218 %20|q O3 Y} S}o918s WOOF|  ghluu 00000000 NOD3 0 0 0 0 0 0 0 uone.nbyuod 903 940003 | 8293
S8joN SS822yY }inejeq 09 1a (4 €d vd sq 99 29 uonduasaqg sweN| az1g | x8H

widod4¥3d

SSHIdAD

N

(penupuoo) siayng pue sislsiBoy @ESN-z3 “1-O dlgeL

Aewwng Js)sibay a21n8Qg

Exhibit 2031 - Page 386 of 402



18€

A. "ASY 029€L-100 # Juswno0Q ‘[enuejy soualsley |edluydsl @9sSnN-Z3

Jojoano)ny|
o 00000001 0 0 OAYI LAVI APl EAVI 0 3 (d1dD pue 04l dAejs) ¢ ydnuajul OIAIVINI L 1993
o 00000000 0 0 O0AZI LAZI [4Y4] ENZI A2 0 Jojoanoiny (gsn) g ydnusu| OIAIZLNI| | 9993
M XXXXXXXX X X X X X X X X 0:£03 18juno) Joug Jes|)) INOHNIYTID| L G993
¥ S13Un0d Jwi| ynejeg)  qqqqguu 001 0XXxX OLINIT LLINIT CLINIT SLINIT 003 103 203 €03 Hwi| pue Jajunod Jou3 gsn WITLNOYY3| L 993
}9S JOu ued ‘Josal Ajuo uey :8JON|  Lugaqqq X0000000 | LINITHES 0 0 0 2d30S| vd30SI 9d30SI 8430SI sjsenbay jdnusyul Jou3 gsn odlyy3gsn| L £993
(194nq 9|qe}
-|leae ou) yosoed paddoup Jo JoLd)|
@ouanbas qid :Jo.s Julodpus 0S| MY 00000000 | LINITHYS 0 0 0 24308l d308lI 9d30SI 84308 sa|qeus jdnusju) Jou3 gsn Jiyy3gsn| b 2993
GL'Gl UoNOag 89S
1e3[0 0} |, SN MA XX000000 |3INOQALIdO | 4MdIdD 0 0 0 0 0 0 ysenbay jdnusjul 41d9)| OdIdIdO| L 1993
8jess 373l 0} pswina-3INOQ G1'GL uoloag 89S
wojaAem ul qooy, | S08--4M) MY 00000000 {3INOQHIAO | dMJIdD 0 0 0 0 0 0 8|qeus jdnuaju| 4149 d1d9| L 0993
189S Jou ued ‘}9sal Ajuo ued|
19J0U Jo8Yd ouU = ‘})senbalteso = | MA 00000000 NI0d3 1N00d3 NILd3 1NOLd3 2d3 vd3 9d3 8d3 sjsenbay jdnusjul julodpuz Odld3| | 4993
MY 00000000 NI0d3 1N00d3 NILd3 1noid3 [4=E] d3 9d3 8d3 se|qeu jdnuau) juiodpuzy 43| L | 3993
189S Jou ued ‘}9sal Ajuo ued|
19J0U J08Yd 0U =( ‘}senbaltes|o = || gqqqqaas | XXXXXXXQ AvVans 408 MOL1NS dSNS S3dN INVHOSH | MOV0d3 0 sysenbay jdnusiul gsn odigsn| | aso3l
MY 00000000 AVans 408 MOLNS dsns S3dn INVHOSH | MOV0d3 0 S8|qeu3 | gsn J1gsn| L | 9593
jsenbay
195 Jou UeD ‘Josau Ajuo ueo :8joul qIqqaqaq | XOXXXXXX Nal 0 0d3 Ld3 2d3 vd3 9d3 8d3 ydnusjul NEI / MYN-Buld julodpu3 OUIMVYN| L 4593
PMVN d|qeuy
pue pabuid sem juiodpus 1NO| MY 00000000 Nal 0 0d3 1d3 2d3 d3 9d3 8d3 ydnusjul NgI / MYN-Buld juiodpugy AIMVYN| L | ve93
189S Jou ued ‘}9sal Ajuo ued|
19J0U JodYd ou = ‘})senbalteso = || gqgqqau XXXXXX00 0d3 Ld3 ¢d3 d3 9d3 8d3 0 0 Jsenbay Jdnuiul MYN-XTNE-NI OdINgl| L 6593
MY 00000000 0d3 Ld3 2d3 d3 9d3 8d3 0 0 a|qeus Jdnuajul HYN-M1NE-NI| JINGI| L 8693
jsenbay G1'G| uol}oag 29S|
}9S JOU UeD ‘Josa1 AJuo UBD :8JON|  gqgiiiL 00000000 44 43 4d 0 0 0 0 0 jdnusyul Bel4 0414 aAers g julodpu3 Odlo4148d3| L 2G93
o|qeuy GGl UoIOag 29S|
MY 00000000 EE] 43 4d 443903 0 0 0 0 1dnusjul Bej4 OdId aAejs g julodpul Jlo4d1d48d3| L 9593
jsenbay G1'G| uol}oag 29S|
}9S JOU UeD ‘Josa1 AJuo ueD :8JON|  gqgiiiL 00000000 44 43 4d 0 0 0 0 0 ydnusyul Bel4 0414 aAels 9 julodpu3 0dIod149d3| L GG93
o|qeuy GGl UoIOaS 29S|
MY 00000000 EE] 43 4d 443903 0 0 0 0 1dnusjul Bej4 Odid aAejs g julodpul Jl04d149d3| L 593
jsenbay G1'G| uol}oag 29S|
}9S JOU UeD ‘Josa1 AJuo UBD :8JON|  GqgiiiL 00000000 44 43 4d 0 0 0 0 0 ydnusyul Bel4 0414 aAes  julodpu3 OdIodIdvdd| L £693
o|qeuy GGl UoNoaS 29S|
MY 00000000 EE] 43 4d 443903 0 0 0 0 1dnusjul Bej4 OdId aAels f julodpul J104dIdvd3| L 2593
jsenbay G1'G| uol}oag 29S|
}9S JOU UeD ‘Josa1 AJuo ueD :8JON|  GqgiiiL 00000000 44 43 4d 0 0 0 0 0 ydnusjul Bel4 0414 aAes g julodpu3 Odlo4dIdedd| L 1693
abpa Buled !, =443903 o|qeuy GL'GL UoNoag das|
abpa Buisly !0=443903 MY 00000000 EE] 43 4d 443903 0 0 0 0 1dnusjul Bej4 OdId aAels g julodpul Jl04d1ded3| L 0593
S1dNYYILNI
©INjes) siy} 8|qeus 0} | =0"TLOATY M XXXXXXXX 0d3 Ld3 2d3 €d3 0 0 0 dnis pu3 1930ed LNO #2104 ANIIMdLNO| 2 | 6493
AN3Md
Buiop a10jaq Jayng s|qe|ieAe|
Joy Beyy [Iny 014 JO snjes 3ooyo|
0} spaau Jasn ‘pyd abps pabbel
pusas 0} sa)9|dwod uooeSuEl)
044 dIdO e Joye pasn AjjeoidA |
‘NI Jo yojed
-SIp s]03u00 1608 Inq ‘uld ANF LM G1°Gl uonoag aos|
SOBLISJUI SAE|S SEB UOOUN} SWEG) M XXXXXXXX 0d3 Ld3 ¢d3 £d3 0 0 0 diig pu3 183%98d N| 39104 ANIIMANI| L 8793
paAlasal; 14 93
Juuq 10000000 | 0dddNI LdddNI 0 0 0 0 0 ravy (1) sweyy Jad sjax0ed NI (OSI 41) 843 SIMANIOSI8dT| | €793
S8joN SS822yY }inejeq 09 1a (4 €d vd sq 99 29 uonduasaqg SWEeN| azig | XaH

Aewwng Ja)sibay ad1neQq

(penupuoo) sisyng pue sislsiBoy @ESN-z3 “1-O SlgeL

WidOo4¥3d

SSHUdA

J

'||mi|||Ill'

Exhibit 2031 - Page 387 of 402



. A9Y 0/9€1-100 # JUswndo( ‘lenuely Sdualsjay [edlUydd] @FGSN-Z3 88¢
wm%wugmm_uw%mmw%ﬂﬁwﬁwh_mmm My | xo00000 | 008 108 zog €08 o8 sog 908 0 1unop aig NI | 1utodpug oaNIld3) L | 4803
~*(s@}Aq pajsenbay panesal| | | 3893
tos) bUs| paroTTaf o poore]__Md | 000000 | 008 108 zo8 €08 08 o8 908 0 wnog e1g 1IN0 | Juiodpug 081n0ldd] | | aso3
-ul »F‘_ﬂmr_@_ C._Ouw:mu B yum b&OuJ( paAIasal 1 0893
S ok oot | xowoooo | 008 1o8 zo8 €08 o8 o8 908 (208) 7 1unog 81Ag 0 1UI0dpuz 1080d3] | | @se3
Ajuo si Jayng 043 8yl yonoyp uangl My XXXXXXXX (g0g) (608) (0109) (1108) (z109) (e108) (r108) (s109) H junog a14g 0 juiodpu3 Hog0d3| | | v893
SLNIOdGN3
panissall ¢ 8893
o 000000 | 0v4 LV 24 eV v Sv4 9v4 0 SSeIppE UoKouny gsn yaawnd| 1 [ 2893
Y XXX00000 | 04w LW AN 0 0 0 0 0 170 3Un0d swieyooI awvadodom| || 98e3
o x00000_| 004 104 204 £04 04 504 904 104 11unoo swel4 gsn Tawvadgsn| L | 5893
Y XXX00000 | 804 604 0104 0 0 0 0 0 H JUNoo sweid asn Hawvydasn| L | v893
999994 _| 0000000% | 043 1d3 zd3 £d3 ol x s o o400 oiBBoy 110901] || €893
9999999 | 101000 | N3NM_| N3znm | N3dd 0 10dNM | Todenm | nm znm SNjeIS pue 104400 dnaxem sodnBivm| | | 283
Ucmﬂij 0O} anjeA Aue BN M XXXXXXXX X X X X X X X X UEUQMJw ol Q_—._U nd AdN3IdSNS I 1893
99994 | 0000000% |INNSHOIS | WANTY_|4OSNASON| NOOSIa 0 0 0 WsH SNJeIS pue |04U0D 8SN soasn| 1 | ose3
JOMLNOD 8sn
A
999919 | 00000000 | 0TYNDISD | LTYNDISD | ZTVNDISD | FuvisD 0 0 0 318YNTO JoYIBND D¥0 VNN -O¥ovWan| || 203
G1'S| UoPosS 60S
My | otorior | 008D 10O 200 £0¥0 YOO 500 90M0 Lo 85100 VINan Jodovwan| 1| 303
G1°G| UoOBS 89S
My | 01010010 | 808D 6080 | 010M0 | 110MD | z1oM0 | £10M0 | p1OMO | GLOMWO SN MO YWanN HO¥OVWan| | | @293
24D vwan
ooy aeds|
-9p02 OU ‘06 © H4S 8jeondnp)
asn sse20e diyo-Uo :0=NIJL1dV|
19 dNL3SHLIOLNY L=NTMLdY
uoneso XXXXXXXX usym ‘ssaooe N ydojn
S1U1 1e 8joy oeds-epoo - Bay si| M 0a \a za €a va 5a 9a .a y XAOW Zndoiny zivaolnvx| | 0s93
85N 550008 dIO-HO0 L =NIHLdV . L=NTLdY]
UG dNLISHLIOLNY] My | x00000¢ 0a \a za £a va sa 9a La uBYM ‘559008 XAOW LAd0INY) Livaoinvx| L | ase3
[[eXiV[e}g]
M| 00000000 | ZHMoO¥ | 31dOLS 0 0 0 0 0 0 sng iqnedwon-Oz| 1oz 1 | wea
eleq
MY | 3000000 op 1P 2p ep vP 5p 9p Lp sng aiqnedwon-0g| lvazl| L | 6203
Snjejs pue |0uUo))
1uugqq | 000000 | 3noa oV NEL ol Lal quisvl | dois | 1uwis sng 9Iqnedwon-Oz| soz| 1 | 8s03
paAIasal 1 €/93
"0z SH9 Sepwen0 L=39 31visO|  md | 00000000 | 1nooL | 1noil | 1nozi | inoodxd | 1noraxd | 9iNi X3ZL | 8vdido uopeInByuo) SlewslY F1H0d O/l 9403180d| L | 2293
MY | 00000000 | OVHIdD | 1vAIdD | evadldD | evadldd | vvAldD | Gvaldd | ovaldd | svalde uoReINBUOD SleLIBY OLHOd Ofl 94001804 1+ | 1203
MY | 00000000 | OINI LINI 0 0 0 0 so1s__ | aovid uopeINBYUOD SlELIRlY VIO Ofl odovidod] 1 | oz93
1NdLNO/ LNdNI
paAlasal; yA 6993
sjdnLIBIUI 41dD/0 14 woy
ANI:) ‘uid woy vINI:0=NIPINI| My | 00000000 | NIvAY | OMSPKLNI 0 NIZAY 0 0 0 0 dnjog ypue z jdnueul dniasinNf 1| 8993
SsI0N | sseoov_[ 3inejea 09 1a za €9 va sq 99 29 uonduoseg swen| ozis | xeH
(penupuoo) sieyng pue sieysibey ®ESN-Z3 “L-0 BIgeL
M = Arewwng Ja)siBay a01Aa(]
SSAHdAD ! !

i —

Exhibit 2031 - Page 388 of 402



68¢

A. "ASY 029€L-100 # Juswno0Q ‘[enuejy soualsley |edluydsl @9sSnN-Z3

Y XH00000X 0g \a zg €a va sa 9a .a elep L3S Jo seUa 8 1vadni3s| s | eso3
poniesal| g
(ybus| gSN dpuIBAO)
wbusl ¥1dans Aiddns oy 09 eai0] M| 10000000 | OLNVdas 0 0 0 0 0 0 0 PO 0InY Jajulod ereg dnjeg 11041dans| 1| @93
-SSIppE PaJequiNuU-UsAs 0} Emwm
1SnW “2°)) pauBlje-piom oG 1sniA| 19qaqqdq | 0000000 0 LY v eV I v ov N 914q SSBIPPE MO| JBIUI0d BIEq dnIoS Tdidans| || »893
M| 00000000 8v 6v oY LY 2y €Ly LY Ly 21Aq sseippe UBIY seju0d eleg dnjag Huldans| 1 | eso3
y 00000000 | 008 108 zo8 €08 o8 o8 908 108 1Unoo 814 8101 014 oAels g Julodpug 10804i4843] 1| 2893
Y 00000000 | 808 608 0108 0 0 0 0 0 H 1UNco 91Ad 210} 041 onels g uiodpus HOgO4148d3| | | 1893
y 00000000 | 008 108 zo8 €08 o8 o8 908 108 1Unoo 814 8101 014 9Bl g 1uiodpug 1080414943] 1| 0893
vzoL xew .43l ¥ 00000000 | 808 608 0108 1108 0 0 0 0 H 1UNco 91Ad 210} 01 oAels 9 juiodpus HO80414943] | | 4vo3
s gectrbos = IR 00000000 | 008 108 zo8 €08 08 o8 908 109 71unoo 814q [e101 04 9AeS ¥ juiodpug 108041dvd3| | | 3vea
960y xewzd3[ ¥ 00000000 | 808 608 0108 0 0 0 0 0 H 1UNCo 91Ad €10} 01 ALl ¥ julodpus HOgO4I4rd3| L | aves
U seq N uc:oogww_mﬂ%wmm o 00000000 | 008 108 zo8 €08 08 o8 908 109 71unoo 814q [e101 04 9Aels Z uiodpug 1080413zd3| 1 | oves
Y 00000000 | 808 608 0108 1108 2108 0 0 0 H 1UNco 91Ad 210} 041 onels Z uiodpug HOgO4Idzd3| L | aves
Y 01100000 44 13 1d 0 0 0 0 0 sBeid 0414 eAeis g 1uIodpuz S9140414843] L | vvod
soTdodidgeda| ¥ 01100000 4 43 4d 0 0 0 0 0 sbeid 0414 oreis 9 uiodpug 59140413943 | | 6v93
o0eds 48 o DA 01000000 14 13 ad 0 0 0 0 0 sbe|4 Odid 9nels y uodpug $91404idrd3| | | gvea
HVI0dNIdOId Aq patosye joN| 01000000 | 44 43 4d 0 0 0 0 0 sbeid 0414 oreis Z Juiodpug $9140414zd3| L | 2vo3
1V1589vZd3 ‘298ds 43S Ui po)
endnp suq Sniers ALdE / TINd
-GS oy poatoons Siowon Srgf G | 00100000 | TVLS 0 ALdWT T4 OMVeN IMVAN 0 0 snjels pue [011u0D g Julodpug s08d3| L | 9ovoa
-0 ‘0413 _guu | 00100000 | TIviS 0 ALdNZ Tin4 OMVAN_ | IIVIN | 2oivdN 0 Smeis pue 0.4u03 9 1uIodpuz 52943 | ove3
el ursioed o 1eqUNUE0 AVAN quuw [ 00010100 [ TviS 0 ALJNT 1104 OYIVdN LYIVAN 0 0 SNJEIS PUE [01U0D ¢ julodpu sovd3| L | vvo3
oy U sjoxed 4o J0quINuU=0:ZVN|__ G| 00010100 | TIVLS 0 ALdNZ Tin4 OMVAN_ | IIVIN | 2oivdN 0 Sjels pue 0.3u03 Z 1u1odpuz sozd3| | eves
91999999_| 00000000 | T11v1S ASNg 0 0 0 0 0 0 SMjels pue 0.4u0D NI | Juiodpu3 SONILd3| L | zvo3
91999999 _| 00000000 | _T1v1S Asng 0 0 0 0 0 0 Sjels puE 0.4U0D 1NO | Juiodpus soinotdal + | vea
91999999_| 00000004 | _T1v1S ASNg 0 0 0 0 0 MYNSH SMjels pue [0.3u0D 0 JuIodpuz s00d3[ L | ovo3
paAlasal; Z 3693
Gl'Gl uonoag 89S
My | o000 | 0o 108 208 €08 o8 so8 908 | divsizos 11uno eyg g Juodpuz 108843 1| aee3
G1'S| UoBS 605
my__ | 000000 | 808 608 0 0 0 0 0 0 H1uno9 e14g g uodpu Hog8d3| | | 0693
ponesal| z | w693
G1'S| UoeS 60S
My | xooo00x | 008 108 zog €08 o8 sog 908 | divsizos 11uno e1g 9 Juodpuz 108943) 1| 6693
G1°G| Uoeg 89S
my__ | xxo0000 | 808 608 0108 0 0 0 0 0 H1unoo elAg 9 juiodpug HO8943| | | 8693
poniesal] z | 9693
G1°G| UoeS 89S
My | o000 | 0o 108 208 €08 o8 so8 908 | divsizos 11unog 81g ¥ Juiodpug 108vd3| 1+ | s693
G1'S| UoHBS 60S
my__ | 000000 | 808 608 0 0 0 0 0 0 H1uno9 84g  Juiodpug Hogbd3| L | v693
poniesal| z | 2693
G1'S| UoeS 89S
My | xooo00x | 008 108 zog €08 o8 sog 908 | divsizos 11uno eig z Jiodpuz 108zd3) L | 1693
Aluo Z1G o1 g'pdi3 G1°G| UoOeg 89S
201 10716 oqueog'zd3] My | xx00000 |  goa 608 0108 0 0 0 0 0 H 1unog e}Ag z uiodpug HOgzd3| L | 0693
ssioN sseo0y | neeq 09 1q za €9 va sq 99 29 uonduoseg swen| ozis | xeH

Aewwng Ja)sibay ad1neQq

(penupuoo) sisyng pue sislsiBoy @ESN-z3 “1-O SlgeL

WidOo4¥3d

SSHUdA

J

'||mi|||Ill'

Exhibit 2031 - Page 389 of 402



Q. 'A9Y 029€1-1.00 # JUSWNOOQ ‘[eNUB|\ 0UIB}RY [ed1UYO3) @ESN-Z3 06¢
paAIasal
paAlasal;
paAIasal €
OIYLHIdO - ¥4S ul G1°Gl uonoag das|
pajeolidnp ‘suoijoesuel} 4|49 Helg M XXXXXXXX X X X X X X X X 406611 41d9 ¢ uiodpuz OlYLdidOed3| | | ¥a93
‘Be|4 -boid Beyy welb|
04l uo dojs ‘enjeA 91 epuiano=L] MY 00000000 |9V 1420414 0 0 0 0 0 0 0 -04d uo uooesuel) dojs 4149 g Juiodpusy dO1Sdddidozd3| L | €a93
panIesal ||
‘Ind :01 ‘Adwiz :10f GGl uonoag 29S|
‘Bey ajgewwesbord :00| MY 00000000 0S4 1S4 0 0 0 0 0 0 109185 Bel4 41dO g julodpus 13S9744Id9ed3| L | zae3
paAIasal
paAlasal;
MY 00000000 paniesall g
MY 10000000 001 101 2oL €01 01 SOL 901 101 0 )Ag junog uonoesueiL HId9)| 080L41d9f L | 1a93
MY 00000000 801 601 0101 1LOL [4%e)% €101 ¥10L GLOL | 9)Ag JunoD uonoesuelL 41d9) 180141d9f L | 0a93
JUN0D) UOKOBSUE H%ﬂw& MY 00000000 910L 2101 8LOL 6101 0Z0L 120L 2Z0L €20L ¢ 91Ag junoQ uoyoesueiy H1d9)| 2g0.1d1dof L | 4003
noA oAb siaisifal asay) Buipeay| MY 00000000 $2OL GZOL 9201 1201 820L 620L 0€0L 1E0L € 9)Ag Juno) uonoesuel] 4i1do)| €80.141d9[ | | 3003
C=<9q 1SN\ ZMTOdIJo spunulf MY 01000000 0a 1a za £a ¥d sa 9a ,d poLad-jleH 8go.s-1alsel aoly3dg1SmMoTd| L | ao93
o)
qQAuis | 10000000 | ONISIY ONITIV4 0 0 0 0 0 0 -eanbyuo) abp3 Buljled/Buisiy ajeismold 390391SMOT4| L | 0093
MY 00000+00 | 09L1SW LELSW ZaLSN 0 NIVLSNS | T190L1LD [ONASYAQH | 3AVIS uojeInByuo) 8qouls BjeISMol a1SMOT4| L | 8093
MY 0L00L000 | 01LOOH L1LOOH | 21100H | J1VISOH [0dOI¥3dOH|lOI¥3dOH[2a0I¥3dOH|EA0IdIdOH uone.nBlyuod YopioH 4400TOHMOT4| L | v0o93
¥1L0 §1L0 (1 = 21607 uaym)
MY 00000000 01L0 110 Z1.0 €1.0 /030710 | /130110 | 2301L0 €301.0 9JejsMo|4 Ul S8je)S uid 11D 1LOL0IMOTH| L | 6093
7110 §110 (0 = 21607 uBYM)
MY 00000000 01L0 110 21L0 €110 /030710 | /1307L0 | 2301L0 €301.0 9)eISMo| - Ul Sajels Uld 11O 11L0003IMOT4| L | 8093
MY 00000000 | OENM3L | LEWYIL | 2EANNY3L | OVANIL | LVYAY3L | gvN¥3L | 0ONN4dT LONN4T 01607 8jeIsmol OI90TMOTd| |+ | 2093
qqaiiig | 00000000 0S4 1S4 [4E| 0 0 0 0 3s4 J0j03[eg pue 9|qeus S)e)Smol JIVISMOT| L | 9093
JLVLISMOT4
G1°Gl uonoag 29S|
MY 00000000 | OVdIdD AZIER] [AZIER] £VdIdO lAZIER) SvdIdO 9v4IdO AZIER] 71 SSaIPPY 41dO 14¥avdido| L | 093
0} US)JLIM UBYM| G1'G| uol}oag 99s|
Alejeipaww Apoe /HYAVHIAD| MY 00000000 | 8vdIdD 0 0 0 0 0 0 0 H SSaIppy 41dO HYavdido| L | ¥093
‘uip uado=| ‘SOND=0] MY 00000000 01L0 1110 21L0 €110 $1L0 G1L0 0 TLOML adAL aAuQ 11O 9407104I1d9| | | €093
wopd PRI %_mt_n_o
A it o L | 011D 110 2110 €110 110 g0 0 0 sajels 110 ‘sng eAnoeu| TwoFiaidido| 1 | zo9a
‘(yOuI) 8uop dIdO :L=aNoa| MY 0000000} | AY¥@3Tal 0 0 0 0 0 0 3aNoa apouw 8Aup F1aI 4I1dD ‘auoq HId9)| SO31AIdId9| L | 1093
wiojonem 10913 MY 00L00kL | 0Q¥O4Id | 1AYO4Id | 0¥MO4I4 | L¥MOLId [0QHITIONIS |LAYITONIS OHMITONIS|LEYMITONIS J10J03[9S LIOJIABA| 10313S4M4IdD| L | 0093
41d9
abe)s ejep e si
aJay) J1 Jajsuel) 0} sa)Aq Jo JaquinN ybusIm = [£:9]11¥adNL3S|
189S0 Jo xapu| ue ssed 0}
pasn AjjeoidA} fysanbai o} Buipioooe|
S8lIBA JRU} Plal PaZIS-PIOp xapulm = [G:4]1¥YAdNL3S|
ysanbau 0} Buipi0o2e|
SBLIA Jeu) pIdl PazIS-PIOp| anjeAam = [e:Z]1vadn.L3s
1s8nbau oly0adg| ysenbayuwq = [L11vadn.L3s
pamIesal=|E ' 4aylo=¢
‘Juiodpua=g ‘@depsiul=||
.mo_>w_uuo u:w_a_oww_ 0¥
POAISSaI=E ‘IOPUBA=Z]
‘ssejo=| ‘plepuejs=Q ‘@dAl G '9Q!
SOY-0}-921A8p=|, ‘©2IA8p-0}-}S0Y=()
‘uonoaulq Jajsuel eyeq /q| adApysenbaywq = [0l1YaAdNL13S|
S9JON SS890Y Jinejeq 0d 1q 2q €d vd sq 94 24 uonduasaqg aweN| azis | XaH
(penupuoo) sieyng pue sislsibey @GSN-z3 "L-O 8lqeL
T = Arewwng Ja)siBay a01Aa(]
SSHHdAD F== ! !

i —

Exhibit 2031 - Page 390 of 402



L6€

A. "ASY 029€L-100 # Juswno0Q ‘[enuejy soualsley |edluydsl @9sSnN-Z3

(1NO 4o NI)
4464%X0-0084%0 Ajuo 8sn z1G Jo4 MY XXXXXXXX 0a 1a 2a [¢] ¥a sda 9od e} Jayng 0414 @Aels / 9 43 81Aa-¥201/2LS 4N904149d3| 201 | 0084
panissall LG | 0094
(1LNO Jo NI)
MY XXXXXXXX 0a 1a 2a [e] ¥a sa 9d e} Jayng OdI4 @Aels / ¥ 43 ka ZLg 4Ng04Id¥d3| 2LS | 00¥d
(LNO 40 NI)
441 4X0-0004%0 Ajuo 8sn .G 10 MA XXXXXXXX oa 1a ca €d va Sa 9d /d Jaynqg Q414 9Aes / Z d3 8Ka-4201/21L 4N90414¢d3| 20l | 0004
MY panesal| 8402
MA XXXXXXXX oa 1a ca €d va Sa 9d /d 194Nnq NI-1d3 4NgNIld3l ¥9 | 003
MY XXXXXXXX 0a 1a 2a [e] ¥a sa 9od e} Ja4nqg 1NO-Ld3 4Nng9.LNoid3| +9 | 0823
MA XXXXXXXX oa 1a ca €d va Sa 9d /d 194nqg 1 NO-/NI-0d3 4N90d3| ¥9 | 0¥/3
S¥344N9 LNIOdAN3
paAlasal; Z 9493
aJed },uop
St ejeq "a¥ess 37dl dId9O OL 09 M XXXXXXXX X X X X X X X X SwlojeABM H1dD HOgy| 1408v4dido| L S493
sajejs uld ajesipul UAQY| o XXXXXX00 0AQY LAQYH Ay EAAY YAQH SAQH 0 0 snjejs Apesy 41d9)| 1VISAAVIHdIdO| | 493
sindul uAQY (sdoj-z) snou|
-0JUYOUASE:() ‘SNOUOIYDUAS (=SS!
saje)s uld ajeoipul uAQY "suld
UAQY &1| ‘Apeal, | 508 St AQYLNI| J1ugaq 00000000 0 0 0 0 0 SAQYUXOL SVYS AQHLNI | seres uid AQy ‘OUAsY/oUuAS ‘AQY [eussu| 940AdV3ddIdO| | €493
(91Aq 1se| "B3) 61y UOH
roesuBl} 41d9 O/M ejep speal |.G08 o XXXXXXXX 0a 1a 2a [e] ¥a sa 9od e} 196611} uooesues} ou 7 ejeq dido pesy XON1Lva19s4dIdOX| | 2493
uoloesuel) uonoe
d1d9 s496611 d3um 10 pess)Gog MA XXXXXXXX oa 1a ca €d va Sa 9d /d -sueu} 1o661y pue 7 ereq 41d9 SiM/PESY X11Lvad19s4didox| | 1493
XON1Lva19s
/X11VA19S / HLYA19S
90eds H4S ul pajedlidng MY XXXXXXXX 30 60 01d 11d [4%¢] c1a 710 Sld (Auo apouw }1g-9}) H €jeq didO H1va19sSdidoX| | 0493
peniesal| ¢
OIY.LIdO - Y4S Ul G1'Gl uolaag aasi
pajesydnp ‘suoljoesuel) 41d9 Helg M XXXXXXXX X X X X X X X X 196611 4149 8 Julodpusy Ol¥.L41do8d3| | | 0393
Beyy
MA 00000000 |9V14804I4 0 0 0 0 0 0 0 "601d uo uonoesuey dojs 4149 g yulodpuz dO1S4ddIdo8da| | 9393
(4d) pansesay @1
‘Ind 201 ‘Adw3 :10f GL'GL UoNoag 9as|
‘Beyy sjgewweiboud 100 MY 00000000 0S4 1S4 0 0 0 0 0 0 Jo9jes Beld 41d9 g juodpuz 13S97441d9o8d3| L | vI93
paAlasal;
panlesal
paniesal| ¢
OIY.LIdO - Y4S Ul G1'Gl uonoag aas
pajesydnp ‘suoljoesuel) 41d9 Helg M XXXXXXXX X X X X X X X X 196611 4149 9 Julodpusy Ol1¥.L4Ido9d3| L | ¥393
Beyy
MA 00000000 |9V14904I14 0 0 0 0 0 0 0 "601d uo uonoesuey dojs 4149 9 Julodpuz d01S4ddId99d3| | €393
(4d) pantesal i)
‘Ind 201 ‘Aidw3 :10f GL'GL UoNOag 9as|
‘Beyy sjgewwelboud 100 MY 00000000 0S4 1S4 0 0 0 0 0 0 Jo9jes Beld 41d9 9 julodpuz 13S97441d99d3| L | 2393
paAlasal;
panlesal
peniesal| ¢
OIY.LIdO - Y4S Ul G1'Gl uonoag aas
pajesydnp ‘suoljoesuel) 41d9 Helg M XXXXXXXX X X X X X X X X 196611 4149 ¥ Julodpusy Ol¥.L4IdOvd3| L | 04a93
bej4
MA 00000000 |9V14vO4Id 0 0 0 0 0 0 0 41d9 uo uopoesuel} dojs 41d9 ¢ jutodpusy dO1S4ddIdOvda| | ga93
panesal i)
‘Iind -0} Adwz 310 G1°G) Uo1dag 9as|
'[9A8] 3|qewwesbold :00f MY 00000000 0S4 1S4 0 0 0 0 0 0 Jo9jes Beld 41d9 ¥ julodpuz 13S97441dovd3| L | va9d
S8joN SS822yY }inejeq 09 1a (4 €d vd sq 99 29 uonduasaqg sweN| az1g | xaH

Aewwng Ja)sibay ad1neQq

(penupuoo) sisyng pue sislsiBoy @ESN-z3 “1-O SlgeL

WidOo4¥3d

SSHUdA

Exhibit 2031 - Page 391 of 402



Qx 'ASY 0L9€1-100 # JUsWINO0( ‘[enuUBI\ ddualsjay [edluydsl @ISN-Z3

c6e

MY 00000000 ov A% [4% £y Y SY 9v LY 7 Ssauppy g Jajutodoiny| (2LdoLny| L 36
MY 00000000 8V 6Y oLY LY 454 €LY LV SLVY H ssaippy g Jajujodojny| ()ZHYLdoLNY| | as
pansesal| | 06
MY 00000000 ov LV [ad £V [ SvY 9v A 71 Ssauppy | Jajuiodojny| ldLidolny| L g6
MY 00000000 8y 6Y 0Ly 1LY 454 £LY LY SLY H ssaippy | Jajuiodojny| (ytHYLdoLNY| | V6
MY 00000000 [ole] 1a za £a ¥a sa 9a 2d Jayng ejeq 0 Hod [euss) odngs| 66
Mo 00000000 0 1y 0 1L 0 88y 0 89l 0 N3y 0 ¢NS 0 LINS 0 OWNS (81gessaippe 31q) [04u0D O HOd [eHaS ONOOS| 86
pansesall g €6
Jaynq e o} ejep ulAno |43
Adoo 0} aq pjnom sjdwexa ‘dde ue|
9)Aq Jppe Jamo| sulejuoo
0¥ pue a¥q ppe Joddn = IOV
alaym
V'04® XAOW "o’ ‘suononysul LY® / 04D
Buissaippe Joauipul 8y} yim pasn| MY 00000000 8V 6Y oLy LY 454 €LY LV SLY Buisn XAOW Jo 8)Ag Jppy Jaddn| ()IOvdn| L 26
MY 00040000 0 0 0 3 1NESN LNIO:I ¥3l BE] sbe| jdnusju| [ewsexg BELE I 16
MY XXXXXXXX 0a 1a za £a ¥d sa 9a ,d (a1qessaippe q) g Hod w80l L 06
paAIasal 1 48
(yneyop) sopAo uysur € = XAOW| MY 10000000 oan Lan Zan INOL NLL NZL X X 10U0D %20I9) (YNOOMO| L 38
MY 00000000 8d 6d oLa la zia €1d via sia H Peojau | Jauwif LHL L as
MY 00000000 8a 6a oLa 1a zia €1a ria s1a H PeojaI ( Jatul | OHL| 1 08
MY 00000000 [ole] 1a za €a ¥a sa 9a 2d 71 PEOJaI | JaulL | [ g8
MY 00000000 0a 1a za £a ¥d sa 9a ,d 71 PEOJaI ( JaLul | 01y L v8
MY 00000000 ON LN 10 EIND)] oW LN 10 EING] 10JU0D SPOIAl JBJUNOD/IBWIL| aond| 68
MY 00000000 0Ll 03l L1l L3 oYL 041 1YL =1 (819essaippe 31q) |04U0D JJUNOD/IaLuIL | NOOL| | 88
MY 00001100 31al X X X 3 5 X 0JOWS 104)u0Q Jomod NOOd| L /8
MY 00000000 13s 0 0 0 0 0 0 0 10918s |/0 Jajulod ereq uSdal 98
MY 00000000 8V 6Y oLy 184 454 €LV LV SV H | Jajuiod ejeq (yHdal L S8
MY 00000000 ov LV [4 v jad SY 9v A 7 | Jajuiod ejeq idal L 78
MY 00000000 8V 6Y oLy 184 454 €LV LV SLV H 0 Jajuiod ejeq OHda| €8
MY 00000000 ov LV [4 v jad SvY 9v A 710 Jajulod ejeq 01dal z8
MY 11100000 0d 1a za €a ¥a sa 9a 2d Jajulod oelg| ds| L 18
MY XXXXXXXX 0a 1a za £a ¥d sa 9a ,d (a1qessaippe q) v Hod (WVolIl L 08
(sy4s) si9ysibay uonouny jerdadg|
‘san|eA
}nejep ‘_m«w_mm‘_ 0} }Inejap s}q ||ef
Pa}22uu0d st NO¥dI3 Ou J| :9J0N
uonesado snq a|qiyed
-W02 OZ| ZHY 00Y 40} | = ZHM00V| pajoa)
aJe)s joaul -8p NO¥d3
Luoo gsn uo-1emod Joy (£'$09SN) ou §|
119 NOOSIQ ojul paidod = NOISI] 00000000
e/ X0000X_| - ZHM00Y 0 0 0 0 0 NOOSIa 0 a3Ag uoyenbyuog ajquedwo) | XXXX
paniesal| zZ1G | 0034
(LNO 4o NJ)
MY XXXXXXXX [ole] 1a za €a ¥a sa 9a 2d Jayng 0414 @Aels / 8 43 Mka ZLg 4N904I48d3| 21§ | 0004
S9JON SS890Y Jinejeq 0d 1q 2q €d vd sq 94 24 uonduasaqg aweN| azis | XaH

widod4¥3d

SSHHAAD

(penupuoo) siayng pue sislsiBoy @ESN-z3 “1-O dlgeL

Aewwng Js)sibay a21n8Qg

Exhibit 2031 - Page 392 of 402



€6¢

A. "ASY 029€L-100 # Juswno0Q ‘[enuejy soualsley |edluydsl @9sSnN-Z3

panissall g Efe)
MY 00000000 8a 6Q oLa 1a z1a €1a y1a s1a H peojal z Jawi| ZHL L an
My 00000000 0Q 1a za £a ¥a sa 9d .a 71 peojal z Jawi]| [all " 00
Jayunoo-dn|
MY 00000000 0a 1a za €a ¥a sa 9a .a ‘peojaJ-ojne ‘g Jowil) 1o} ainjded Hedvoy| 1 a0
Jajunoo-dn
MY 00000000 0Q 1a za £a ¥a sa 9d .a ‘peojai-ojne ‘g Jawi| 1o} ainjded Tedvoy| L VO
ponsesall | 60
(s19essaippe 1),
MY 00000000 | 27ddO 210 2L ZNaX3 M10L M10d z4X3 24l |03U0D Z JBJUNOO/IaWi] | NOOzZL| L 80
pensesall 9 20
MY 00000000 0Q 1a za £a ¥a sa 9d .a Jayng ejeq | Hod [euag yrdnas| L 10
MY 00000000 L1 111 1 8ay 1 78dL 1 NI L ZNS 1 LINS 1 OWNS (1gessaippe 1q) [04u0D | HOd [eHas ()INOODS| L 00
) asn
Ajerendoidde oy usym aproap noA|
diay pinoys siy} ‘Ajuo a3y :8loN| S| XXXXXXXX 0Q 1a za £a ¥a sa 9d .a 10661 ON /M T Eled JIdD| () XONTLYA19SHIdD| | 49
MY XXXXXXXX 0a 1a za €a ¥a sa 9d .a 1966111 /m 7 eleg 41do) (WXILVA19s4Ido| L ag
salppng|
XAOW 119} Jo suoissan Juapw3| MY XXXXXXXX 8a 60 oLa 1a z1a €1a y1a sLa (Ajuo spow yg-g}) H eleq dIdO (WHLYA19s4Id9| L as
ponsesall | o9
8d3 L = ‘9d3
0L =‘¥d3 10 = ‘2d3 00 = [0:1]d3 G1°Gl uoNoag 8as|
'SOJLM 0=Y ‘SPeal L=MM| dggiiug | XXXQ000L 0d3 1d3 MY 0 0 0 0 3INOQ | 4e6BuL O4Id 8Aels H1dD 8°9't‘Z Julodpu3 LOILIIdD| L a9
uononsul AOW A
Buisn snjejs |43 pue 0d3 %099 S| 00000000 | ASE0d3 |SELNOLJT | ASENILLT 0 0 0 0 0 snjejs | pue 0 juodpuy (lvisiod3l L ve
panissall | 649
MY 0000000} 0Xd 0ld 1Xd Lld 0Sd zld 1Sd | (a1qessauippe 11) Aoud jdnusju| dif 1 8g
panissall | .9
MY 00000000 0a 1a za €a ¥a sa 9d .a 8|qeus jndino 3 Hod p330] L og
MY 00000000 0Q 1a 2a £a ¥a sa 9d .a 8|qeu3 indino g Hod (»)a3o| L sq
MY 00000000 0a 1a za €a ¥a sa 9d .a 8|qeud ndinQ J od ()030| L vg
My 00000000 0Q 1a za £a ¥a sa 9d .a a|qeus ndinQ g Hod p83o| 1 ed
MY 00000000 0a 1a za €a ¥a sa 9d .a 8|qeus ndinQ v Hod yv3o| L 4]
My XXXXXXXX 0Q 1a za £a ¥a sa 9d .a (s19essaippe g LON) 3 Hod 3ol 1 K]
MY XXXXXXXX 0a 1a za €a ¥a sa 9d .a (s19essaippe )1q) g Hod ,»aoll L og
uoisIan XAOW Buisn usym pajpiss
-se $8qo}s YMWQY L =NFH.LdY|
sisjuiodoyne 8zsaly 0=ONIXH 1|
HdV ‘sisjuiodone oul | =ONIXYLdY| MY 01100000 | N3YLdV | ONILYLdY | ONIZHLdY 0 0 0 0 0 dnjeg g pue | Jajuiodojny (dni3syldolny| | 4v
pensesall 7 av
ysul AOW Buisn 0414 aAels g°g
d3 Jo sniess |Ind/Adwi3/bid YoayQ S| 0LL00LLO | 44943 43943 4d9d3 0 44843 43843 4d8d3 0 sBeyj snjejs 0414 dAels g°g Julodpu3 ()S971404I489d3[ 1 ov
Jsut AOW Buisn 014 8A€|s ' d3
40 snjeys (In4/Adwg/Bid 309y S| 01000400 | ddzd3 43243 dded3 0 44vd3 43743 EELZE! 0 sbeyj snjejs 0414 dAels 'z Julodpu3 ()S9O71d0odIdved3| L av
AOW Buisn 8°9't'z d3
Jo snjess [In4/Adw3 %o8y9 S| 01011010 243 42d3 ELZE] 4vd3 3943 49d3 3843 4843 sbey snjejs 8'9'y'z Julodpuzy ()lvissovedd| L v
pomnsesall | BY
MY 00000000 0X3 013 1X3 113 0s3 213 1S3 v3 (s1qessaippe 11q) d|qeus jdnuaju| al 8y
poniesal g eV
M XXXXXXXX X X X X X X X X Jes|0 ¢ ydnusjul :E._OE.Z__ L v
M XXXXXXXX X X X X X X X X Jeapo z ydnusju) ()ETOZINI| L v
MY XXXXXXXX 0Q 1a 2a £a ¥a sa 9d .a (s1qessaippe )1q) O Hod (1)o0l| L ov
ponsesall | 46
S8JON SS920Y Jnejeq 09 1q 29 €d ¥d sq 9q 29 uonduaseq aweN| azis | x8H

Aewwng Ja)sibay ad1neQq

(penupuoo) sisyng pue sislsiBoy @ESN-z3 “1-O SlgeL

WidOo4¥3d

SSHEdAD

Exhibit 2031 - Page 393 of 402



Qx 'ASY 0L9€1-100 # JUsWINO0( ‘[enuUBI\ ddualsjay [edluydsl @ISN-Z3

v6¢€

“8INjoBIYOIR |.G08 PEPUELS BUJ JO LEd JOU SHAS ()

pantssall 64
MY 00000} 4} asnd Orld yXd SXd 9Xd | | | 1013u0D Ajuioud Jdnusjul [euss)x3 pdia| b 84
pantssall 14
MY 00000000 0d 1a za €a ¥a sa 9d .d (e1qessaippe q) g a 1 04
pantssall 63
MY 00000} 4} asn3 ol E| yX3 SX3 X3 | | | sa|qeud jdnusjul [ewsex3 [OELE I 83
pantssall 13
MY 00000000 0d 1a za €a ¥a sa 9d .d (s|qessalppe }1q) J0je|NWNddY)| o0vV| | 03
pantssall 6d
40|
$%00[0 (1'NOOd) ANIJSNS 8llum
2US ZNM /NM /+Q SPBPaI - ISTH| MY 00000040 0 0 0 9LNI 1S3y 1ISTY3 | LAOWS joju0Q Jdnusjul [eussx3 (yYNooIF| L 8d
pantssall 1a
MY 00000000 d 14 NO 0Sy 1Sy 04 ov AD (s1qessaippe 31q) pIop snjels weuboud MSd| 1 0d
S9JoN sse20y | 3neje@ 0q 19 zq €q ¥a sq 9q 29 uondussaq aweN| azis | x8H

widod4¥3d

SSHHAD £

(penupuoo) siayng pue sislsiBoy @ESN-z3 “1-O dlgeL

Aewwng Js)sibay a21n8Qg

Exhibit 2031 - Page 394 of 402



Index

#

100 pin package 22

128 pin package 22, 23

230 Kbaud clock register 228

56 pin SSOP 22

56 pin VFBGA 22

803x/805x feature comparison 171
8051 enhancements 170

A

abort GPIF cycles register 358

aborting packets in FIFO 120

ACC register 179

access to endpoint data 89

access to IN packets 116

accessible memory spaces 96

accumulator 179

addressing an 12C peripheral 189

asynchronous FIFO IN data transfers 119

asynchronous FIFO reads 109, 110

asynchronous FIFO writes 108, 109

asynchronous mode 100

auto mode 118

auto-in initialization 117

auto-in mode 111

auto-out initialization 117

auto-out mode 111

autopointer setup registers 215

autopointers 96

AUTOPOINTERS 1 and 2 MOVX access
registers 282

autovector coding 68

autovectoring 67

B register 179
block diagram

EZ-USB 21

simplified package 19
BPADDRX register 227
breakpoint address registers 227
breakpoint control register 226
BREAKPT register 226
bulk transfers 16

burst transactions 150

C

CO0 load format 53

C2 load format 53

chip revision control register 231

chip revision ID register 230

CKCON register 178, 179, 197

clear error count register 271

clear feature 43

clearing interrupt requests 65

CLRERRCNT register 271

code example
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asynchronous slave FIFO IN data transfers 119
AUTOIN =1 115
AUTOOUT=0, commit packet 113
AUTOOUT=0, skip packet 114
AUTOOUT=0, source 114
committing a packet via INPKTEND 116
committing an OUT packet 165
committing packets via EPxBCL 156
committing packets via INPKTEND 155
committing packets via OUTPKTEND 163
configuring AUTOIN 112
configuring AUTOOUT 112, 113
configuring AUTOOUT =1 164
ECC check/correct 284
editing a packet via EPxBCH 117
FIFO-read transaction code 156
FIFO-read transaction functions 154
FIFO-write transaction code 164
FIFO-write transaction functions 162
GPIF framework and functions 137
initialization code for AUTOOUT=0 165
initialization code for single-read 146
initialization code for single-write transactions 149
initialization for FIFO read transactions 155
initialization for FIFO-write transactions 163
OUT endpoint initialization 114
single-read transaction functions 145
single-write transaction functions 149
skipping a packet via INPKTEND 117
skipping an OUT packet 166
skipping out packets in AUTOOUT mode 119
sourcing an IN packet 116, 158
sourcing an OUT packet 166
synchronous slave FIFO IN data transfer 118
writing INPKTEND with EPx number 157
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compatibility

feature-by-feature 171
configuration descriptor

high speed 376
control of endpoints 89
control transfers 16
CPU access to IN packets 115
CPU access to OUT packets 112
CPU control and status register 220
CPU reset 84
CPU reset effects 84
CPUCS register 220
CTL output drive type register 336
CTL output in idle register 335
CTL output states in idle 335
CY7C68013A and CY7C68015A differences 22

data memory 76
data pointers 179
data toggle control register 300
default USB device 52
default USB device respond 56
descriptors for high speed mode 375
device descriptor
full speed 367
high speed 375
device qualifier
full speed 368
high speed 375
document history 35
DPHO register 179
DPH1 register 179
DPLO register 179
DPL1 register 179
DPS register 179
DPTRO 179
DPTR1 179

ECC
See error correcting codes
ECC check/correct code example 284
ECC configuration register 287
ECC control and data registers 283—294
ECC generation 167
ECC reset register 288
ECC1BO0 register 289
ECC1B1 register 290
ECC1B2 register 291
ECC2BO0 register 292
ECC2B1 register 293
ECC2B2 register 294
ECCCEFG register 287
ECCRESET register 288
EEPROM boot loader 192

396

EEPROM boot-load data format 52
EEPROM configuration byte 55
eight bytes of setup data 332
endpoint 'x’/slave FIFO programmable-level flag
registers 244, 246, 247
endpoint 0 registers 305, 306
endpoint 1 IN byte count register 308
endpoint 1 OUT byte count register 307
endpoint 2 byte count registers 309, 313
endpoint 4 byte count registers 311, 313
endpoint 6 byte count registers 310, 313
endpoint 8 byte count registers 312, 313
endpoint buffer registers 359-365
endpoint buffers
access to 87
how the CPU configures 88
large and small 87
endpoint configuration registers 233-255
endpoint descriptor
full speed 369, 370, 371, 372, 373, 374
high speed 377, 378, 379, 380, 381
endpoint registers 305-332
endpoint x AUTOIN packet length registers 239,
240, 241, 242, 243
endpoint x configuration registers 235
endpoint x control and status registers 314, 315,
316, 317, 318, 319, 320
endpoint x GPIF flag select registers 350
endpoint x GPIF stop transaction registers 351

endpoint x ISO IN packets per Frame 251, 252, 253

endpoint x ISO IN packets per frame register 250
endpoint x slave FIFO flags registers 321, 322,
323, 324
endpoint x slave FIFO GPIF trigger registers 352
endpoint x slave FIFO total byte count
registers 325, 326, 327, 328, 329

endpoint zero 37
endpoint/slave FIFO configuration registers 237
endpoints 89

EPOBCH 90

EPOBCL 90

IN 248

OUT 249
enter suspend state register 298
enumeration 16
enumeration and ReNumeration 51
EPO1STAT 91
EPOBCH register 305
EPOBCL register 306
EPOBUF register 359
EPOCS 90
EPOCS register 314
EP1INBC 92
EP1INBC register 308
EP1INBUF register 361
EP1INCFG register 234
EP1INCS 91
EP1INCS register 316
EP10UTBC 91
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EP10OUTBC register 307
EP1OUTBUF register 360
EP10OUTCFG register 233
EP10OUTCS 91

EP10OUTCS register 315
EP2468STAT 92
EP2AUTOINLENH registers 239
EP2BCH register 309

EP2CS register 317
EP2FIFOBCH register 325
EP2FIFOBUF register 362
EP2FIFOFLGS register 321
EP2ISOINPKTS register 250
EP4AUTOINLENH register 241
EP4BCH register 311

EP4CS register 318
EP4FIFOBCH register 327
EP4FIFOBUF register 363
EP4FIFOFLGS register 322
EP4ISOINPKTS register 251
EPGAUTOINLENH register 240
EP6BCH register 310

EP6CS register 319
EP6FIFOBCH register 326
EP6FIFOBUF register 364
EP6FIFOFLGS register 323
EPG6ISOINPKTS register 252
EP8AUTOINLENH register 242
EP8BCH register 312

EP8CS register 320
EP8FIFOBCH register 328
EP8FIFOBUF register 365
EP8FIFOFLGS register 324
EP8ISOINPKTS register 253
EPIE register 264

EPIRQ register 265

EPx memories 111
EPxAUTOINLENL registers 243
EPxBCH low 93

EPxBCL registers 313
EPxCFG registers 235

EPxCS 92

EPxFIFOBCL registers 329
EPxFIFOCFG registers 237
EPxFIFOIE registers 256
EPxFIFOIRQ registers 257
EPxFIFOPFH registers 244
EPxFIFOPFL registers 247
EPxGPIFFLGSEL registers 350
EPxGPIFPFSTOP registers 351
EPxGPIFTRIG registers 352
EPxISOINPKTS 92
ERRCNTLIM register 270
error correcting codes 283
external data memory 71, 72
external FIFO interface 31
external program memory 71, 72

external program/data memory map 75

EZ-USB

and DS80C320 differences 172

architecture 18
block diagram 21
CPU 169

differences with DS80C320 interrupts 172

endpoint buffers 30
endpoint FIFOs signals 23
feature summary 20

input output systems 181
instruction set 176

integrated microprocessor 20

internal RAM 172
10 ports 173

low-power mode implementation 173

package types 22

package types signal names 24

performance overview 170
register interface 172
registers 211

registers and buffers summary 384
software compatibility with 8051 171

supported interrupts 173
EZ-USB chips

100 pin 73

128 pin 73

56 pin 73
EZ-USB CPU Features 169
EZ-USB FIFOs

in GPIF master mode 33

in slave FIFO mode 32
EZ-USB FX1

part numbers 34
EZ-USB FX2LP

package diagrams 25

part numbers 34

F

FIFO
maximum sizes 249

FIFO cleared after a hard reset 167

FIFO data bus 101
FIFO flag pin functions 223
FIFO flag pins 103

FIFO programmable-level flag 111

FIFO reset register 225
FIFO/GPIF autovector coding 70
FIFO/GPIF interrupt 69
FIFOINPOLAR register 229
FIFO-read transaction 151

FIFO-read transaction waveform 152

FIFORESET register 225
FIFO-write transaction 159

firmware access to IN packets 156, 157
firmware access to OUT packets 164, 165

firmware FIFO access 110
firmware load 56
firmware ReNumeration 57
FLAGXx pins 103
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FLOWEQXCTL registers 342 GPIF hold amount register 348
FLOWHOLDOFF register 345 GPIF hold time register 232
FLOWLOGIC register 341 GPIF ready pin configuration register 356
FLOWSTATE register 340 GPIF ready pin status register 357
FLOWSTB register 344 GPIF transaction count byte registers 349
FLOWSTBEDGE register 346 GPIF waveform memories registers 219
FLOWSTBHPERIOD register 347 GPIF waveform selector register 333
FNADDR register 304 GPIFABORT register 358

force IN packet end register 254 GPIFADRH register 338

force OUT packet end register 255 GPIFADRL register 339

GPIFCTLCFG register 336
GPIFHOLDAMOUNT register 232, 348
G GPIFIDLECS register 334
GPIFIDLECTL register 335
GPIFIE register 266
GPIFIRQ register 267
GPIFREADYCFG register 356
GPIFREADYSTAT register 357
GPIFTCBXx registers 349
GPIFWFSELECT register 333

general configuration registers 220-232
general programmable interface (GPIF) 121
get configuration 47

get descriptor 43

get interface 48

get status interface 42

Get_Descriptor requests 44

Get_Status request 41

GPIF
8/16-bit data path 125 H
address OUT Signals 124 hard reset 83
and the EZ-USB system 122 high speed and full speed differences 87

byte order for 16-bit transactions 125
connecting signal pins to hardware 126
control out signals 124

decision point (DP) 129, 130 |
default pins configuration 124 I/O PORTA alternate configuration register 275
example hardware interconnect 126 I/O PORTC alternate configuration register 276
external |n.terface 124 I/O PORTE alternate configuration register 277
flag selection 150

I/O ports 181
flag stop 150 12C b
framework and functions source code 137 us . 278
GSTATE OUT signals 124 contro: anq statuzs r1eg|ster 7
IDLE state 128 control register 28

data register 280

interrupt enable register 266 interrupt 68

interrupt request register 267

non-decision point (NDP) 128 12C bus controller 189
programming the waveforms 127 12C bus usage 54
ready IN signals 124 12C registers 191
re-executing a task within a DP state 131 I2CDAT register 280
registers 127, 333-358 I2CS register 278
registers associated with firmware 137 I2CTL register 281
terminating a transfer 136 IBNIE register 258
transaction waveform 123 IBNIRQ register 259

waveform descriptor 219
GPIF address low 339
GPIF address registers 338, 339
GPIF data high (16 bit mode) register 353
GPIF done and idle drive mode register 334
GPIF done, GPIF idle drive mode 334
GPIF flow holdoff register 345
GPIF flow logic CTL output drive registers 342
GPIF flow master strobe edge register 346
GPIF flow master strobe half period register 347
GPIF flow master strobe register 344
GPIF flow state logic register 341
GPIF flow state register 340

IFCFG selection of port IO pin functions 188
IFCLK configuration 102

IFCONFIG register 221
initialization, auto-in/auto-out 117
INPKTEND register 254
input/output registers 275-282
instruction cycle 178

instruction set 175

instruction timing 178

INT 2 (USB) autovector register 272
INT 2 and INT 4 setup register 274
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INT 4 (slave FIFOs and GPIF) autovector SUTOK 66
register 273 USB bus reset 66
int0_n 63, 194 introduction to USB 13
int1_n 63, 194 INTSETUP register 274
INT2IVEC register 272 10 port alternate functions 183
int4 63 isochronous transfers 16
INT4IVEC register 273
int5_n 63
interface clock 102 J
interface clock (IFCLK) 125 jump instruction and autovectoring 67
interface configuration register 221 Jump 9
interface descriptor
full speed 370, 372
high speed 376, 378, 380 M
interface modes 23 memory
interface pins polarity register 229 external data 72
interfacing to 12C peripherals 189 external data memory 71
internal data memory 71 external program 72
internal data RAM 71 EZ-USB 72
lower 128 72 internal data RAM 71
special function register 72 standard 8051 72
upper 128 72 memory maps 74
interrupt MICROFRAME register 303
compatibility 61
enabling 62
latency 63 N
masking 62 .
priorities 62 NAKIE register 260
processing 62 NAKIRQ register 261
sampling 62 non-decision point state instruction 134
service routine 62
transfers 16
wakeup 81 (o)
interrupt enable registers .
endpoint 264 off chip program memory 76
endpoint ping-NAK/IBN 260 on chip data memory 76
endpoint x slave FIFO flag 256 OUTPKTEND register 255
GPIF 266
IN-BULK-NAK 258
USB 262 P
USB error 268 . .
interrupt registers 256-274 pin assignment
interrupt request registers 100 pin TQFP 26
endpoint 265 128 Pln TQFP 25
endpoint ping-NAK/IBN 261 56 pin QFN 28
endpoint x slave FIFO flag 257 56 pin SSOP 27
GPIF 267 56 pin VFBGA 29
IN-BULK-NAK 259 PINFLAGSxx register 223
USB 263 PKTEND 104
USB error 269 port A alternate functions 185
interrupts 59 port B and port D alternate functions 186
endpoint interrupts 66 port C alternate functions 187
EPOACK interrupt 66 port E alternate functions 188
EPXISOERR interrupt 67 PORTACFG register 275
EPxPING interrupt 67 PORTCCFG register 276
EE’E‘;&'\Q}@SWF" 67 PORTECFG register 277
high d 66 ports, GPIF, slave FIFOs register 221
gh spee
in-bulk-NAK 66 power management 77
start of frame 66 program status word 179
SUDAV 66 programmable-level flag 111
suspend 66 PSW register 179, 180
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RCAP2H register 197
RCAP2L register 197
read GPIF data low, no transaction trigger
register 355
read/write GPIF data low and trigger transaction
register 354
receive data 191
register summary
endpoint buffers 391
endpoint configuration 385
endpoints 388
flowstate 390
general configuration 384
GPIF 390
GPIF waveform memories 384
I12C compatible configuration byte 392
input/output 388
interrupts 387
special function registers (SFR) 392
UDMA 385
UDMA CRC 388
USB control 388
registers
conventions 211
endpoint configuration 233-255
general configuration 220-232
GPIF waveform memories 219
special function 212-218
registers associated with EPO control transfers 39
registers that control all endpoints
CLRERRCNT 94
EPIE 94
EPIRQ 94
ERRCNTLIM 94
IBNIE 93
IBNIRQ 93
NAKIE 93
TOGCTL 95
USBERRIE 94
registers that control EP2, EP4, EP6, and EP8 92
registers that require a synchronization delay 366
remote wakeup 81
RENUM bit 56
ReNumeration 18
resets 83
CPU reset 84
EZ-USB disconnect 85
hard reset 83
summary 85
USB bus reset 85
REVCTL register 231
REVID register 230
rxd0_in 202, 207
rxd0_out 202
rxd1_in 202
rxd1_out 202

400

S

SBUFO register 201
SBUF1 register 201
SCONOQO register 201
SCONT1 register 201
send data 191
serial interface
description 201
serial interface engine (SIE) 17
serial port 0/1
description 201
mode 0 202
mode 1 205
mode 2 208
mode 3 210
modes 201
set address 48
set descriptor 46
set interface 47
setup data pointer 95
setup data pointer address registers 330
setup data pointer AUTO mode register 331
setup data registers 332
SETUPDAT registers 332
SFR registers and external RAM equivalent 218
single-read transactions 143
single-write transaction waveform 147
single-write transactions 147
skipping a packet 157
skipping out packets while in AUTOOUT mode 119
slave FIFO
chip select (SLCS#) 104
control pins 103
firmware 110-120
hardware 99-110
pins 100
slave FIFO’s 99, 101
SOF interrupt 66
SP register 179
special function register space 72
special function registers 59, 174, 212-218
stack pointer 179
start of frame Interrupt 66
startup modes 51
SUDAV interrupt 66
SUDPTRCTL register 331
SUDPTRXx registers 330
summary of interrupt sources 62
suspend interrupt 66
SUSPEND register 298
suspend register 79
suspend state 298
suspend-resume control logic 78
SUTOK interrupt 66
switching between manual-out and auto-out 120
sync frame request 49
synchronization delay 366
synchronization delay registers 366
synchronous FIFO IN data transfer 118
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synchronous FIFO reads 107
synchronous FIFO writes 105, 106
synchronous mode 100

T

t0 194
t0_out 194
t1 194
t1_out 194
t2 198
t2_out 198
T2CON register 197
t2ex 198
TCON register 193
THO register 193
TH1 register 193
TH2 register 193, 197
Timer 0/1
mode 0 194
mode 1 195
mode 2 196
mode 3 196
modes 193
rate control 197
Timer 1
serial port baud rate generator 205
Timer 2
auto-reload mode 199
baud rate generator mode 200
capture mode 198
timer/counter mode 198
timer/counters 193
TLO register 193
TL1 register 193
TL2 register 193, 197
TMOD register 193
TOGCTL register 300
tokens and PIDs 14
transaction counter 150
transfer length fields 96
txd0 207
txd1 202, 207
typical GPIF interface 123

UART230 register 228
UDMA CRC registers 295-296
UDMA interface 167
UDMA qualifier register 296
UDMA transfers 295
UDMACRCQUALIFIER register 296
UDMACRCKX register 295
USB

about frames 49

about STALL 42

bus reset 85

control and status register 57, 297

control and status register bit definition 297

control registers 297-304

control transfer 38

default configuration descriptor 368
default device descriptor 367

default interface 0, alternate setting 0 368
default interface 0, alternate setting 1 369

direction 14
error counter limit register 270
frame count registers 301, 302
function address register 304
interrupt enable register 262
interrupt request register 263
interrupt sources 63
interrupts 64
microframe count register 303
requests 39
resume 81
specification 14
suspend 79
transfer types 15
USB frame count low 302
USB frames 15
USB microframe count 303
USBCS register 297
USBERRIE register 268, 269
USBERRIRQ 94
USBFRAMEH register 301
USBFRAMEL register 302
USBIE 91
USBIRQ 91
USB-specific interrupts 63

W

wakeup control and status register 299
wakeup control register 80

wakeup interrupt 81

wakeup/resume sequence 80
WAKEUPCS register 299

WAVEDATA register 219

waveform descriptor structure 136
WORDWIDE bits 125

WU2 function 81

X

XAUTODATX register 282
XGPIFSGLDATH register 353
XGPIFSGLDATL register 354
XGPIFSGLDATLNOX register 355

y 4

zero length isochronous data packet 250
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